What is JavaScript

JavaScript (js) is a light-weight object-oriented programming language which is used by several websites for scripting the webpages. It is an interpreted, full-fledged programming language that enables dynamic interactivity on websites when applied to an HTML document. It was introduced in the year 1995 for adding programs to the webpages in the Netscape Navigator browser. Since then, it has been adopted by all other graphical web browsers. With JavaScript, users can build modern web applications to interact directly without reloading the page every time. The traditional website uses js to provide several forms of interactivity and simplicity.

Although, JavaScript has no connectivity with Java programming language. The name was suggested and provided in the times when Java was gaining popularity in the market. In addition to web browsers, databases such as CouchDB and MongoDB uses JavaScript as their scripting and query language.

## Features of JavaScript

There are following features of JavaScript:

1. All popular web browsers support JavaScript as they provide built-in execution environments.
2. JavaScript follows the syntax and structure of the C programming language. Thus, it is a structured programming language.
3. JavaScript is a weakly typed language, where certain types are implicitly cast (depending on the operation).
4. JavaScript is an object-oriented programming language that uses prototypes rather than using classes for inheritance.
5. It is a light-weighted and interpreted language.
6. It is a case-sensitive language.
7. JavaScript is supportable in several operating systems including, Windows, macOS, etc.
8. It provides good control to the users over the web browsers.

## History of JavaScript

In 1993, **Mosaic**, the first popular web browser, came into existence. In the **year 1994**, **Netscape** was founded by **Marc Andreessen**. He realized that the web needed to become more dynamic. Thus, a 'glue language' was believed to be provided to HTML to make web designing easy for designers and part-time programmers. Consequently, in 1995, the company recruited **Brendan Eich** intending to implement and embed Scheme programming language to the browser. But, before Brendan could start, the company merged with **Sun Microsystems** for adding Java into its Navigator so that it could compete with Microsoft over the web technologies and platforms. Now, two languages were there: Java and the scripting language. Further, Netscape decided to give a similar name to the scripting language as Java's. It led to 'Javascript'. Finally, in May 1995, Marc Andreessen coined the first code of Javascript named '**Mocha**'. Later, the marketing team replaced the name with '**LiveScript**'. But, due to trademark reasons and certain other reasons, in December 1995, the language was finally renamed to 'JavaScript'. From then, JavaScript came into existence.

Application of JavaScript

JavaScript is used to create interactive websites. It is mainly used for:

* Client-side validation,
* Dynamic drop-down menus,
* Displaying date and time,
* Displaying pop-up windows and dialog boxes (like an alert dialog box, confirm dialog box and prompt dialog box),
* Displaying clocks etc.

### **JavaScript Example**

Javascript example is easy to code. JavaScript provides 3 places to put the JavaScript code: within body tag, within head tag and external JavaScript file.

Let’s create the first JavaScript example.

**<script>**

document.write("Hello JavaScript by JavaScript");

**</script>**

The **script** tag specifies that we are using JavaScript.

The **text/javascript** is the content type that provides information to the browser about the data.

The **document.write()** function is used to display dynamic content through JavaScript. We will learn about document object in detail later.

3 Places to put JavaScript code

1. Between the body tag of html
2. Between the head tag of html
3. Outside of body and head tag and inside html element.
4. In .js file (external javaScript)

## 1) JavaScript Example : code between the body tag

In the above example, we have displayed the dynamic content using JavaScript. Let’s see the simple example of JavaScript that displays alert dialog box.

<html>

<body>

<script type="text/javascript">

alert("Hello iHub");

</script>

</body>

</html>

## 2) JavaScript Example : code between the head tag

Let’s see the same example of displaying alert dialog box of JavaScript that is contained inside the head tag.

In this example, we are creating a function msg(). To create function in JavaScript, you need to write function with function\_name as given below.

To call function, you need to work on event. Here we are using onclick event to call msg() function.

<html>

<head>

<script type="text/javascript">

function msg(){

alert("Hello iHub");

}

</script>

</head>

<body>

<p>Welcome to Javascript</p>

<form>

<input type="button" value="click" onclick="msg()"/>

</form>

</body>

</html>

# **External JavaScript file**

We can create external JavaScript file and embed it in many html page.

It provides **code re-usability** because single JavaScript file can be used in several html pages.

An external JavaScript file must be saved by .js extension. It is recommended to embed all JavaScript files into a single file. It increases the speed of the webpage.

Let's create an external Javascriptfile that prints Hello iHub in an alert dialog box.

**message.js**

function msg(){

 alert("Hello iHub");  }

Let's include the JavaScript file into [html](https://www.javatpoint.com/html-tutorial) page. It calls the [JavaScript function](https://www.javatpoint.com/javascript-function) on button click.

**index.html**

**<html>**

**<head>**

**<script** type="text/javascript" src="message.js"**></script>**

**</head>**

**<body>**

**<p>**Welcome to JavaScript**</p>**

**<form>**

**<input** type="button" value="click" onclick="msg()"**/>**

**</form>**

**</body>**

**</html>**

Advantages of External JavaScript

There will be following benefits if a user creates an external javascript:

1. It helps in the reusability of code in more than one HTML file.
2. It allows easy code readability.
3. It is time-efficient as web browsers cache the external js files, which further reduces the page loading time.
4. It enables both web designers and coders to work with html and js files parallelly and separately, i.e., without facing any code conflictions.
5. The length of the code reduces as only we need to specify the location of the js file.

Disadvantages of External JavaScript

There are the following disadvantages of external files:

1. The stealer may download the coder's code using the url of the js file.
2. If two js files are dependent on one another, then a failure in one file may affect the execution of the other dependent file.
3. The web browser needs to make an additional http request to get the js code.
4. A tiny to a large change in the js code may cause unexpected results in all its dependent files.
5. We need to check each file that depends on the commonly created external javascript file.
6. If it is a few lines of code, then better to implement the internal javascript code.

# **JavaScript Comment**

The **JavaScript comments** are meaningful way to deliver message. It is used to add information about the code, warnings or suggestions so that end user can easily interpret the code.

The JavaScript comment is ignored by the JavaScript engine i.e. embedded in the browser.

#### **Advantages of JavaScript comments**

There are mainly two advantages of JavaScript comments.

1. **To make code easy to understand** It can be used to elaborate the code so that end user can easily understand the code.
2. **To avoid the unnecessary code** It can also be used to avoid the code being executed. Sometimes, we add the code to perform some action. But after sometime, there may be need to disable the code. In such case, it is better to use comments.

Types of JavaScript Comments

There are two types of comments in JavaScript.

1. Single-line Comment
2. Multi-line Comment

## JavaScript Single line Comment

It is represented by double forward slashes (//). It can be used before and after the statement.

Let’s see the example of single-line comment i.e. added before the statement.

**<script>**

// It is single line comment

document.write("hello javascript");

**</script>**

Let’s see the example of single-line comment i.e. added after the statement.

**<script>**

var a=10;

var b=20;

var c=a+b;//It adds values of a and b variable

document.write(c);//prints sum of 10 and 20

**</script>**

JavaScript Multi line Comment

It can be used to add single as well as multi line comments. So, it is more convenient.

It is represented by forward slash with asterisk then asterisk with forward slash. For example:

/\* your code here  \*/

It can be used before, after and middle of the statement.

**<script>**

/\* It is multi line comment.

It will not be displayed \*/

document.write("example of javascript multiline comment");

**</script>**

# **JavaScript Variable**

A **JavaScript variable** is simply a name of storage location. There are two types of variables in JavaScript : local variable and global variable.

There are some rules while declaring a JavaScript variable (also known as identifiers).

1. Name must start with a letter (a to z or A to Z), underscore( \_ ), or dollar( $ ) sign.
2. After first letter we can use digits (0 to 9), for example value1.
3. JavaScript variables are case sensitive, for example x and X are different variables.

Correct JavaScript variables

var x = 10;

var \_value="sonoo";

Incorrect JavaScript variables

var  123=30;

var \*aa=320;

## Example of JavaScript variable

Let’s see a simple example of JavaScript variable.

<html>

<body>

<script>

var x = 10;

var y = 20;

var z=x+y;

document.write(z);

</script>

</body></html>

JavaScript local variable

A JavaScript local variable is declared inside block or function. It is accessible within the function or block only. For example:

**<script>**

function abc(){

var x=10;//local variable

}

**</script>**

Or,

**<script>**

If(10**<13**){

var y=20;//JavaScript local variable

}

**</script>**

JavaScript global variable

A **JavaScript global variable** is accessible from any function. A variable i.e. declared outside the function or declared with window object is known as global variable. For example:

**<script>**

var data=200;//gloabal variable

function a(){

document.writeln(data);

}

function b(){

document.writeln(data);

}

a();//calling JavaScript function

b();

**</script>**

#### **Declaring JavaScript global variable within function**

To declare JavaScript global variables inside function, you need to use **window object**. For example:

window.value=90;

Now it can be declared inside any function and can be accessed from any function. For example:

function m(){

window.value=100;//declaring global variable by window object

}

function n(){

alert(window.value);//accessing global variable from other function

}

Internals of global variable in JavaScript

When you declare a variable outside the function, it is added in the window object internally. You can access it through window object also. For example:

var value=50;

function a(){

alert(window.value);//accessing global variable

}

# **Javascript Data Types**

JavaScript provides different **data types** to hold different types of values. There are two types of data types in JavaScript.

1. Primitive data type
2. Non-primitive (reference) data type

JavaScript is a **dynamic type language**, means you don't need to specify type of the variable because it is dynamically used by JavaScript engine. You need to use **var** here to specify the data type. It can hold any type of values such as numbers, strings etc. For example:

var a=40;//holding number

var b="Rahul";//holding string

## JavaScript primitive data types

There are five types of primitive data types in JavaScript. They are as follows:

|  |  |
| --- | --- |
| **Data Type** | **Description** |
| String | represents sequence of characters e.g. "hello" |
| Number | represents numeric values e.g. 100 |
| Boolean | represents boolean value either false or true |
| Undefined | represents undefined value |
| Null | represents null i.e. no value at all |

## JavaScript non-primitive data types

The non-primitive data types are as follows:

|  |  |
| --- | --- |
| **Data Type** | **Description** |
| Object | represents instance through which we can access members |
| Array | represents group of similar values |
| RegExp | represents regular expression |

# **JavaScript Operators**

JavaScript operators are symbols that are used to perform operations on operands. For example:

var sum=10+20;

Here, + is the arithmetic operator and = is the assignment operator.

There are following types of operators in JavaScript.

1. Arithmetic Operators
2. Comparison (Relational) Operators
3. Bitwise Operators
4. Logical Operators
5. Assignment Operators
6. Special Operators

## JavaScript Arithmetic Operators

Arithmetic operators are used to perform arithmetic operations on the operands. The following operators are known as JavaScript arithmetic operators.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Addition | 10+20 = 30 |
| - | Subtraction | 20-10 = 10 |
| \* | Multiplication | 10\*20 = 200 |
| / | Division | 20/10 = 2 |
| % | Modulus (Remainder) | 20%10 = 0 |
| ++ | Increment | var a=10; a++; Now a = 11 |
| -- | Decrement | var a=10; a--; Now a = 9 |

## JavaScript Comparison Operators

The JavaScript comparison operator compares the two operands. The comparison operators are as follows:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Is equal to | 10==20 = false |
| === | Identical (equal and of same type) | 10==20 = false |
| != | Not equal to | 10!=20 = true |
| !== | Not Identical | 20!==20 = false |
| > | Greater than | 20>10 = true |
| >= | Greater than or equal to | 20>=10 = true |
| < | Less than | 20<10 = false |
| <= | Less than or equal to | 20<=10 = false |

## JavaScript Bitwise Operators

The bitwise operators perform bitwise operations on operands. The bitwise operators are as follows:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & | Bitwise AND | (10==20 & 20==33) = false |
| | | Bitwise OR | (10==20 | 20==33) = false |
| ^ | Bitwise XOR | (10==20 ^ 20==33) = false |
| ~ | Bitwise NOT | (~10) = -10 |
| << | Bitwise Left Shift | (10<<2) = 40 |
| >> | Bitwise Right Shift | (10>>2) = 2 |
| >>> | Bitwise Right Shift with Zero | (10>>>2) = 2 |

## JavaScript Logical Operators

The following operators are known as JavaScript logical operators.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && | Logical AND | (10==20 && 20==33) = false |
| || | Logical OR | (10==20 || 20==33) = false |
| ! | Logical Not | !(10==20) = true |

## JavaScript Assignment Operators

The following operators are known as JavaScript assignment operators.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Assign | 10+10 = 20 |
| += | Add and assign | var a=10; a+=20; Now a = 30 |
| -= | Subtract and assign | var a=20; a-=10; Now a = 10 |
| \*= | Multiply and assign | var a=10; a\*=20; Now a = 200 |
| /= | Divide and assign | var a=10; a/=2; Now a = 5 |
| %= | Modulus and assign | var a=10; a%=2; Now a = 0 |

## JavaScript Special Operators

The following operators are known as JavaScript special operators.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| (?:) | Conditional Operator returns value based on the condition. It is like if-else. |
| , | Comma Operator allows multiple expressions to be evaluated as single statement. |
| delete | Delete Operator deletes a property from the object. |
| in | In Operator checks if object has the given property |
| instanceof | checks if the object is an instance of given type |
| new | creates an instance (object) |
| typeof | checks the type of object. |
| void | it discards the expression's return value. |
| yield | checks what is returned in a generator by the generator's iterator. |

# **JavaScript If-else**

The **JavaScript if-else statement** is used to execute the code whether condition is true or false. There are three forms of if statement in JavaScript.

1. If Statement
2. If else statement
3. if else if statement

### **JavaScript If statement**

It evaluates the content only if expression is true. The signature of JavaScript if statement is given below.

if(expression){  //content to be evaluated  }

### **Flowchart of JavaScript If statement**
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Let’s see the simple example of if statement in javascript.

<html>

<body>

<script>

var a=20;

if(a>10){

document.write("value of a is greater than 10");

}

</script>

</body>

</html>

### **JavaScript If...else Statement**

It evaluates the content whether condition is true of false. The syntax of JavaScript if-else statement is given below.

if(expression){ //content to be evaluated if condition is true

else{  //content to be evaluated if condition is false  }

### **Flowchart of JavaScript If...else statement**
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Let’s see the example of if-else statement in JavaScript to find out the even or odd number.

<html>

<body>

<script>

var a=20;

if(a%2==0){

document.write("a is even number");

}

else{

document.write("a is odd number");

}

</script>

</body>

</html>

### **JavaScript If...else if statement**

It evaluates the content only if expression is true from several expressions. The signature of JavaScript if else if statement is given below.

if(expression1){

//content to be evaluated if expression1 is true

}

else if(expression2){

//content to be evaluated if expression2 is true

}

else if(expression3){

//content to be evaluated if expression3 is true

}

else{

//content to be evaluated if no expression is true

}

Let’s see the simple example of if else if statement in javascript.

<html>

<body>

<script>

var a=20;

if(a==10){

document.write("a is equal to 10");

}

else if(a==15){

document.write("a is equal to 15");

}

else if(a==20){

document.write("a is equal to 20");

}

else{

document.write("a is not equal to 10, 15 or 20");

}

</script>

</body>

</html>

# **JavaScript Switch**

The **JavaScript switch statement** is used to execute one code from multiple expressions. It is just like else if statement that we have learned in previous page. But it is convenient than if..else..if because it can be used with numbers, characters etc.

The signature of JavaScript switch statement is given below.

switch(expression){

case value1:

  code to be executed;

break;

case value2:

  code to be executed;

break;

......

default:

  code to be executed if above values are not matched;

}

Let’s see the simple example of switch statement in javascript.

<!DOCTYPE html>

<html>

<body>

<script>

var grade='B';

var result;

switch(grade){

case 'A':

result="A Grade";

break;

case 'B':

result="B Grade";

break;

case 'C':

result="C Grade";

break;

default:

result="No Grade";

}

document.write(result);

</script>

</body>

</html>

#### **The switch statement is fall-through i.e. all the cases will be evaluated if you don't use break statement.**

Let’s understand the behaviour of switch statement in JavaScript.

<!DOCTYPE html>

<html>

<body>

<script>

var grade='B';

var result;

switch(grade){

case 'A':

result+=" A Grade";

case 'B':

result+=" B Grade";

case 'C':

result+=" C Grade";

default:

result+=" No Grade";

}

document.write(result);

</script>

</body>

</html>

# **JavaScript Loops**

The **JavaScript loops** are used to iterate the piece of code using for, while, do while or for-in loops. It makes the code compact. It is mostly used in array.

There are four types of loops in JavaScript.

1. for loop
2. while loop
3. do-while loop
4. for-in loop

1) JavaScript For loop

The **JavaScript for loop** *iterates the elements for the fixed number of times*. It should be used if number of iteration is known. The syntax of for loop is given below.

for (initialization; condition; increment)

{

    code to be executed

}

Let’s see the simple example of for loop in javascript.

<!DOCTYPE html>

<html>

<body>

<script>

for (i=1; i<=5; i++) {

document.write(i + "<br/>")

}

</script>

</body>

</html>

2) JavaScript while loop

The **JavaScript while loop** *iterates the elements for the infinite number of times*. It should be used if number of iteration is not known. The syntax of while loop is given below.

while (condition)

{

    code to be executed

}

Let’s see the simple example of while loop in javascript.

<!DOCTYPE html>

<html>

<body>

<script>

var i=11;

while (i<=15) {

document.write(i + "<br/>");

i++;

}

</script>

</body>

</html>

3) JavaScript do while loop

The **JavaScript do while loop** *iterates the elements for the infinite number of times* like while loop. But, code is *executed at least* once whether condition is true or false. The syntax of do while loop is given below.

do{

    code to be executed

}while (condition);

Let’s see the simple example of do while loop in javascript.

<!DOCTYPE html>

<html>

<body>

<script>

var i=21;

do{

document.write(i + "<br/>");

i++;

}while (i<=25);

</script>

</body>

</html>

## 4) JavaScript for in loop

The **JavaScript for in loop** is used to iterate the properties of an object.

### **Syntax**

for (key in object) {  
   // code block to be executed  
}

<!DOCTYPE html>

<html>

<body>

<h2>JavaScript For In Loop</h2>

<p>The for in statement loops through the properties of an object:</p>

<p id="demo"></p>

<script>

const person = {fname:"John", lname:"Doe", age:25};

let txt = "";

for (let x in person) {

txt += person[x] + " ";

}

document.getElementById("demo").innerHTML = txt;

</script></body></html>

# **JavaScript Functions**

**JavaScript functions** are used to perform operations. We can call JavaScript function many times to reuse the code.

#### **Advantage of JavaScript function**

There are mainly two advantages of JavaScript functions.

1. **Code reusability**: We can call a function several times so it save coding.
2. **Less coding**: It makes our program compact. We don’t need to write many lines of code each time to perform a common task.

JavaScript Function Syntax

The syntax of declaring function is given below.

function functionName([arg1, arg2, ...argN]){

  //code to be executed

}

JavaScript Functions can have 0 or more arguments.

## JavaScript Function Example

Let’s see the simple example of function in JavaScript that does not has arguments.

<html>

<body>

<script>

function msg(){

alert("hello! this is message");

}

</script>

<input type="button" onclick="msg()" value="call function"/>

</body>

</html>

## JavaScript Function Arguments

We can call function by passing arguments. Let’s see the example of function that has one argument.

<html>

<body>

<script>

function getcube(number){

alert(number\*number\*number);

}

</script>

<form>

<input type="button" value="click" onclick="getcube(4)"/>

</form>

</body>

</html>

## Function with Return Value

We can call function that returns a value and use it in our program. Let’s see the example of function that returns value.

<html>

<body>

<script>

function getInfo(){

return "hello iHub! How r u?";

}

</script>

<script>

document.write(getInfo());

</script>

</body>

</html>

JavaScript Function Object

In JavaScript, the purpose of **Function constructor** is to create a new Function object. It executes the code globally. However, if we call the constructor directly, a function is created dynamically but in an unsecured way.

Syntax

new Function ([arg1[, arg2[, ....argn]],] functionBody)

Parameter

**arg1, arg2, .... ,argn** - It represents the argument used by function.

**functionBody** - It represents the function definition.

JavaScript Function Methods

Let's see function methods with description.

|  |  |
| --- | --- |
| **Method** | **Description** |
| [apply()](https://www.javatpoint.com/javascript-function-apply-method) | It is used to call a function contains this value and a single array of arguments. |
| [bind()](https://www.javatpoint.com/javascript-function-bind-method) | It is used to create a new function. |
| [call()](https://www.javatpoint.com/javascript-function-call-method) | It is used to call a function contains this value and an argument list. |
| [toString()](https://www.javatpoint.com/javascript-function-tostring-method) | It returns the result in a form of a string. |

## JavaScript Function Object Examples

### **Example 1**

Let's see an example to display the sum of given numbers.

<!DOCTYPE html>

<html>

<body>

<script>

var add=new Function("num1","num2","return num1+num2");

document.writeln(add(2,5));

</script>

</body>

</html>

### **Example 2**

Let's see an example to display the power of provided value.

<!DOCTYPE html>

<html>

<body>

<script>

var pow=new Function("num1","num2","return Math.pow(num1,num2)");

document.writeln(pow(2,3));

</script>

</body>

</html>

# **JavaScript Objects**

A javaScript object is an entity having state and behavior (properties and method). For example: car, pen, bike, chair, glass, keyboard, monitor etc.

JavaScript is an object-based language. Everything is an object in JavaScript.

JavaScript is template based not class based. Here, we don't create class to get the object. But, we direct create objects.

Creating Objects in JavaScript

There are 3 ways to create objects.

1. By object literal
2. By creating instance of Object directly (using new keyword)
3. By using an object constructor (using new keyword)

1) JavaScript Object by object literal

The syntax of creating object using object literal is given below:

object={property1:value1,property2:value2.....propertyN:valueN}

As you can see, property and value is separated by : (colon).

Let’s see the simple example of creating object in JavaScript.

<html>

<body>

<script>

emp={id:102,name:"Shyam Kumar",salary:40000}

document.write(emp.id+" "+emp.name+" "+emp.salary);

</script>

</body>

</html>

2) By creating instance of Object

The syntax of creating object directly is given below:

var objectname=new Object();

Here, **new keyword** is used to create object.

Let’s see the example of creating object directly.

<html>

<body>

<script>

var emp=new Object();

emp.id=101;

emp.name="Ravi Malik";

emp.salary=50000;

document.write(emp.id+" "+emp.name+" "+emp.salary);

</script>

</body>

</html>

## 3) By using an Object constructor

Here, you need to create function with arguments. Each argument value can be assigned in the current object by using this keyword.The **this keyword** refers to the current object.

The example of creating object by object constructor is given below.

<html>

<body>

<script>

function emp(id,name,salary){

this.id=id;

this.name=name;

this.salary=salary;

}

e=new emp(103,"Vimal Jaiswal",30000);

document.write(e.id+" "+e.name+" "+e.salary);

</script>

</body>

</html>

## Defining method in JavaScript Object

We can define method in JavaScript object. But before defining method, we need to add property in the function with same name as method.

The example of defining method in object is given below.

<html>

<body>

<script>

function emp(id,name,salary){

this.id=id;

this.name=name;

this.salary=salary;

this.changeSalary=changeSalary;

function changeSalary(otherSalary){

this.salary=otherSalary;

}

}

e=new emp(103,"Sonoo Jaiswal",30000);

document.write(e.id+" "+e.name+" "+e.salary);

e.changeSalary(45000);

document.write("<br>"+e.id+" "+e.name+" "+e.salary);

</script>

</body>

</html>

## JavaScript Object Methods

The various methods of Object are as follows:

|  |  |  |
| --- | --- | --- |
| **S.No** | **Methods** | **Description** |
| 1 | [Object.assign()](https://www.javatpoint.com/javascript-object-assign-method) | This method is used to copy enumerable and own properties from a source object to a target object |
| 2 | [Object.create()](https://www.javatpoint.com/javascript-object-create-method) | This method is used to create a new object with the specified prototype object and properties. |
| 3 | [Object.defineProperty()](https://www.javatpoint.com/javascript-object-defineproperty-method) | This method is used to describe some behavioral attributes of the property. |
| 4 | [Object.defineProperties()](https://www.javatpoint.com/javascript-object-defineproperties-method) | This method is used to create or configure multiple object properties. |
| 5 | [Object.entries()](https://www.javatpoint.com/javascript-object-entries-method) | This method returns an array with arrays of the key, value pairs. |
| 6 | [Object.freeze()](https://www.javatpoint.com/javascript-object-freeze-method) | This method prevents existing properties from being removed. |
| 7 | [Object.getOwnPropertyDescriptor()](https://www.javatpoint.com/javascript-object-getownpropertydescriptor-method) | This method returns a property descriptor for the specified property of the specified object. |
| 8 | [Object.getOwnPropertyDescriptors()](https://www.javatpoint.com/javascript-object-getownpropertydescriptors-method) | This method returns all own property descriptors of a given object. |
| 9 | [Object.getOwnPropertyNames()](https://www.javatpoint.com/javascript-object-getownpropertynames-method) | This method returns an array of all properties (enumerable or not) found. |
| 10 | [Object.getOwnPropertySymbols()](https://www.javatpoint.com/javascript-object-getownpropertysymbols-method) | This method returns an array of all own symbol key properties. |
| 11 | [Object.getPrototypeOf()](https://www.javatpoint.com/javascript-object-getprototypeof-method) | This method returns the prototype of the specified object. |
| 12 | [Object.is()](https://www.javatpoint.com/javascript-object-is-method) | This method determines whether two values are the same value. |
| 13 | [Object.isExtensible()](https://www.javatpoint.com/javascript-objects) | This method determines if an object is extensible |
| 14 | [Object.isFrozen()](https://www.javatpoint.com/javascript-objects) | This method determines if an object was frozen. |
| 15 | [Object.isSealed()](https://www.javatpoint.com/javascript-objects) | This method determines if an object is sealed. |
| 16 | [Object.keys()](https://www.javatpoint.com/javascript-objects) | This method returns an array of a given object's own property names. |
| 17 | [Object.preventExtensions()](https://www.javatpoint.com/javascript-object-preventextensions-method) | This method is used to prevent any extensions of an object. |
| 18 | [Object.seal()](https://www.javatpoint.com/javascript-object-seal-method) | This method prevents new properties from being added and marks all existing properties as non-configurable. |
| 19 | [Object.setPrototypeOf()](https://www.javatpoint.com/javascript-object-setprototypeof-method) | This method sets the prototype of a specified object to another object. |
| 20 | [Object.values()](https://www.javatpoint.com/javascript-object-values-method) | This method returns an array of values. |

# **JavaScript Array**

**JavaScript array** is an object that represents a collection of similar type of elements.

There are 3 ways to construct array in JavaScript

1. By array literal
2. By creating instance of Array directly (using new keyword)
3. By using an Array constructor (using new keyword)

1) JavaScript array literal

The syntax of creating array using array literal is given below:

var arrayname=[value1,value2.....,valueN];

As you can see, values are contained inside [ ] and separated by , (comma).

Let's see the simple example of creating and using array in JavaScript.

<html>

<body>

<script>

var emp=["Sonoo","Vimal","Ratan"];

for (i=0;i<emp.length;i++){

document.write(emp[i] + "<br/>");

}

</script>

</body>

</html>

2) JavaScript Array directly (new keyword)

The syntax of creating array directly is given below:

var arrayname=new Array();

Here, **new keyword** is used to create instance of array.

Let's see the example of creating array directly.

<html>

<body>

<script>

var i;

var emp = new Array();

emp[0] = "Arun";

emp[1] = "Varun";

emp[2] = "John";

for (i=0;i<emp.length;i++){

document.write(emp[i] + "<br>");

}

</script>

</body>

</html>

## 3) JavaScript array constructor (new keyword)

Here, you need to create instance of array by passing arguments in constructor so that we don't have to provide value explicitly.

The example of creating object by array constructor is given below.

<html>

<body>

<script>

var emp=new Array("Jai","Vijay","Smith");

for (i=0;i<emp.length;i++){

document.write(emp[i] + "<br>");

}

</script>

</body>

</html>

## JavaScript Array Methods

Let's see the list of JavaScript array methods with their description.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| [concat()](https://www.javatpoint.com/javascript-array-concat-method) | It returns a new array object that contains two or more merged arrays. |
| [copywithin()](https://www.javatpoint.com/javascript-array-copywithin-method) | It copies the part of the given array with its own elements and returns the modified array. |
| [entries()](https://www.javatpoint.com/javascript-array-entries-method) | It creates an iterator object and a loop that iterates over each key/value pair. |
| [every()](https://www.javatpoint.com/javascript-array-every-method) | It determines whether all the elements of an array are satisfying the provided function conditions. |
| [flat()](https://www.javatpoint.com/javascript-array-flat-method) | It creates a new array carrying sub-array elements concatenated recursively till the specified depth. |
| [flatMap()](https://www.javatpoint.com/javascript-array-flatmap-method) | It maps all array elements via mapping function, then flattens the result into a new array. |
| [fill()](https://www.javatpoint.com/javascript-array-fill-method) | It fills elements into an array with static values. |
| [from()](https://www.javatpoint.com/javascript-array-from-method) | It creates a new array carrying the exact copy of another array element. |
| [filter()](https://www.javatpoint.com/javascript-array-filter-method) | It returns the new array containing the elements that pass the provided function conditions. |
| [find()](https://www.javatpoint.com/javascript-array-find-method) | It returns the value of the first element in the given array that satisfies the specified condition. |
| [findIndex()](https://www.javatpoint.com/javascript-array-findindex-method) | It returns the index value of the first element in the given array that satisfies the specified condition. |
| [forEach()](https://www.javatpoint.com/javascript-array-foreach-method) | It invokes the provided function once for each element of an array. |
| [includes()](https://www.javatpoint.com/javascript-array-includes-method) | It checks whether the given array contains the specified element. |
| [indexOf()](https://www.javatpoint.com/javascript-array-indexof-method) | It searches the specified element in the given array and returns the index of the first match. |
| [isArray()](https://www.javatpoint.com/javascript-array-isarray-method) | It tests if the passed value ia an array. |
| [join()](https://www.javatpoint.com/javascript-array-join-method) | It joins the elements of an array as a string. |
| [keys()](https://www.javatpoint.com/javascript-array-keys-method) | It creates an iterator object that contains only the keys of the array, then loops through these keys. |
| [lastIndexOf()](https://www.javatpoint.com/javascript-array-lastindexof-method) | It searches the specified element in the given array and returns the index of the last match. |
| [map()](https://www.javatpoint.com/javascript-array-map-method) | It calls the specified function for every array element and returns the new array |
| [of()](https://www.javatpoint.com/javascript-array-of-method) | It creates a new array from a variable number of arguments, holding any type of argument. |
| [pop()](https://www.javatpoint.com/javascript-array-pop-method) | It removes and returns the last element of an array. |
| [push()](https://www.javatpoint.com/javascript-array-push-method) | It adds one or more elements to the end of an array. |
| [reverse()](https://www.javatpoint.com/javascript-array-reverse-method) | It reverses the elements of given array. |
| [reduce(function, initial)](https://www.javatpoint.com/javascript-array-reduce-method) | It executes a provided function for each value from left to right and reduces the array to a single value. |
| [reduceRight()](https://www.javatpoint.com/javascript-array-reduceright-method) | It executes a provided function for each value from right to left and reduces the array to a single value. |
| [some()](https://www.javatpoint.com/javascript-array-some-method) | It determines if any element of the array passes the test of the implemented function. |
| [shift()](https://www.javatpoint.com/javascript-array-shift-method) | It removes and returns the first element of an array. |
| [slice()](https://www.javatpoint.com/javascript-array-slice-method) | It returns a new array containing the copy of the part of the given array. |
| [sort()](https://www.javatpoint.com/javascript-array-sort-method) | It returns the element of the given array in a sorted order. |
| [splice()](https://www.javatpoint.com/javascript-array-splice-method) | It add/remove elements to/from the given array. |
| [toLocaleString()](https://www.javatpoint.com/javascript-array-tolocalestring-method) | It returns a string containing all the elements of a specified array. |
| [toString()](https://www.javatpoint.com/javascript-array-tostring-method) | It converts the elements of a specified array into string form, without affecting the original array. |
| [unshift()](https://www.javatpoint.com/javascript-array-unshift-method) | It adds one or more elements in the beginning of the given array. |
| [values()](https://www.javatpoint.com/javascript-array-values-method) | It creates a new iterator object carrying values for each index in the array. |

# **JavaScript String**

The **JavaScript string** is an object that represents a sequence of characters.

There are 2 ways to create string in JavaScript

1. By string literal
2. By string object (using new keyword)

## 1) By string literal

The string literal is created using double quotes. The syntax of creating string using string literal is given below:

var stringname="string value";

Let's see the simple example of creating string literal.

<!DOCTYPE html>

<html>

<body>

<script>

var str="This is string literal";

document.write(str);

</script>

</body>

</html>

2) By string object (using new keyword)

The syntax of creating string object using new keyword is given below:

var stringname=new String("string literal");

Here, **new keyword** is used to create instance of string.

Let's see the example of creating string in JavaScript by new keyword.

<!DOCTYPE html>

<html>

<body>

<script>

var stringname=new String("hello javascript string");

document.write(stringname);

</script>

</body>

</html>

## JavaScript String Methods

Let's see the list of JavaScript string methods with examples.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| [charAt()](https://www.javatpoint.com/javascript-string-charat-method) | It provides the char value present at the specified index. |
| [charCodeAt()](https://www.javatpoint.com/javascript-string-charcodeat-method) | It provides the Unicode value of a character present at the specified index. |
| [concat()](https://www.javatpoint.com/javascript-string-concat-method) | It provides a combination of two or more strings. |
| [indexOf()](https://www.javatpoint.com/javascript-string-indexof-method) | It provides the position of a char value present in the given string. |
| [lastIndexOf()](https://www.javatpoint.com/javascript-string-lastindexof-method) | It provides the position of a char value present in the given string by searching a character from the last position. |
| [search()](https://www.javatpoint.com/javascript-string-search-method) | It searches a specified regular expression in a given string and returns its position if a match occurs. |
| [match()](https://www.javatpoint.com/javascript-string-match-method) | It searches a specified regular expression in a given string and returns that regular expression if a match occurs. |
| [replace()](https://www.javatpoint.com/javascript-string-replace-method) | It replaces a given string with the specified replacement. |
| [substr()](https://www.javatpoint.com/javascript-string-substr-method) | It is used to fetch the part of the given string on the basis of the specified starting position and length. |
| [substring()](https://www.javatpoint.com/javascript-string-substring-method) | It is used to fetch the part of the given string on the basis of the specified index. |
| [slice()](https://www.javatpoint.com/javascript-string-slice-method) | It is used to fetch the part of the given string. It allows us to assign positive as well negative index. |
| [toLowerCase()](https://www.javatpoint.com/javascript-string-tolowercase-method) | It converts the given string into lowercase letter. |
| [toLocaleLowerCase()](https://www.javatpoint.com/javascript-string-tolocalelowercase-method) | It converts the given string into lowercase letter on the basis of host?s current locale. |
| [toUpperCase()](https://www.javatpoint.com/javascript-string-touppercase-method) | It converts the given string into uppercase letter. |
| [toLocaleUpperCase()](https://www.javatpoint.com/javascript-string-tolocaleuppercase-method) | It converts the given string into uppercase letter on the basis of host?s current locale. |
| [toString()](https://www.javatpoint.com/javascript-string-tostring-method) | It provides a string representing the particular object. |
| [valueOf()](https://www.javatpoint.com/javascript-string-valueof-method) | It provides the primitive value of string object. |
| split() | It splits a string into substring array, then returns that newly created array. |
| trim() | It trims the white space from the left and right side of the string. |

## 1) JavaScript String charAt(index) Method

The JavaScript String charAt() method returns the character at the given index.

<!DOCTYPE html>

<html>

<body>

<script>

var str="javascript";

document.write(str.charAt(2));

</script>

</body></html>

## 2) JavaScript String concat(str) Method

The JavaScript String concat(str) method concatenates or joins two strings.

<!DOCTYPE html>

<html>

<body>

<script>

var s1="javascript ";

var s2="concat example";

var s3=s1+s2;

document.write(s3);

</script>

</body>

</html>

## 3) JavaScript String indexOf(str) Method

The JavaScript String indexOf(str) method returns the index position of the given string.

<!DOCTYPE html>

<html>

<body>

<script>

var s1="javascript from iHubTalentindexof";

var n=s1.indexOf("from");

document.write(n);

</script>

</body>

</html>

## 4) JavaScript String lastIndexOf(str) Method

The JavaScript String lastIndexOf(str) method returns the last index position of the given string.

<!DOCTYPE html>

<html>

<body>

<script>

var s1="javascript from iHubTalentindexof";

var n=s1.lastIndexOf("java");

document.write(n);

</script>

</body>

</html>

## 5) JavaScript String toLowerCase() Method

The JavaScript String toLowerCase() method returns the given string in lowercase letters.

<!DOCTYPE html>

<html>

<body>

<script>

var s1="JavaScript toLowerCase Example";

var s2=s1.toLowerCase();

document.write(s2);

</script>

</body>

</html>

## 6) JavaScript String toUpperCase() Method

The JavaScript String toUpperCase() method returns the given string in uppercase letters.

<!DOCTYPE html>

<html>

<body>

<script>

var s1="JavaScript toUpperCase Example";

var s2=s1.toUpperCase();

document.write(s2);

</script>

</body>

</html>

## 7) JavaScript String slice(beginIndex, endIndex) Method

The JavaScript String slice(beginIndex, endIndex) method returns the parts of string from given beginIndex to endIndex. In slice() method, beginIndex is inclusive and endIndex is exclusive.

<!DOCTYPE html>

<html>

<body>

<script>

var s1="abcdefgh";

var s2=s1.slice(2,5);

document.write(s2);

</script>

</body>

</html>

## 8) JavaScript String trim() Method

The JavaScript String trim() method removes leading and trailing whitespaces from the string.

<!DOCTYPE html>

<html>

<body>

<script>

var s1=" javascript trim ";

var s2=s1.trim();

document.write(s2);

</script>

</body>

</html>

### **9) JavaScript String split() Method**

**<script>**

var str="This is iHubTalent website";

document.write(str.split(" ")); //splits the given string.

**</script>**

# **JavaScript Date Object**

The **JavaScript date** object can be used to get year, month and day. You can display a timer on the webpage by the help of JavaScript date object.

You can use different Date constructors to create date object. It provides methods to get and set day, month, year, hour, minute and seconds.

## Constructor

You can use 4 variant of Date constructor to create date object.

1. Date()
2. Date(milliseconds)
3. Date(dateString)
4. Date(year, month, day, hours, minutes, seconds, milliseconds)

## JavaScript Date Methods

Let's see the list of JavaScript date methods with their description.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| [getDate()](https://www.javatpoint.com/javascript-date-getdate-method) | It returns the integer value between 1 and 31 that represents the day for the specified date on the basis of local time. |
| [getDay()](https://www.javatpoint.com/javascript-date-getday-method) | It returns the integer value between 0 and 6 that represents the day of the week on the basis of local time. |
| [getFullYears()](https://www.javatpoint.com/javascript-date-getutcfullyear-method) | It returns the integer value that represents the year on the basis of local time. |
| [getHours()](https://www.javatpoint.com/javascript-date-gethours-method) | It returns the integer value between 0 and 23 that represents the hours on the basis of local time. |
| [getMilliseconds()](https://www.javatpoint.com/javascript-date-getmilliseconds-method) | It returns the integer value between 0 and 999 that represents the milliseconds on the basis of local time. |
| [getMinutes()](https://www.javatpoint.com/javascript-date-getminutes-method) | It returns the integer value between 0 and 59 that represents the minutes on the basis of local time. |
| [getMonth()](https://www.javatpoint.com/javascript-date-getmonth-method) | It returns the integer value between 0 and 11 that represents the month on the basis of local time. |
| [getSeconds()](https://www.javatpoint.com/javascript-date-getseconds-method) | It returns the integer value between 0 and 60 that represents the seconds on the basis of local time. |
| [getUTCDate()](https://www.javatpoint.com/javascript-date-getutcdate-method) | It returns the integer value between 1 and 31 that represents the day for the specified date on the basis of universal time. |
| [getUTCDay()](https://www.javatpoint.com/javascript-date-getutcday-method) | It returns the integer value between 0 and 6 that represents the day of the week on the basis of universal time. |
| [getUTCFullYears()](https://www.javatpoint.com/javascript-date-getutcfullyears-method) | It returns the integer value that represents the year on the basis of universal time. |
| [getUTCHours()](https://www.javatpoint.com/javascript-date-getutchours-method) | It returns the integer value between 0 and 23 that represents the hours on the basis of universal time. |
| [getUTCMinutes()](https://www.javatpoint.com/javascript-date-getutcminutes-method) | It returns the integer value between 0 and 59 that represents the minutes on the basis of universal time. |
| [getUTCMonth()](https://www.javatpoint.com/javascript-date-getutcmonth-method) | It returns the integer value between 0 and 11 that represents the month on the basis of universal time. |
| [getUTCSeconds()](https://www.javatpoint.com/javascript-date-getutcseconds-method) | It returns the integer value between 0 and 60 that represents the seconds on the basis of universal time. |
| setDate() | It sets the day value for the specified date on the basis of local time. |
| setDay() | It sets the particular day of the week on the basis of local time. |
| setFullYears() | It sets the year value for the specified date on the basis of local time. |
| [setHours()](https://www.javatpoint.com/javascript-date-sethours-method) | It sets the hour value for the specified date on the basis of local time. |
| [setMilliseconds()](https://www.javatpoint.com/javascript-date-setmilliseconds-method) | It sets the millisecond value for the specified date on the basis of local time. |
| [setMinutes()](https://www.javatpoint.com/javascript-date-setminutes-method) | It sets the minute value for the specified date on the basis of local time. |
| setMonth() | It sets the month value for the specified date on the basis of local time. |
| [setSeconds()](https://www.javatpoint.com/javascript-date-setseconds-method) | It sets the second value for the specified date on the basis of local time. |
| [setUTCDate()](https://www.javatpoint.com/javascript-date-setutcdate-method) | It sets the day value for the specified date on the basis of universal time. |
| setUTCDay() | It sets the particular day of the week on the basis of universal time. |
| [setUTCFullYears()](https://www.javatpoint.com/javascript-date-setutcfullyear-method) | It sets the year value for the specified date on the basis of universal time. |
| [setUTCHours()](https://www.javatpoint.com/javascript-date-setutchours-method) | It sets the hour value for the specified date on the basis of universal time. |
| setUTCMilliseconds() | It sets the millisecond value for the specified date on the basis of universal time. |
| [setUTCMinutes()](https://www.javatpoint.com/javascript-date-setutcminutes-method) | It sets the minute value for the specified date on the basis of universal time. |
| [setUTCMonth()](https://www.javatpoint.com/javascript-date-setutcmonth-method) | It sets the month value for the specified date on the basis of universal time. |
| [setUTCSeconds()](https://www.javatpoint.com/javascript-date-setutcseconds-method) | It sets the second value for the specified date on the basis of universal time. |
| [toDateString()](https://www.javatpoint.com/javascript-date-todatestring-method) | It returns the date portion of a Date object. |
| [toISOString()](https://www.javatpoint.com/javascript-date-toisostring-method) | It returns the date in the form ISO format string. |
| [toJSON()](https://www.javatpoint.com/javascript-date-tojson-method) | It returns a string representing the Date object. It also serializes the Date object during JSON serialization. |
| [toString()](https://www.javatpoint.com/javascript-date-tostring-method) | It returns the date in the form of string. |
| [toTimeString()](https://www.javatpoint.com/javascript-date-totimestring-method) | It returns the time portion of a Date object. |
| [toUTCString()](https://www.javatpoint.com/javascript-date-toutcstring-method) | It converts the specified date in the form of string using UTC time zone. |
| [valueOf()](https://www.javatpoint.com/javascript-date-valueof-method) | It returns the primitive value of a Date object. |

### **JavaScript Date Example**

Let's see the simple example to print date object. It prints date and time both.

<html>

<body>

Current Date and Time: <span id="txt"></span>

<script>

var today=new Date();

document.getElementById('txt').innerHTML=today;

</script>

</body>

</html>

Let's see another code to print date/month/year.

**<script>**

var date=new Date();

var day=date.getDate();

var month=date.getMonth()+1;

var year=date.getFullYear();

document.write("**<br>**Date is: "+day+"/"+month+"/"+year);

**</script>**

### **JavaScript Current Time Example**

Let's see the simple example to print current time of system.

<html>

<body>

Current Time: <span id="txt"></span>

<script>

var today=new Date();

var h=today.getHours();

var m=today.getMinutes();

var s=today.getSeconds();

document.getElementById('txt').innerHTML=h+":"+m+":"+s;

</script>

</body>

</html>

### **JavaScript Digital Clock Example**

Let's see the simple example to display digital clock using JavaScript date object.

There are two ways to set interval in JavaScript: by setTimeout() or setInterval() method.

<html>

<body>

Current Time: <span id="txt"></span>

<script>

window.onload=function(){getTime();}

function getTime(){

var today=new Date();

var h=today.getHours();

var m=today.getMinutes();

var s=today.getSeconds();

// add a zero in front of numbers<10

m=checkTime(m);

s=checkTime(s);

document.getElementById('txt').innerHTML=h+":"+m+":"+s;

setTimeout(function(){getTime()},1000);

}

//setInterval("getTime()",1000);//another way

function checkTime(i){

if (i<10){

i="0" + i;

}

return i;

}

</script>

</body> </html>

# **JavaScript Math**

The **JavaScript math** object provides several constants and methods to perform mathematical operation. Unlike date object, it doesn't have constructors.

## JavaScript Math Methods

Let's see the list of JavaScript Math methods with description.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| [abs()](https://www.javatpoint.com/javascript-math-abs-method) | It returns the absolute value of the given number. |
| [acos()](https://www.javatpoint.com/javascript-math-acos-method) | It returns the arccosine of the given number in radians. |
| [asin()](https://www.javatpoint.com/javascript-math-asin-method) | It returns the arcsine of the given number in radians. |
| [atan()](https://www.javatpoint.com/javascript-math-atan-method) | It returns the arc-tangent of the given number in radians. |
| [cbrt()](https://www.javatpoint.com/javascript-math-cbrt-method) | It returns the cube root of the given number. |
| [ceil()](https://www.javatpoint.com/javascript-math-ceil-method) | It returns a smallest integer value, greater than or equal to the given number. |
| [cos()](https://www.javatpoint.com/javascript-math-cos-method) | It returns the cosine of the given number. |
| [cosh()](https://www.javatpoint.com/javascript-math-cosh-method) | It returns the hyperbolic cosine of the given number. |
| [exp()](https://www.javatpoint.com/javascript-math-exp-method) | It returns the exponential form of the given number. |
| [floor()](https://www.javatpoint.com/javascript-math-floor-method) | It returns largest integer value, lower than or equal to the given number. |
| [hypot()](https://www.javatpoint.com/javascript-math-hypot-method) | It returns square root of sum of the squares of given numbers. |
| [log()](https://www.javatpoint.com/javascript-math-log-method) | It returns natural logarithm of a number. |
| [max()](https://www.javatpoint.com/javascript-math-max-method) | It returns maximum value of the given numbers. |
| [min()](https://www.javatpoint.com/javascript-math-min-method) | It returns minimum value of the given numbers. |
| [pow()](https://www.javatpoint.com/javascript-math-pow-method) | It returns value of base to the power of exponent. |
| [random()](https://www.javatpoint.com/javascript-math-random-method) | It returns random number between 0 (inclusive) and 1 (exclusive). |
| [round()](https://www.javatpoint.com/javascript-math-round-method) | It returns closest integer value of the given number. |
| [sign()](https://www.javatpoint.com/javascript-math-sign-method) | It returns the sign of the given number |
| [sin()](https://www.javatpoint.com/javascript-math-sin-method) | It returns the sine of the given number. |
| [sinh()](https://www.javatpoint.com/javascript-math-sinh-method) | It returns the hyperbolic sine of the given number. |
| [sqrt()](https://www.javatpoint.com/javascript-math-sqrt-method) | It returns the square root of the given number |
| [tan()](https://www.javatpoint.com/javascript-math-tan-method) | It returns the tangent of the given number. |
| [tanh()](https://www.javatpoint.com/javascript-math-tanh-method) | It returns the hyperbolic tangent of the given number. |
| [trunc()](https://www.javatpoint.com/javascript-math-trunc-method) | It returns an integer part of the given number. |

## Math.sqrt(n)

The JavaScript math.sqrt(n) method returns the square root of the given number.

<!DOCTYPE html>

<html>

<body>

Square Root of 17 is: <span id="p1"></span>

<script>

document.getElementById('p1').innerHTML=Math.sqrt(17);

</script>

</body>

</html>

## Math.random()

The JavaScript math.random() method returns the random number between 0 to 1.

Random Number is: **<span** id="p2"**></span>**

**<script>**

document.getElementById('p2').innerHTML=Math.random();

**</script>**

## Math.pow(m,n)

The JavaScript math.pow(m,n) method returns the m to the power of n that is mn.

3 to the power of 4 is: **<span** id="p3"**></span>**

**<script>**

document.getElementById('p3').innerHTML=Math.pow(3,4);

**</script>**

## Math.floor(n)

The JavaScript math.floor(n) method returns the lowest integer for the given number. For example 3 for 3.7, 5 for 5.9 etc.

Floor of 4.6 is: **<span** id="p4"**></span>**

**<script>**

document.getElementById('p4').innerHTML=Math.floor(4.6);

**</script>**

## Math.ceil(n)

The JavaScript math.ceil(n) method returns the largest integer for the given number. For example 4 for 3.7, 6 for 5.9 etc.

Ceil of 4.6 is: **<span** id="p5"**></span>**

**<script>**

document.getElementById('p5').innerHTML=Math.ceil(4.6);

**</script>**

## Math.round(n)

The JavaScript math.round(n) method returns the rounded integer nearest for the given number. If fractional part is equal or greater than 0.5, it goes to upper value 1 otherwise lower value 0. For example 4 for 3.7, 3 for 3.3, 6 for 5.9 etc.

Round of 4.3 is: **<span** id="p6"**></span><br>**

Round of 4.7 is: **<span** id="p7"**></span>**

**<script>**

document.getElementById('p6').innerHTML=Math.round(4.3);

document.getElementById('p7').innerHTML=Math.round(4.7);

**</script>**

## Math.abs(n)

The JavaScript math.abs(n) method returns the absolute value for the given number. For example 4 for -4, 6.6 for -6.6 etc.

Absolute value of -4 is: **<span** id="p8"**></span>**

**<script>**

document.getElementById('p8').innerHTML=Math.abs(-4);

**</script>**

# **JavaScript Number Object**

The **JavaScript number** object enables you to represent a numeric value. It may be integer or floating-point. JavaScript number object follows IEEE standard to represent the floating-point numbers.

By the help of Number() constructor, you can create number object in JavaScript. For example:

var n=new Number(value);

If value can't be converted to number, it returns NaN(Not a Number) that can be checked by isNaN() method.

You can direct assign a number to a variable also. For example:

<!DOCTYPE html>

<html>

<body>

<script>

var x=102;//integer value

var y=102.7;//floating point value

var z=13e4;//exponent value, output: 130000

var n=new Number(16);//integer value by number object

document.write(x+" "+y+" "+z+" "+n);

</script></body></html>

## JavaScript Number Constants

Let's see the list of JavaScript number constants with description.

|  |  |
| --- | --- |
| **Constant** | **Description** |
| MIN\_VALUE | returns the largest minimum value. |
| MAX\_VALUE | returns the largest maximum value. |
| POSITIVE\_INFINITY | returns positive infinity, overflow value. |
| NEGATIVE\_INFINITY | returns negative infinity, overflow value. |
| NaN | represents "Not a Number" value. |

## JavaScript Number Methods

Let's see the list of JavaScript number methods with their description.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| [isFinite()](https://www.javatpoint.com/javascript-number-isfinite-method) | It determines whether the given value is a finite number. |
| [isInteger()](https://www.javatpoint.com/javascript-number-isinteger-method) | It determines whether the given value is an integer. |
| [parseFloat()](https://www.javatpoint.com/javascript-number-parsefloat-method) | It converts the given string into a floating point number. |
| [parseInt()](https://www.javatpoint.com/javascript-number-parseint-method) | It converts the given string into an integer number. |
| [toExponential()](https://www.javatpoint.com/javascript-number-toexponential-method) | It returns the string that represents exponential notation of the given number. |
| [toFixed()](https://www.javatpoint.com/javascript-number-tofixed-method) | It returns the string that represents a number with exact digits after a decimal point. |
| [toPrecision()](https://www.javatpoint.com/javascript-number-toprecision-method) | It returns the string representing a number of specified precision. |
| [toString()](https://www.javatpoint.com/javascript-number-tostring-method) | It returns the given number in the form of string. |

# **JavaScript Boolean**

**JavaScript Boolean** is an object that represents value in two states: true or false. You can create the JavaScript Boolean object by Boolean() constructor as given below.

Boolean b=new Boolean(value);  [The default value of JavaScript Boolean object is false.]

## JavaScript Boolean Example

**<script>**

document.write(10**<20**);//true

document.write(10**<5**);//false

**</script>**

## JavaScript Boolean Properties

|  |  |
| --- | --- |
| **Property** | **Description** |
| constructor | returns the reference of Boolean function that created Boolean object. |
| prototype | enables you to add properties and methods in Boolean prototype. |

## JavaScript Boolean Methods

|  |  |
| --- | --- |
| **Method** | **Description** |
| toSource() | returns the source of Boolean object as a string. |
| toString() | converts Boolean into String. |
| valueOf() | converts other type into Boolean. |

# **Browser Object Model**

The **Browser Object Model** (BOM) is used to interact with the browser.

The default object of browser is window means you can call all the functions of window by specifying window or directly. For example:

window.alert("hello iHub");

is same as:

alert("hello iHub");

You can use a lot of properties (other objects) defined underneath the window object like document, history, screen, navigator, location, innerHeight, innerWidth,

#### **Note: The document object represents an html document. It forms DOM (Document Object Model).**
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The **window object** represents a window in browser. An object of window is created automatically by the browser.

Window is the object of browser, **it is not the object of javascript**. The javascript objects are string, array, date etc.

#### **Note: if html document contains frame or iframe, browser creates additional window objects for each frame.**

## Methods of window object

The important methods of window object are as follows:

|  |  |
| --- | --- |
| **Method** | **Description** |
| alert() | displays the alert box containing message with ok button. |
| confirm() | displays the confirm dialog box containing message with ok and cancel button. |
| prompt() | displays a dialog box to get input from the user. |
| open() | opens the new window. |
| close() | closes the current window. |
| setTimeout() | performs action after specified time like calling function, evaluating expressions etc. |

#### **Example of alert() in javascript**

It displays alert dialog box. It has message and ok button.

**<script** type="text/javascript"**>**

function msg(){

 alert("Hello Alert Box");

}

**</script>**

**<input** type="button" value="click" onclick="msg()"**/>**

#### **Example of confirm() in javascript**

It displays the confirm dialog box. It has message with ok and cancel buttons.

**<script** type="text/javascript"**>**

function msg(){

var v= confirm("Are u sure?");

if(v==true){

alert("ok");

}

else{

alert("cancel");

}

}

**</script>**

**<input** type="button" value="delete record" onclick="msg()"**/>**

#### **Example of prompt() in javascript**

It displays prompt dialog box for input. It has message and textfield.

**<script** type="text/javascript"**>**

function msg(){

var v= prompt("Who are you?");

alert("I am "+v);

}

**</script>**

**<input** type="button" value="click" onclick="msg()"**/>**

#### **Example of open() in javascript**

It displays the content in a new window.

**<script** type="text/javascript"**>**

function msg(){

open("http://www.iHubTalent.com");

}

**</script>**

**<input** type="button" value="iHub" onclick="msg()"**/>**

#### **Example of setTimeout() in javascript**

It performs its task after the given milliseconds.

**<script** type="text/javascript"**>**

function msg(){

setTimeout(

function(){

alert("Welcome to iHub after 2 seconds")

},2000);

}

**</script>**

**<input** type="button" value="click" onclick="msg()"**/>**

# **JavaScript History Object**

The **JavaScript history object** represents an array of URLs visited by the user. By using this object, you can load previous, forward or any particular page.

The history object is the window property, so it can be accessed by:

window.history

Or,

history

Property of JavaScript history object

There are only 1 property of history object.

|  |  |  |
| --- | --- | --- |
| **No.** | **Property** | **Description** |
| 1 | length | returns the length of the history URLs. |

Methods of JavaScript history object

There are only 3 methods of history object.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | forward() | loads the next page. |
| 2 | back() | loads the previous page. |
| 3 | go() | loads the given page number. |

Example of history object

Let’s see the different usage of history object.

history.back();//for previous page

history.forward();//for next page

history.go(2);//for next 2nd page

history.go(-2);//for previous 2nd page

# **JavaScript Navigator Object**

The **JavaScript navigator object** is used for browser detection. It can be used to get browser information such as appName, appCodeName, userAgent etc.

The navigator object is the window property, so it can be accessed by:

window.navigator

Or,

navigator

Property of JavaScript navigator object

There are many properties of navigator object that returns information of the browser.

|  |  |  |
| --- | --- | --- |
| **No.** | **Property** | **Description** |
| 1 | appName | returns the name |
| 2 | appVersion | returns the version |
| 3 | appCodeName | returns the code name |
| 4 | cookieEnabled | returns true if cookie is enabled otherwise false |
| 5 | userAgent | returns the user agent |
| 6 | language | returns the language. It is supported in Netscape and Firefox only. |
| 7 | userLanguage | returns the user language. It is supported in IE only. |
| 8 | plugins | returns the plugins. It is supported in Netscape and Firefox only. |
| 9 | systemLanguage | returns the system language. It is supported in IE only. |
| 10 | mimeTypes[] | returns the array of mime type. It is supported in Netscape and Firefox only. |
| 11 | platform | returns the platform e.g. Win32. |
| 12 | online | returns true if browser is online otherwise false. |

## Methods of JavaScript navigator object

The methods of navigator object are given below.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | javaEnabled() | checks if java is enabled. |
| 2 | taintEnabled() | checks if taint is enabled. It is deprecated since JavaScript 1.2. |

#### **Example of navigator object**

Let’s see the different usage of history object.

<html>

<body>

<h2>JavaScript Navigator Object</h2>

<script>

document.writeln("<br/>navigator.appCodeName: "+navigator.appCodeName);

document.writeln("<br/>navigator.appName: "+navigator.appName);

document.writeln("<br/>navigator.appVersion: "+navigator.appVersion);

document.writeln("<br/>navigator.cookieEnabled: "+navigator.cookieEnabled);

document.writeln("<br/>navigator.language: "+navigator.language);

document.writeln("<br/>navigator.userAgent: "+navigator.userAgent);

document.writeln("<br/>navigator.platform: "+navigator.platform);

document.writeln("<br/>navigator.onLine: "+navigator.onLine);

</script>

</body>

</html>

# **JavaScript Screen Object**

The **JavaScript screen object** holds information of browser screen. It can be used to display screen width, height, colorDepth, pixelDepth etc.

The screen object is the window property, so it can be accessed by:

window.screen

Or,

screen

## Property of JavaScript Screen Object

There are many properties of screen object that returns information of the browser.

|  |  |  |
| --- | --- | --- |
| **No.** | **Property** | **Description** |
| 1 | width | returns the width of the screen |
| 2 | height | returns the height of the screen |
| 3 | availWidth | returns the available width |
| 4 | availHeight | returns the available height |
| 5 | colorDepth | returns the color depth |
| 6 | pixelDepth | returns the pixel depth. |

#### **Example of JavaScript Screen Object**

Let’s see the different usage of screen object.

<html>

<body>

<script>

document.writeln("<br/>screen.width: "+screen.width);

document.writeln("<br/>screen.height: "+screen.height);

document.writeln("<br/>screen.availWidth: "+screen.availWidth);

document.writeln("<br/>screen.availHeight: "+screen.availHeight);

document.writeln("<br/>screen.colorDepth: "+screen.colorDepth);

document.writeln("<br/>screen.pixelDepth: "+screen.pixelDepth);

</script>

</body>

</html>

# **Document Object Model**

The **document object** represents the whole html document.

When html document is loaded in the browser, it becomes a document object. It is the **root element** that represents the html document. It has properties and methods. By the help of document object, we can add dynamic content to our web page.

As mentioned earlier, it is the object of window. So

“window.document” Is same as “document”

According to W3C - *"The W3C Document Object Model (DOM) is a platform and language-neutral interface that allows programs and scripts to dynamically access and update the content, structure, and style of a document."*

## Properties of document object

Let's see the properties of document object that can be accessed and modified by the document object.
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## Methods of document object

We can access and change the contents of document by its methods.

The important methods of document object are as follows:

|  |  |
| --- | --- |
| **Method** | **Description** |
| write("string") | writes the given string on the doucment. |
| writeln("string") | writes the given string on the doucment with newline character at the end. |
| getElementById() | returns the element having the given id value. |
| getElementsByName() | returns all the elements having the given name value. |
| getElementsByTagName() | returns all the elements having the given tag name. |
| getElementsByClassName() | returns all the elements having the given class name. |

### **Accessing field value by document object**

In this example, we are going to get the value of input text by user. Here, we are using **document.form1.name.value** to get the value of name field.

Here, **document** is the root element that represents the html document.

**form1** is the name of the form.

**name** is the attribute name of the input text.

**value** is the property, that returns the value of the input text.

Let's see the simple example of document object that prints name with welcome message.

**<script** type="text/javascript"**>**

function printvalue(){

var name=document.form1.name.value;

alert("Welcome: "+name);

}

**</script>**

**<form** name="form1"**>**

Enter Name:**<input** type="text" name="name"**/>**

**<input** type="button" onclick="printvalue()" value="print name"**/>**

**</form>**

# **document.getElementById() method:**

The **document.getElementById()** method returns the element of specified id.

In the previous page, we have used **document.form1.name.value** to get the value of the input value. Instead of this, we can use document.getElementById() method to get value of the input text. But we need to define id for the input field.

Let's see the simple example of document.getElementById() method that prints cube of the given number.

**<script** type="text/javascript"**>**

function getcube(){

var number=document.getElementById("number").value;

alert(number\*number\*number);

}

**</script>**

**<form>**

Enter No:**<input** type="text" id="number" name="number"**/><br/>**

**<input** type="button" value="cube" onclick="getcube()"**/>**

**</form>**

# **Document.GetElementsByClassName():**

The getElementsByClassName() method is used for selecting or getting the elements through their class name value. This DOM method returns an array-like object that consists of all the elements having the specified classname. On calling the getElementsByClassName() method on any particular element, it will search the whole document and will return only those elements which match the specified or given class name.

### **Syntax**

var ele=document.getELementsByClassName('name');

Here, name is the mandatory argument to be passed. It is the string that specifies either a single classname or multiple class names to match.

## Example of getElementsByClassName() Method

Let's look at some examples to know and understand the practical implementation of the method.

**Example**

It is a simple class implementation that returns an array-like object on invoking the variable x.

**<html>**

**<head>** **<h5>**DOM Methods **</h5>** **</head>**

**<body>**

**<div** class="Class"**>**

This is a simple class implementation

**</div>**

**<script** type="text/javascript"**>**

var x=document.getElementsByClassName('Class');

document.write("On calling x, it will return an arrsy-like object: **<br>**"+x);

**</script>**

**</body>**

**</html>**

Similarly, we can implement the getElementsByClassName() method for returning collections of elements for multiple classes.

### **Difference between getElementsByClassName(), querySelector() and querySelectorAll() Methods**

**getElementsByClassName():** It matches the elements with the specified class name, and returns a set of the matched elements. The returned elements are live HTML collection of elements. These live elements can be further updated if any changes are made in the Document Object Model.

**querySelector():** It returns only a single element that matches the specified classname. If it does not find any matching element, it returns null.

The main point to understand is that all the above-described methods return either one element or a list, but the getELementsByClassName() method serves the **dynamic** updation, and the other two methods serve for the **static**.

# **document.getElementsByName() method:**

The **document.getElementsByName()** method returns all the element of specified name.

The syntax of the getElementsByName() method is given below:

document.getElementsByName("name")

Here, name is required.

### **Example of document.getElementsByName() method**

In this example, we going to count total number of genders. Here, we are using getElementsByName() method to get all the genders.

**<script** type="text/javascript"**>**

function totalelements()

{

var allgenders=document.getElementsByName("gender");

alert("Total Genders:"+allgenders.length);

}

**</script>**

**<form>**

Male:**<input** type="radio" name="gender" value="male"**>**

Female:**<input** type="radio" name="gender" value="female"**>**

**<input** type="button" onclick="totalelements()" value="Total Genders"**>**

**</form>**

# **document.getElementsByTagName() method**

The **document.getElementsByTagName()** method returns all the element of specified tag name.

The syntax of the getElementsByTagName() method is given below:

document.getElementsByTagName("name")

Here, name is required.

### **Example of document.getElementsByTagName() method**

In this example, we going to count total number of paragraphs used in the document. To do this, we have called the document.getElementsByTagName("p") method that returns the total paragraphs.

**<script** type="text/javascript"**>**

function countpara(){

var totalpara=document.getElementsByTagName("p");

alert("total p tag length is: "+totalpara.length);

}

**</script>**

**<p>**This is a pragraph**</p>**

**<p>**Here we are going to count total number of paragraphs by getElementByTagName() method.**</p>**

**<p>**Let's see the simple example**</p>**

**<button** onclick="countpara()"**>**count paragraph**</button>**

### **Another example of document.getElementsByTagName() method**

In this example, we going to count total number of h2 and h3 tags used in the document.

**<script** type="text/javascript"**>**

function counth2(){

var totalh2=document.getElementsByTagName("h2");

alert("total h2 tags are: "+totalh2.length);

}

function counth3(){

var totalh3=document.getElementsByTagName("h3");

alert("total h3 tags are: "+totalh3.length);

}

**</script>**

**<h2>**This is h2 tag**</h2>**

**<h2>**This is h2 tag**</h2>**

**<h3>**This is h3 tag**</h3>**

**<h3>**This is h3 tag**</h3>**

**<h3>**This is h3 tag**</h3>**

**<button** onclick="counth2()"**>**count h2**</button>**

**<button** onclick="counth3()"**>**count h3**</button>**

# **Javascript - innerHTML**

The **innerHTML** property can be used to write the dynamic html on the html document.

It is used mostly in the web pages to generate the dynamic html such as registration form, comment form, links etc.

### **Example of innerHTML property**

In this example, we are going to create the html form when user clicks on the button.

In this example, we are dynamically writing the html form inside the div name having the id mylocation. We are identifing this position by calling the document.getElementById() method.

<html>

<body>

<script type="text/javascript" >

function showcommentform() {

var data="Name:<br><input type='text' name='name'><br>Comment:<br><textarea rows='5' cols='50'></textarea><br><input type='submit' value='comment'>";

document.getElementById('mylocation').innerHTML=data;

}

</script>

<form name="myForm">

<input type="button" value="comment" onclick="showcommentform()">

<div id="mylocation"></div>

</form>

</body> </html>

### **Show/Hide Comment Form Example using innerHTML**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<title>**First JS**</title>**

**<script>**

var flag=true;

function commentform(){

var cform="**<form** action='Comment'**>**Enter Name:**<br><input** type='text' name='name'**/><br/>**

Enter Email:**<br><input** type='email' name='email'**/><br>**Enter Comment:**<br/>**

**<textarea** rows='5' cols='70'**></textarea><br><input** type='submit' value='Post Comment'**/></form>**";

if(flag){

document.getElementById("mylocation").innerHTML=cform;

flag=false;

}else{

document.getElementById("mylocation").innerHTML="";

flag=true;

}

}

**</script>**

**</head>**

**<body>**

**<button** onclick="commentform()"**>**Comment**</button>**

**<div** id="mylocation"**></div>**

**</body>**

**</html>**

# **Javascript - innerText**

The **innerText** property can be used to write the dynamic text on the html document. Here, text will not be interpreted as html text but a normal text.

It is used mostly in the web pages to generate the dynamic content such as writing the validation message, password strength etc.

## JavascriptinnerText Example

In this example, we are going to display the password strength when releases the key after press.

<!DOCTYPE html>

<html>

<body>

<script type="text/javascript" >

function validate() {

var msg;

if(document.myForm.userPass.value.length>5){

msg="good";

}

else{

msg="poor";

}

document.getElementById('mylocation').innerText=msg;

}

</script>

<form name="myForm">

<input type="password" value="" name="userPass" onkeyup="validate()">

Strength:<span id="mylocation">no strength</span>

</form> </body> </html>

# **JavaScript Form Validation**

It is important to validate the form submitted by the user because it can have inappropriate values. So, validation is must to authenticate user.

JavaScript provides facility to validate the form on the client-side so data processing will be faster than server-side validation. Most of the web developers prefer JavaScript form validation.

Through JavaScript, we can validate name, password, email, date, mobile numbers and more fields.

## JavaScript Form Validation Example

In this example, we are going to validate the name and password. The name can’t be empty and password can’t be less than 6 characters long.

Here, we are validating the form on form submit. The user will not be forwarded to the next page until given values are correct.

<html>

<body>

<script>

function validateform(){

var name=document.myform.name.value;

var password=document.myform.password.value;

if (name==null || name==""){

alert("Name can't be blank");

return false;

}else if(password.length<6){

alert("Password must be at least 6 characters long.");

return false;

}

}

</script>

<form name="myform" method="post" action="http://www.iHubTalent.com/javascriptpages/valid.jsp" onsubmit="return validateform()" >

Name: <input type="text" name="name"><br/>

Password: <input type="password" name="password"><br/>

<input type="submit" value="register">

</form>

</body>

</html>

## JavaScript Retype Password Validation

<!DOCTYPE html>

<html>

<head>

<script type="text/javascript">

function matchpass(){

var firstpassword=document.f1.password.value;

var secondpassword=document.f1.password2.value;

if(firstpassword==secondpassword){

return true;

}

else{

alert("password must be same!");

return false;

}

}

</script>

</head>

<body>

<form name="f1" action=[http://www.iHubTalent.com/javascriptpages/valid.jsp](http://www.javatpoint.com/javascriptpages/valid.jsp)onsubmit="return matchpass()">

Password:<input type="password" name="password" /><br/>

Re-enter Password:<input type="password" name="password2"/><br/>

<input type="submit">

</form>

</body>

</html>

## JavaScript Number Validation

Let's validate the textfield for numeric value only. Here, we are using isNaN() function.

<!DOCTYPE html>

<html>

<head>

<script>

function validate(){

var num=document.myform.num.value;

if (isNaN(num)){

document.getElementById("numloc").innerHTML="Enter Numeric value only";

return false;

}else{

return true;

}

}

</script>

</head>

<body>

<form name="myform" action=[http://www.iHubTalent.com/javascriptpages/valid.jsp](http://www.javatpoint.com/javascriptpages/valid.jsp)onsubmit="return validate()" >

Number: <input type="text" name="num"><span id="numloc"></span><br/>

<input type="submit" value="submit">

</form>

</body>

</html>

## JavaScript validation with image

Let’s see an interactive JavaScript form validation example that displays correct and incorrect image if input is correct or incorrect.

<html>

<body>

<script type="text/javascript">

function validate(){

var name=document.f1.name.value;

var passwordlength=document.f1.password.value.length;

var status=false;

if(name==""){

document.getElementById("namelocation").innerHTML=

" <imgsrc=”images/welcome.jpg” /> Please enter your name";

status=false;

}else{

document.getElementById("namelocation").innerHTML=" <imgsrc=’images/welcome.jpg ‘/>";

status=true;

}

if(passwordlength<6){

document.getElementById("passwordlocation").innerHTML=

" <imgsrc=’images/welcome.jpg’ /> Password must be greater than 6";

status=false;

}else{

document.getElementById("passwordlocation").innerHTML=" <imgsrc=’images/welcome.jpg '/>";

}

return status;

}

</script>

<form name="f1" action=[http://www.iHubTalent.com/javascriptpages/valid.jsp](http://www.javatpoint.com/javascriptpages/valid.jsp)onsubmit="return validate()">

<table>

<tr><td>Name:</td><td><input type="text" name="name"/>

<span id="namelocation" style="color:red"></span></td></tr>

<tr><td>Password:</td><td><input type="password" name="password"/>

<span id="passwordlocation" style="color:red"></span></td></tr>

<tr><td colspan="2"><input type="submit" value="register"/></td></tr>

</table>

</form>

</body>

</html>

JavaScript email validation

We can validate the email by the help of JavaScript.

There are many criteria that need to be follow to validate the email id such as:

* email id must contain the @ and . character
* There must be at least one character before and after the @.
* There must be at least two characters after . (dot).

Let's see the simple example to validate the email field.

<html>

<body>

<script>

function validateemail()

{

var x=document.myform.email.value;

var atposition=x.indexOf("@");

var dotposition=x.lastIndexOf(".");

if (atposition<1 || dotposition<atposition+2 || dotposition+2>=x.length){

alert("Please enter a valid e-mail address \n atpostion:"+atposition+"\n dotposition:"+dotposition);

return false;

}

}

</script>

<body>

<form name="myform" method="post" action="http://www.iHubTalent.com/javascriptpages/valid.jsp" onsubmit="return validateemail();">

Email: <input type="text" name="email"><br/>

<input type="submit" value="register">

</form>

</body>

</html>

## JavaScript OOPs

# **JavaScript Classes**

In JavaScript, classes are the special type of functions. We can define the class just like function declarations and function expressions.

The JavaScript class contains various class members within a body including methods or constructor. The class is executed in strict mode. So, the code containing the silent error or mistake throws an error.

The class syntax contains two components:

* Class declarations
* Class expressions

## Class Declarations

A class can be defined by using a class declaration. A class keyword is used to declare a class with any particular name. According to JavaScript naming conventions, the name of the class always starts with an uppercase letter.

### **Class Declarations Example**

### Let's see a simple example of declaring the class.

<!DOCTYPE html>

<html>

<body>

<script>

//Declaring class

class Employee{

//Initializing an object

constructor(id,name){

this.id=id;

this.name=name;

}

//Declaring method

detail(){

document.writeln(this.id+" "+this.name+"<br>")

}

}

//passing object to a variable

var e1=new Employee(101,"Martin Roy");

var e2=new Employee(102,"Duke William");

e1.detail(); //calling method

e2.detail();

</script>

</body></html>

### **Class Declarations Example: Hoisting**

Unlike function declaration, the class declaration is not a part of JavaScript hoisting. So, it is required to declare the class before invoking it.

Let's see an example.

<!DOCTYPE html>

<html>

<body>

<script>

//Here, we are invoking the class before declaring it.

var e1=new Employee(101,"Martin Roy");

var e2=new Employee(102,"Duke William");

e1.detail(); //calling method

e2.detail();

//Declaring class

class Employee{

//Initializing an object

constructor(id,name){

this.id=id;

this.name=name;

}

detail(){

document.writeln(this.id+" "+this.name+"<br>")

}

}

</script>

</body>

</html>

### **Class Declarations Example: Re-declaring Class**

A class can be declared once only. If we try to declare class more than one time, it throws an error.

Let's see an example.

<!DOCTYPE html>

<html>

<body>

<script>

//Declaring class

class Employee{

//Initializing an object

constructor(id,name){

this.id=id;

this.name=name;

}

detail(){

document.writeln(this.id+" "+this.name+"<br>")

}

}

//passing object to a variable

var e1=new Employee(101,"Martin Roy");

var e2=new Employee(102,"Duke William");

e1.detail(); //calling method

e2.detail();

//Re-declaring class

class Employee {}

</script>

</body></html>

## Class expressions

Another way to define a class is by using a class expression. Here, it is not mandatory to assign the name of the class. So, the class expression can be named or unnamed. The class expression allows us to fetch the class name. However, this will not be possible with class declaration.

### **Unnamed Class Expression**

The class can be expressed without assigning any name to it.

Let's see an example.

<!DOCTYPE html>

<html>

<body>

<script>

var emp = class {

constructor(id, name) {

this.id = id;

this.name = name;

}

};

document.writeln(emp.name);

</script>

</body> </html>

### **Class Expression Example: Re-declaring Class**

Unlike class declaration, the class expression allows us to re-declare the same class. So, if we try to declare the class more than one time, it throws an error.

<!DOCTYPE html>

<html>

<body>

<script>

//Declaring class

var emp=class {

//Initializing an object

constructor(id,name){

this.id=id;

this.name=name;

}

//Declaring method

detail(){

document.writeln(this.id+" "+this.name+"<br>")

}

}

//passing object to a variable

var e1=new emp(101,"Martin Roy");

var e2=new emp(102,"Duke William");

e1.detail(); //calling method

e2.detail();

//Re-declaring class

var emp=class {

//Initializing an object

constructor(id,name){

this.id=id;

this.name=name;

}

detail(){

document.writeln(this.id+" "+this.name+"<br>")

}

}

//passing object to a variable

var e1=new emp(103,"James Bella");

var e2=new emp(104,"Nick Johnson");

e1.detail(); //calling method

e2.detail();

</script>

</body>

</html>

### **Named Class Expression Example**

We can express the class with the particular name. Here, the scope of the class name is up to the class body. The class is retrieved using class.name property.

<!DOCTYPE html>

<html>

<body>

<script>

var emp = class Employee {

constructor(id, name) {

this.id = id;

this.name = name;

}

};

document.writeln(emp.name);

/\*document.writeln(Employee.name);

Error occurs on console:

"ReferenceError: Employee is not defined

\*/

</script></body></html>

# **JavaScript Prototype Object**

JavaScript is a prototype-based language that facilitates the objects to acquire properties and features from one another. Here, each object contains a prototype object.

In JavaScript, whenever a function is created the prototype property is added to that function automatically. This property is a prototype object that holds a constructor property.

## Syntax:

ClassName.prototype.methodName

## What is the requirement of a prototype object?

Whenever an object is created in JavaScript, its corresponding functions are loaded into memory. So, a new copy of the function is created on each object creation.

In a prototype-based approach, all the objects share the same function. This ignores the requirement of creating a new copy of function for each object. Thus, the functions are loaded once into the memory.

## Prototype Chaining

In JavaScript, each object contains a prototype object that acquires properties and methods from it. Again an object's prototype object may contain a prototype object that also acquires properties and methods, and so on. It can be seen as prototype chaining.
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### **JavaScript Prototype Object Example 1**

Let's see an example to add a new method to the constructor function.

<!DOCTYPE html>

<html>

<body>

<script>

function Employee(firstName,lastName){

this.firstName=firstName;

this.lastName=lastName;

}

Employee.prototype.fullName=function(){

return this.firstName+" "+this.lastName;

}

var employee1=new Employee("Martin","Roy");

var employee2=new Employee("Duke", "William");

document.writeln(employee1.fullName()+"<br>");

document.writeln(employee2.fullName());

</script>

</body>

</html>

### **Example 2**

Let's see an example to add a new property to the constructor function.

<!DOCTYPE html>

<html>

<body>

<script>

function Employee(firstName,lastName){

this.firstName=firstName;

this.lastName=lastName;

}

Employee.prototype.company="iHub"

var employee1=new Employee("Martin","Roy");

var employee2=new Employee("Duke", "William");

document.writeln(employee1.firstName+" "+employee1.lastName+" "+employee1.company+"<br>");

document.writeln(employee2.firstName+" "+employee2.lastName+" "+employee2.company);

</script>

</body>

</html>

# **JavaScript Constructor Method**

A JavaScript constructor method is a special type of method which is used to initialize and create an object. It is called when memory is allocated for an object.

## Points to remember

* The constructor keyword is used to declare a constructor method.
* The class can contain one constructor method only.
* JavaScript allows us to use parent class constructor through super keyword.

### **Constructor Method Example**

<!DOCTYPE html>

<html>

<body>

<script>

class Employee {

constructor() {

this.id=101;

this.name = "Martin Roy";

}

}

var emp = new Employee();

document.writeln(emp.id+" "+emp.name);

</script>

</body>

</html>

### **Constructor Method Example: super keyword**

The super keyword is used to call the parent class constructor. Let's see an example.

<!DOCTYPE html>

<html>

<body>

<script>

class CompanyName{

constructor(){

this.company="iHub";

}

}

class Employee extends CompanyName {

constructor(id,name) {

super();

this.id=id;

this.name=name;

}

}

var emp = new Employee(1,"John");

document.writeln(emp.id+" "+emp.name+" "+emp.company);

</script>

</body>

</html>

#### **Note - If we didn't specify any constructor method, JavaScript use default constructor method.**

# **JavaScript static Method**

The JavaScript provides static methods that belong to the class instead of an instance of that class. So, an instance is not required to call the static method. These methods are called directly on the class itself.

## Points to remember

* The static keyword is used to declare a static method.
* The static method can be of any name.
* A class can contain more than one static method.
* If we declare more than one static method with a similar name, the JavaScript always invokes the last one.
* The static method can be used to create utility functions.
* We can use this keyword to call a static method within another static method.
* We cannot use this keyword directly to call a static method within the non-static method. In such case, we can call the static method either using the class name or as the property of the constructor.

### **JavaScript static Method Example 1**

<!DOCTYPE html>

<html>

<body>

<script>

class Test{

static display(){

return "static method is invoked"

}

}

document.writeln(Test.display());

</script>

</body></html>

### **Example 2**

<!DOCTYPE html>

<html>

<body>

<script>

class Test{

static display1(){

return "static method is invoked"

}

static display2(){

return "static method is invoked again"

}

}

document.writeln(Test.display1()+"<br>");

document.writeln(Test.display2());

</script>

</body>

</html>

### **Example 3**

Let's see an example to invoke more than one static method with similar names.

<!DOCTYPE html>

<html>

<body>

<script>

class Test{

static display(){

return "static method is invoked"

}

static display(){

return "static method is invoked again"

}

}

document.writeln(Test.display());

</script>

</body>

</html>

### **Example 4**

Let's see an example to invoke a static method within the constructor.

<!DOCTYPE html>

<html>

<body>

<script>

class Test {

constructor() {

document.writeln(Test.display()+"<br>");

document.writeln(this.constructor.display());

}

static display() {

return "static method is invoked"

}

}

var t=new Test();

</script>

</body>

</html>

### **Example 5**

Let's see an example to invoke a static method within the non-static method.

<!DOCTYPE html>

<html>

<body>

<script>

class Test {

static display() {

return "static method is invoked"

}

show() {

document.writeln(Test.display()+"<br>");

}

}

var t=new Test();

t.show();

</script>

</body>

</html>

# **JavaScript Encapsulation**

The JavaScript Encapsulation is a process of binding the data (i.e. variables) with the functions acting on that data. It allows us to control the data and validate it. To achieve an encapsulation in JavaScript: -

* Use var keyword to make data members private.
* Use setter methods to set the data and getter methods to get that data.

The encapsulation allows us to handle an object using the following properties:

**Read/Write** - Here, we use setter methods to write the data and getter methods read that data.

**Read Only** - In this case, we use getter methods only.

**Write Only** - In this case, we use setter methods only.

### **JavaScript Encapsulation Example**

Let's see a simple example of encapsulation that contains two data members with its setter and getter methods.

**<script>**

class Student{

     constructor(){

        var name;

        var marks;

     }

         getName(){

           return this.name;

         }

       setName(name){

         this.name=name;

       }

       getMarks(){

         return this.marks;

       }

     setMarks(marks){

       this.marks=marks;

    }

}

    var stud=new Student();

     stud.setName("John");

      stud.setMarks(80);

      document.writeln(stud.getName()+" "+stud.getMarks());

**</script>**

### **JavaScript Encapsulation Example: Validate**

In this example, we validate the marks of the student.

<!DOCTYPE html>

<html>

<body>

<script>

class Student{

constructor(){

var name;

var marks;

}

getName(){

return this.name;

}

setName(name){

this.name=name;

}

getMarks(){

return this.marks;

}

setMarks(marks){

if(marks<0||marks>100){

alert("Invalid Marks");

}

else{

this.marks=marks;

}

}

}

var stud=new Student();

stud.setName("John");

stud.setMarks(110);//alert() invokes

document.writeln(stud.getName()+" "+stud.getMarks());

</script>

</body>

</html>

### **JavaScript Encapsulation Example: Prototype-based approach:**

Here, we perform prototype-based encapsulation.

<!DOCTYPE html>

<html>

<body>

<script>

function Student(name,marks){

var s\_name=name;

var s\_marks=marks;

Object.defineProperty(this,"name",{

get:function(){

return s\_name;

},

set:function(s\_name){

this.s\_name=s\_name;

}

});

Object.defineProperty(this,"marks",{

get:function(){

return s\_marks;

},

set:function(s\_marks){

this.s\_marks=s\_marks;

}

});

}

var stud=new Student("John",80);

document.writeln(stud.name+" "+stud.marks);

</script>

</body>

</html>

# **JavaScript Inheritance**

The JavaScript inheritance is a mechanism that allows us to create new classes on the basis of already existing classes. It provides flexibility to the child class to reuse the methods and variables of a parent class.

The JavaScript **extends** keyword is used to create a child class on the basis of a parent class. It facilitates child class to acquire all the properties and behavior of its parent class.

## Points to remember

* It maintains an IS-A relationship.
* The extends keyword is used in class expressions or class declarations.
* Using extends keyword, we can acquire all the properties and behavior of the inbuilt object as well as custom classes.
* We can also use a prototype-based approach to achieve inheritance.

### **JavaScript extends Example: inbuilt object**

In this example, we extends **Date** object to display today's date.

<!DOCTYPE html>

<html>

<body>

<script>

class Moment extends Date {

constructor() {

super();

}

}

var m=new Moment();

document.writeln("Current date:")

document.writeln(m.getDate()+"-"+(m.getMonth()+1)+"-"+m.getFullYear());

</script>

</body>

</html>

Let's see one more example to display the year value from the given date.

<!DOCTYPE html>

<html>

<body>

<script>

class Moment extends Date {

constructor(year) {

super(year);

}

}

var m=new Moment("August 15, 1947 20:22:10");

document.writeln("Year value:")

document.writeln(m.getFullYear());

</script>

</body>

</html>

### **JavaScript extends Example: Custom class**

In this example, we declare sub-class that extends the properties of its parent class.

<!DOCTYPE html>

<html>

<body>

<script>

class Bike{

constructor(){

this.company="Honda";

}

}

class Vehicle extends Bike {

constructor(name,price) {

super();

this.name=name;

this.price=price;

}

}

var v = new Vehicle("Shine","70000");

document.writeln(v.company+" "+v.name+" "+v.price);

</script>

</body>

</html>

### **JavaScript extends Example: a Prototype-based approach**

Here, we perform prototype-based inheritance. In this approach, there is no need to use class and extends keywords.

**<script>**

//Constructor function

function Bike(company){

     this.company=company;

}

Bike.prototype.getCompany=function(){

   return this.company;

}

//Another constructor function

function Vehicle(name,price) {

  this.name=name;

   this.price=price;

}

var bike = new Bike("Honda");

Vehicle.prototype=bike; //Now Bike treats as a parent of Vehicle.

var vehicle=new Vehicle("Shine",70000);

document.writeln(vehicle.getCompany()+" "+vehicle.name+" "+vehicle.price);

**</script>**

# **JavaScript Polymorphism**

The polymorphism is a core concept of an object-oriented paradigm that provides a way to perform a single action in different forms. It provides an ability to call the same method on different JavaScript objects. As JavaScript is not a type-safe language, we can pass any type of data members with the methods.

### **JavaScript Polymorphism Example 1**

Let's see an example where a child class object invokes the parent class method.

<!DOCTYPE html>

<html>

<body>

<script>

class A{

display(){

document.writeln("A is invoked");

}

}

class B extends A{}

var b=new B();

b.display();

</script>

</body>

</html>

### **Example 2**

Let's see an example where a child and parent class contains the same method. Here, the object of child class invokes both classes method.

<!DOCTYPE html>

<html>

<body>

<script>

class A{

display(){

document.writeln("A is invoked<br>");

}

}

class B extends A{

display(){

document.writeln("B is invoked");

}

}

var a=[new A(), new B()]

a.forEach(function(msg){

msg.display();

});

</script>

</body>

</html>

### **Example 3**

Let's see the same example with prototype-based approach.

<!DOCTYPE html>

<html>

<body>

<script>

function A(){ }

A.prototype.display=function(){

return "A is invoked";

}

function B(){ }

B.prototype=Object.create(A.prototype);

var a=[new A(), new B()]

a.forEach(function(msg){

document.writeln(msg.display()+"<br>");

});

<script>

</body>

</html>

# **JavaScript Abstraction**

An abstraction is a way of hiding the implementation details and showing only the functionality to the users. In other words, it ignores the irrelevant details and shows only the required one.

## Points to remember

* We cannot create an instance of Abstract Class.
* It reduces the duplication of code.

## JavaScript Abstraction Example

### **Example 1**

Let's check whether we can create an instance of Abstract class or not.

**<script>**

//Creating a constructor function

function Vehicle(){

     this.vehicleName= vehicleName;

     throw new Error("You cannot create an instance of Abstract class");

}

Vehicle.prototype.display=function(){

     return this.vehicleName;

}

var vehicle=new Vehicle();

**</script>**

### **Example 2**

Let's see an example to achieve abstraction.

<!DOCTYPE html>

<html>

<body>

<script>

//Creating a constructor function

function Vehicle(){

this.vehicleName="vehicleName";

throw new Error("You cannot create an instance of Abstract Class");

}

Vehicle.prototype.display=function(){

return "Vehicle is: "+this.vehicleName;

}

//Creating a constructor function

function Bike(vehicleName){

this.vehicleName=vehicleName;

}

//Creating object without using the function constructor

Bike.prototype=Object.create(Vehicle.prototype);

var bike=new Bike("Honda");

document.writeln(bike.display());

</script>

</body>

</html>

### **Example 3**

In this example, we use instanceof operator to test whether the object refers to the corresponding class.

<!DOCTYPE html>

<html>

<body>

<script>

//Creating a constructor function

function Vehicle(){

this.vehicleName=vehicleName;

throw new Error("You cannot create an instance of Abstract class");

}

//Creating a constructor function

function Bike(vehicleName){

this.vehicleName=vehicleName;

}

Bike.prototype=Object.create(Vehicle.prototype);

var bike=new Bike("Honda");

document.writeln(bike instanceof Vehicle);

document.writeln(bike instanceof Bike);

</script></body></html>

### **Example 4**

<!DOCTYPEhtml>

<html>

    <body>

        <script>

            classEmployee {

                constructor() {

                    if(this.constructor == Employee){

                        thrownewError(" Object of Abstract Class cannot be created");

                    }

                }

                display(){

                    thrownewError("Abstract Method has no implementation");

                }

            }

            classManagerextendsEmployee {

                display(){

                    //super.display();

                    console.log("I am a Manager");

                }

            }

            //var emp = new Employee;

            varmang=newManager();

            mang.display();

        </script>

    </body>

</html>

## JavaScript Cookies

# **JavaScript Cookies**

A cookie is an amount of information that persists between a server-side and a client-side. A web browser stores this information at the time of browsing.

A cookie contains the information as a string generally in the form of a name-value pair separated by semi-colons. It maintains the state of a user and remembers the user's information among all the web pages.

## How Cookies Works?

* When a user sends a request to the server, then each of that request is treated as a new request sent by the different user.
* So, to recognize the old user, we need to add the cookie with the response from the server.

browser at the client-side.

* Now, whenever a user sends a request to the server, the cookie is added with that request automatically. Due to the cookie, the server recognizes the users.

![JavaScript Cookies](data:image/png;base64,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)

## How to create a Cookie in JavaScript?

In JavaScript, we can create, read, update and delete a cookie by using **document.cookie** property.

The following syntax is used to create a cookie:

document.cookie="name=value";

## JavaScript Cookie Example

### **Example 1**

<!DOCTYPE html**>**

**<html>**

**<head>**  **</head>**

**<body>**

**<input** type="button" value="setCookie" onclick="setCookie()"**>**

**<input** type="button" value="getCookie" onclick="getCookie()"**>**

**<script>**

    function setCookie(){

         document.cookie="username=Duke Martin";

    }

    function getCookie(){

         if(document.cookie.length!=0){

         alert(document.cookie);

         }

         else{

         alert("Cookie not available");

         }

    }

**</script>**

**</body>**

**</html>**

### **Example 2**

Here, we display the cookie's name-value pair separately.

<!DOCTYPE html**>**

**<html>**

**<head>**  **</head>**

**<body>**

**<input** type="button" value="setCookie" onclick="setCookie()"**>**

**<input** type="button" value="getCookie" onclick="getCookie()"**>**

**<script>**

     function setCookie(){

         document.cookie="username=Duke Martin";

    }

     function getCookie(){

         if(document.cookie.length!=0){

             var array=document.cookie.split("=");

         alert("Name="+array[0]+" "+"Value="+array[1]);

         }

        else{

         alert("Cookie not available");

         }

     }

**</script>**

**</body>**

**</html>**

### **Example 3**

In this example, we provide choices of color and pass the selected color value to the cookie. Now, cookie stores the last choice of a user in a browser. So, on reloading the web page, the user's last choice will be shown on the screen.

<!DOCTYPE html**>**

**<html>**

**<head>** **</head>**

**<body>**

**<select** id="color" onchange="display()"**>**

**<option** value="Select Color"**>**Select Color**</option>**

**<option** value="yellow"**>**Yellow**</option>**

**<option** value="green"**>**Green**</option>**

**<option** value="red"**>**Red**</option>**

**</select>**

**<script** type="text/javascript"**>**

                 function display(){

                     var value = document.getElementById("color").value;

                     if (value != "Select Color"){

                         document.bgColor = value;

                         document.cookie = "color=" + value;

                     }

                 }

                 window.onload = function (){

                     if (document.cookie.length != 0){

                         var array = document.cookie.split("=");

                         document.getElementById("color").value = array[1];

                         document.bgColor = array[1];

                     }

                 }

**</script>**

**</body>**

**</html>**

# **Cookie Attributes**

JavaScript provides some optional attributes that enhance the functionality of cookies. Here, is the list of some attributes with their description.

|  |  |
| --- | --- |
| **Attributes** | **Description** |
| expires | It maintains the state of a cookie up to the specified date and time. |
| max-age | It maintains the state of a cookie up to the specified time. Here, time is given in seconds. |
| path | It expands the scope of the cookie to all the pages of a website. |
| domain | It is used to specify the domain for which the cookie is valid. |

## Cookie expires attribute

The cookie expires attribute provides one of the ways to create a persistent cookie. Here, a date and time are declared that represents the active period of a cookie. Once the declared time is passed, a cookie is deleted automatically.

Let's see an example of cookie expires attribute.

<!DOCTYPE html**>**

**<html>**

**<head>**  **</head>**

**<body>**

**<input** type="button" value="setCookie" onclick="setCookie()"**>**

**<input** type="button" value="getCookie" onclick="getCookie()"**>**

**<script>**

     function setCookie(){

document.cookie="username=Duke Martin;expires=Sun, 20 Aug 2030 12:00:00 UTC";

     }

     function getCookie(){

        if(document.cookie.length!=0){

            var array=document.cookie.split("=");

         alert("Name="+array[0]+" "+"Value="+array[1]);

         }

         else{

         alert("Cookie not available");

         }

    }

**</script>**

**</body>**

**</html>**

## Cookie max-age attribute

The cookie max-age attribute provides another way to create a persistent cookie. Here, time is declared in seconds. A cookie is valid up to the declared time only.

Let's see an example of cookie max-age attribute.

<!DOCTYPE html**>**

**<html>**

**<head>**  **</head>**

**<body>**

**<input** type="button" value="setCookie" onclick="setCookie()"**>**

**<input** type="button" value="getCookie" onclick="getCookie()"**>**

**<script>**

     function setCookie(){

document.cookie="username=Duke Martin;max-age=" + (60 \* 60 \* 24 \* 365) + ";"

     }

     function getCookie(){

         if(document.cookie.length!=0){

             var array=document.cookie.split("=");

         alert("Name="+array[0]+" "+"Value="+array[1]);

         }

        else{

         alert("Cookie not available");

         }

     }

**</script>**

**</body>**

**</html>**

## Cookie path attribute

If a cookie is created for a webpage, by default, it is valid only for the current directory and sub-directory. JavaScript provides a path attribute to expand the scope of cookie up to all the pages of a website.

## Cookie path attribute Example

Let's understand the path attribute with the help of an example.
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Here, if we create a cookie for webpage2.html, it is valid only for itself and its sub-directory (i.e., webpage3.html). It is not valid for webpage1.html file.

In this example, we use path attribute to enhance the visibility of cookies up to all the pages. Here, you all just need to do is to maintain the above directory structure and put the below program in all three web pages. Now, the cookie is valid for each web page.

<!DOCTYPE html**>**

**<html>**

**<head>**  **</head>**

**<body>**

**<input** type="button" value="setCookie" onclick="setCookie()"**>**

**<input** type="button" value="getCookie" onclick="getCookie()"**>**

**<script>**

     function setCookie(){

document.cookie="username=Duke Martin;max-age=" + (60 \* 60 \* 24 \* 365) + ";path=/;"

    }

     function getCookie(){

         if(document.cookie.length!=0){

             var array=document.cookie.split("=");

        alert("Name="+array[0]+" "+"Value="+array[1]);

         }

         else{

         alert("Cookie not available");

         }

     }

**</script>**

**</body>**

**</html>**

Cookie domain attribute

A JavaScript domain attribute specifies the domain for which the cookie is valid. Let's suppose if we provide any domain name to the attribute such like:

domain=iHubTalent.com

Here, the cookie is valid for the given domain and all its sub-domains.

However, if we provide any sub-domain to the attribute such like:

domain=training.iHubTalent.com

Here, the cookie is valid only for the given sub-domain. So, it's a better approach to provide domain name instead of sub-domain.

# **Cookie with multiple Name-Value pairs**

In JavaScript, a cookie can contain only a single name-value pair. However, to store more than one name-value pair, we can use the following approach: -

* Serialize the custom object in a JSON string, parse it and then store in a cookie.
* For each name-value pair, use a separate cookie.

## Examples to Store Name-Value pair in a Cookie

### **Example 1**

Let's see an example to check whether a cookie contains more than one name-value pair.

<!DOCTYPE html>

<html>

<head></head>

<body>

Name: <input type="text" id="name"><br>

Email: <input type="email" id="email"><br>

Course: <input type="text" id="course"><br>

<input type="button" value="Set Cookie" onclick="setCookie()">

<input type="button" value="Get Cookie" onclick="getCookie()">

<script>

function setCookie(){

//Declaring 3 key-value pairs

Var info="Name="+ document.getElementById("name").value+";Email="+document.getElementById("email").value+";Course="+document.getElementById("course").value;

//Providing all 3 key-value pairs to a single cookie

document.cookie=info;

}

function getCookie(){

if(document.cookie.length!=0){

//Invoking key-value pair stored in a cookie

alert(document.cookie);

}

else{

alert("Cookie not available")

}

}

</script>

</body>

</html>

On clicking **Get Cookie** button, the below dialog box appears.

![JavaScript Cookie with multiple Name](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPIAAACSCAMAAABIQmfMAAABC1BMVEX////y8vKMjIxpaWnl5eXn5+fu7u7r6+szmf/q6urw8PC3////34/p6ent7e0vAF8AAACP3////7f//9+PLy9ft/8vj99fAC+o6+sAAF8vAABfAADf//9dAF0rAFffjy+3XwBYqez/t1+EKwAAX7fszoTpy4MAL48AAC/N6+vt7c8rg80AWKmZmZm3348AK4N+fn7rqFfNhCuPLwBSAADq6qh6enovAC9fLwDY2Njp6czs7KmPt48vj49fL48vL4+3t1+Pj18AL18rACucWwAtLQCDzOrj4+O3/9+p7M7f/7dfX7cvX7ePX48vX491dXXfj1+PL18vL18AAFcAAES3Xy9fXy9fLy8rAACYKc9+AAADJklEQVR42u3YCVPaQBjG8VWkVIUYwFBQlNMD5VK8rVqr9r7v7/9J+u4SUpEmTGeYacLz/BNTatYdfu5GZ1Stbgyobmt2Vn2cU0C9PBJyTEEVIxkgkhEiGSGSESIZIZIRIhkhkhEiGSGSESIZIZIRIhkhkhEiGSGSESIZIZIRmhA5ueLo69Li+IG25KhB2eX0g/t1uZYL3kT9aeUMH1ne5HiyOySz6viSjz8UVebn0gNyGFd56VndvDezjI5Irm07V5UPDbS9RTND5HpV1C/kQ8jZ3lbRHaPv/0irZMybKPnl5NuBXWjLQl/dyifCRF4sO/qaeZI2kl5d71EjLOdUqa6ELzl9soz6Q5b7/THu985Rn556EyVXzLTmVU5Vt4phImcuzcpp0JqW6D2rbXLqzwytstzyyHcidseY++132c9tbyJ3mJzuqzCRVSln3lHZtgtD5FVZ3e3BEzuyyr2Ly6Jyx5j7r96/eetNFHJydlnvx1W9EYfIZvWGN3Z1696zXMoN74Lv17nkYKKQk+XhdVflOH2PLM+pJj74iW3ulMx2kNMbo+9Xt2ULDCYKOVkTVMm2n58498gClD07+ntZBl6Yh15/sTfG47kTme3TK7TDR45SJCNEMkIkI0QyQiQjRDJCJCNEMkIkI0QyQiQjRDJCJCNEMkIkI0QyQiQjRDJCJCNkyHNQGfIMVCQjRDJCJCNEMkIkI0QyQiT/7x5PrOiQFyZUhMiPJlS0yAtjDmncmKiRAVcZjWwFtW/bdsWyNtbzlrVTa1oBRYicCGi/00icH+wmhJzYqVUSQUWKbPkcifO1vFjEK2dfbPkdESP7ttdpyFWwG+uvtXh6Vtmf3DT/3FY2bu7s5vSQ5/3ba+rrWa2y+Wv38GB3PrDpIB+u5eW6uZ6Xc37z5sW0kFMB7X/Np2R5U0KW/3QaQWMjRI4Htad/L8fjQo7Hz2qdRsDQSJFTvsdIvoMjRvZtFJ2aklX+h6ZjY89NqCiR45M4okUGXGU8Mt5fOAOa1r9j/yWSSSaZZJJJxolkhEhGiGSESEZIk49OZ4A6PRJyqxsDqtsS8ixcgOTfm6KxPylS3agAAAAASUVORK5CYII=)

Here, we can see that only a single name-value is displayed.

However, if you click, **Get Cookie** without filling the form, the below dialog box appears.

![JavaScript Cookie with multiple Name](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAf8AAAFvCAMAAABzSTLPAAAC9FBMVEWMjIz////5+fqUw+3y8vIAAAD39/hxlbVqjKnHUFD+/v5paWm+vr/h4eL29vfl5eUKhP+EhISAgIABAgJxlbaUwuz09PXu7u+Dg4NniKWAhovn5+eBgYFKSkt7g4tqampjY2NMZ4Ls7OxmZmYzmf/q6urd3d6Dh4uChot8hIt9hIt/hYvw8PDp6elLS0zt7e4pKSkQBwL/348NDQ0UBwIfDwWysrNtbW0wAF/BwcKlpaYWCgQfEQgiEgZra2zg4OAOBAHj4+PGxsYsOkcnJyfZ2dlcOA23/v7//7e2/v96enp+hYtKIgxwcHB2nL7AwMGAb04aCwOpqam1tbaLi4sNIk4NDTkcDwcmDgSIiIi3XwDz8/RnZ2cNN16P3v7Ly8xft/+Vwuv//9/HUVHf///IyMnExMSXl5d+XzsrKytrTSQ2DQ0rFAoqEQZeAABahIuCgm4iS255WTswEgUvj9+P3/8AL483XYEAAF6DXTePLy9tSyJKcYs2X4tMboINOWReAF5VVVUhDQ0kCwEfCQFrhIu4uLnqz4R2dnf/t1+Cgl1NTU1IHAW3//+heVIICCg6FgWo6urOzs6hoaKampptgYFdgYHIUlKWaUE2DSOMRhWfn5+NjY2iWCZ0Og0aBgDa2tuurq4iTXZ9hGQNOGQsAVc+Q0MiDSODSxxgKwZCFgMAW68hTXZ/hWRfX1+tgFchDTnfjzCdUBouDgBfAS9sQCdLJBVPLhRQIgeELAFYqOvs7M5/hXZ9hHY/U2Wlc0VfAC8vAS4/JRwODg6jTQ0uAgDU1NTr66hegoJaWlqGY0g1NTWPVxyFPw3M6uswL498fHzMonrDmWiTc15vWEjNhCxfNiInHRGXQQiPLwArgsqoqKgBK4TAkGUAL1/rqFlsTT7fjy8aGhoICAhXpujSrZEvL48iTnZbg3FAVGZkSz2PMAEtLQCDy+n58OXe/t+3/t+o680rgsze/re334+Pt48vj49fL48BK4FKYHTopliNbE2T4nF9AAAT4klEQVR42uyav08UQRTHjzlHojEoOSExkSw207FOoSQz8VcEGwtJ6LYyxgJJICZQWRoSGg0hoeBycqiNgcZLzkIrSIBYECgAE2loSCho/AdsfI93x7vduyNwQLwf873dt/PezFuKz86buT1if34tDQ19HNnb3Nzc2NzY2NjbGhseujM8Njo6+W3y+9ZqMrOzs5OZmMisjrwaiWj1L8QnUMlMJjmRTC5mFvFYTL5JJiEIdi2dSm2vbMORTa+tp9bmQGuz87NwzMGHTCqbTmfTcGZXVlay2XR2PQVaP/ik5+Z/zL9fepSQiYR0OmvFOptPotfX6ly3mhtKidhSc/wEenatznUjXsN6eekEegEJ1xOx3yfjL+pcDcf/ruPf0PzvO/4Nzd/N/8bm7+a/4+/41yJ/3ZtXm6v/jn9p/pebpsk6/hXxX9iPV6t0GzfK8Cf0eLr5Xxn/np62eJXqePwBflPTtKv/DcsfZ79b/4s1NUDXgfH65k/z/zz2/9YDo6XUBb6S7IcVzZSqVAekC5aSKpoIIV+igpK3RZW8983bYC5caScPuXfM4CXWMVXV/DXv8U6z/p8Hf18BIAuU7KFvpBHCE2XFmcwowluZSJCRUiJ7xb1H8iepi2CI/AyaWHXX/0P+Vbf/V74Qvg37mv2owpml+RuNtjx/5bNXsvd4/PkBYPxF/Bd6CrRftavA/3v/61mhJDWtH/aFLyWVeDylJymgLSGGkdgRClIGnrSoGEw7yLZY6yV2YyKxJd641GCi5V5KpRyhlnc7BMTfdj5B/p+fiyvtP1VXCz8AjP9o/guOfxF/TTCJP/uBRDgEnvgDCgpYnyBpcsNBimhpAKl34AaU7QtF96JE5q+VsJ7FsdxLqZBjpBCDD0V3q3g6QPO/+5MA/jj/C/jP1O7+/2z436uUv8UJJot8goEz0uT448EBjSOjo3R+gABuhu5SmO1buFAi8zcS5CtJQeoNpZrE8m7vg6tfqP7D7I/wh+IPS4DjXxF/2mxpG/ERoVSIQRfyzwWCwAY0kkZxMNcGBV5Z/r5i/lx8AmlyvVH+g9jO8//Ql+fP+NHMOP6V8KfNlsU5a6z1D30wUhmsvwafDksEcwGltcqP1KEgtS0W/0DooJB/IAxeDCUSfzI29wAE3BtKTfSj87Wf6n/fY+Lfkv/+F6uF73/Vyt8zAqWwBgvr5/3cVkxLXxt0POJPAVyec5kyEqQ2WIkYQ6uHJxG0Jz3PhPkb/FsWDPeGUw3U/1Yh3uX3f+PIv6urpT7e/5xWp+OvRUiK/SJVMpIlFSeyz+Lec/n9ZyFex0L+1f7+N8LblufcYL//nlY18v8fIf5Kksty/Ouc/5Fy/Ou+/h8px9/xd/wdf8ff8f/Hrh2rIAwDYRzHQz7kCHEyQdyc69pNQoU+wT1ApvYxfJa+ppudRLFCB43Ry2/K/g/cDVf6l/6l/3zK779K//v+23nO9OcuWyU2j/1XVGiyKv1V++3+0IVGn+p/nOzvmtibujZ9bBzlBTrRTOEN/fdd3YWDZ/aHMD73lBGMrDYYJetfRQngGwSJFeUCWJ+MPt0OeHv/6fnfSAt+gFZ2lAcAvVvoszwBSNJ/EM9PvAyUBcCahUbGpuk/GPAEmDw+AOCU9ndJ+jcCnuTyGAGwavvbBP0r8fyClwyWQKjuj4/3jy2/1Eb6uis7ZszaNhQE4JyoPDyqmi6SoHm4WKRTnHiSSCkyEtViMAHFWwyZ7OCfkcUYvDndnMVLx/6JQqDkJ3TsH+lJp+YkxS81llwI9CM5v5yc6bt3uvf++9/r+a+N3V9J46Kt1Yvl+9Z//wqur8U/8f8p53/cE8yl54kCvbFW5vzcVNu99aWcr9Fwy1fol9K3qvk3XdtxbPelHQmjvpOjH8ETwpEz+df933Qbef0nJf8N96l/V1kAZzcy5eZMk1Khv9XCAqjiPxysDABjNQjhRZHqZ/pi0zcwq/Y/908pPu/fl4/4jb/1/2Bc1H8piowDrYSpLICZlIdnmnU2l3IppUK/ZVEB7OKf9Bu0MF5YAYycIuLp9u/3nclz/iWqp7il/1bjb/3/qqfST/SutG0LwLqRM1odSGwECv2aRgWwo38z1W/baQGYkKOr+3oIOhRZDPNhqOt6VwDCiV/fr6Ey1f23I5SPJRC1lf4tH9VTrO39P+mo9BOdibZtAdzKQ65UKVX6uQB28e/GQP6RlQvM0AOk7D/QRS5MF5iKQ0ihBD5pzmGvsH/DGDjIwDBGRf/LuwG9EvrJ47tl0b+6AKr7f20J4g3pL2O91rYtgJaMss+UTaOflS1pCNzFv23AI4YNjDdk/4Wq4OB5wHCi1hmvH+Vj2T/2rEQ/lP2/xexBnPxTfIDfsEXBv7oAqvt3RYZ3kofnQJfnvgLnWplEOftv8QNO81elv5t/B2j/8x/EAjt7qJP/rq7HEOgBLqchh0DPagcXnCAupg8P9wA3AuDDF4Dr5t1H6P1cXxxD9A4ALo9BTXmCK0RmROYHaeD+z5N/fq3wn6ifNyhWmP/26F9NCwsAY2oey6NVxb+TfZT2P/nvDhP5qf9wARzCrmD/mBBpgrABXn8T7H+NuSuA5gRe3eOyo8FWDFLnHIt7nAog02/zM5bOK5V/D81TrGX+4/5v1tX/1ST+JUKrKv2f/Bv2Bv+omd8GXpwLMevOJYa/vv+gzNec/yYQM4B7ExqdGvp/7FABkH4nFuWz/xKQJeln/2X9rVOKlc7/+5r/9u/fjdn/yt3kP9YTyL8uciHkdk+JgBJj9P8O+3/e/yvMm9j/Z/ioCaeXUJ32iAqA9DtHUOTOiQCJRgei4F+lv5L/7c9/H3Y5/60Pn/G/TGM95z/l/idirxCmQyA4kflffn73uP+Xmf/OrZnuf+0eepgWUJXYYXj78+vBgHYbjJFd8q/WX91//fc/kaZFh1IG9e9/9f0P+6efmF7yQWH6S1NpKSRzHydS/xdSwEf0/9YFsDP/H1z8Rf/QC04xalCZt6yfJfN4eHTrOKujkaP076N4ihXu//Z5/zvj+9/N/iPyH0lZ+/0v+w90JED/6XzHAZnikwWgf07g/U8AcDJ9SPy3f3x7/2f/g/tznfo/jhoAQoPqxMrdT28H4kjp/zc7Z4+bMBBEYRtZUyDZUZop0iRxkeQC6WhAoqGkXSQ6uA+U3IEzsgbxIy0WQuwgL+99hZstbOnbLbwzb7z4w/PB+79/u/rPp3/puuXf3u+OI1v7+k+zJc6PcOk+pJ9HoJ42nz6tw5XxrDn89cb7H79q/Xe1Pelf2dZ/w7u/cOku+kVui06W+3NfLydq75/9Hylg55/9Xylg5z+l/k/6N+3/ae//1m70f9N/fP9p5T+Q/dvk/xLLf+nC5XgUIxV5Xv6zlAv7ZYfynyLVEDL/+WaV/xpcz3/Py0P++2feqfy3iKg6V2DhnKrY+m+f/9DrFCJSKR6ViBjl/xOb/8L5Dzd4cf+c/wLuH3AP9DzW/kuCROA/I0jQPzb0jw39Y0P/2NA/NvSPDf1jQ//YtPv/iky25zs2GTHy/x6Vo//fuNA//ZOE/P/Fhf7pnyTk/yMu9L9j145104aiMAC/Q6eosrLnerxrZy/2wII7sVt4ACaEsLGElIWFqUisgJoFpEzpQnaeoH2E9jH6/74Yoli0IoAbes+viGOOnbt8Pr4gcTH/m7NG/N9lTvCvDbXuvOp5jbz0xoM3+3PZn696XpaXaJyI/z/3bwfd3Djc3PTK/m+e/3WQ5sZh62NU9pf53+Y9+FN9NDUjfqy/eyjrYIbX1TRxy/Ey90DE/2L+zj7tQDccZxTjFYdIx/HQYPi4buwKu/2G06t/QdXjgbNLyR/Wsc6Kss6Xne2ko/ydy2Uz49/M3Kh+j6rHifhX50/98QCitYeB04Mv5h/3wpS25g1ObAv8wd51+vDHYftp8Af/Zthym/X72kPiRpmZ/934r+LUxU7AHs7DH+wpr+bh+ikR/wr9CYvkth0e4AW7vzn3uMFzobstuIb89Mc/jeJwU/L3i4Da972Mf009Q8PDC8x9BpPuA7722PJxK+Aa8Pu+uVtWMS4qIv5VzL/W4aQdfB3ygW78OeFML5zgfNcU+PPK7RbwjRtCyV8VAbVS3uyZyyZK8VgpCCuGdT5NeM1zkCou20J3oSIsu1D7iP/F/ZlR3BnFnOzCn+Bm/ifcC7bF8cJfQSP372vcIX/zn8fLeaxT0/CWpslE8Mfw44+3geKyi9y/qXFG/Kv2p7kHUMw4jrcfArjVo8FPe0VBtzbs0p+FrUP+sE/V9x+YbYBixuG/UDhYKhinQIc2+7wV2K0NU3ZY2BL/qvzJrPPR91CL/Z9fBjjhrOGkKGZrCCd9842ArUP+UMSqdOeySzP/vCs0JxzOLHwbtswpfFyEP0+gJfN/bv9PJf8PZ03hf/cyGPO70yL+1+yP/V38j8u1+9++jLe4PTHif63+3MiXt+J/ZP4b/zziX3EO+8vvf23M3l9+/29jxN/uiL/dEX+7I/52R/ztjvjbHfG3O+Jvd8Tf7uz8P4u/jRF/uyPP/9/s2j9IG1EcwHEPfIsOjh0yFELdlNDQQqFLO5mOXTMECZkzRZFMbqmDFMG1o0MRBKGLulSouBTj4qBIRRAXLf3/h079vXuXpFzM9R6E9u7d99v0cu/lkuXju7vGZjv8s13i/FcPxzPU4eqIbY5f/59NeBnq8eGIZa77j3uZ6vaIZfg7VWL8k3L9xz86/J0Kf/ytwt+p8MffKvydCn/8rcLfqRLjfx//GOEfDn/88ccff/zxxx9//PHHH/90+fP/P+KEfzj88ccff/zT7c/9X5zwD4c//vjjjz/++OOPP/74448//vjjjz/++OOPP/74449/Mv35/W+c8A+XPP8lpdR8LTRZbc7JtvjgiTcgeWnQCzPy6IzKs8Ec/qbE+Z8vLAvTfK3f32TrL+E/uKT5l15r6OrxrFeqK/lRME/av3o83xJkPfapi+23SgmnP9GZLe7JXLFdkzdU/P3O+vcH4r8RzPlvm8E/af5L3ZVfbuhB8CT+siOLXI831z2f+s8DzPovvarIQR+bsm1/8fdnzKNkBvrEYibM54zhnzR/31ZTLi7rk0HwVG1eNzztL5DykljrgT8hA5nUI5NMbIptw+wH/sFAn//lr/mB0BP4J8y/eFnrXLT9s37wVD3+/qPmc9eVUs8rPX95yAFd/7KSC0Gx/aFZMfuBfzDwXlQC/+Bz8E+Yf/f6H17/c+eNznKXBqz/Un1Wz1Wb3y5rZj/wNwN//VevtL+sfafu/5z5/qd7/x++/stDaINxz793/e/M7Va8TdXQ3Hrf+AcDr7w+ZkbB2/BPmn/33//h+38B/Wru//Vpu+dvbv2rV7LxBF69ezmrqTv7hrvzQnlDv1smzOew/pPnn6rwx98q/J0Kf/ytwt+p8MffKvydCn/8/0th/6f4xwj/cPjjjz/++OOPP/74448//viny/8h/jFy15/1Hyf8w+GPP/74448//vjjjz/++OOPP/74448//sn3v4d/jNz15/c/ccI/HP5u+HP9jxP+4fB3w5/zf5zc9ef+P074h8PfDX/O/3HCPxz++OOP/9D8JzIV/mH/0UyFP/5W4e9U+ONvmePf/4xmKvzxtwp/p8Iff6vwdyr88bcKf6fCH3+7+P7HpfDH3yr8/1l3hhb+qfSfGlL4p9P/1pBKgz/3/zf6T934p6+BR07hn17/Auv/r+Hvhv8j/Pv884WIjpRS2/lCa22lUNjZWo86Fv+U+kd0dHqQ369/zot/fmdrOx8V/s757y+uyFbw5aH5U+9/F38b/7PTA9mKfGvtk/Dj76L/5ODO1v2nN9ut3Wsl+5Hh76D/tGx3ti5aeyf79RP8M+Yv13/Zmuv/ZGv3Pf4O+k9HdLSwMi0Lf1r8ZXB6EHVsGvz5/r/fPxfVL6XURS4n/rncztbPg4hD8U+r/2927t06YRgAoChFuhQZIFnBE6SmYT4GYyR6+/DRgQL53eeGgu4eyT9Zy81j080/z+Hv+e/Y+F/Wv5e5xz//If9tk8///Lf+P2+K/7T+v68fc/i7/muPf/5tf/N/e/0v/5H2t/6f/zPxX8efP3/+/Pnz58+fP3/+/Pnz58+fP3/+/Pnz58//M/19//FM/Nfx5//OTsevUMfTYbC9+58v36H+zofB9u6vx+15/xfdi7/4y/lf/MVf/MVf/MVf/MVf/MVf/MVf/MVf/MVf/MU/Hv92/Nvxb8e/Hf92/Nvxb8e/Hf92/Nvxb8e/Hf92H7f/o+5n/Iu/+Mv5X/zFX/z1iv8//2L82/Fvx78d/3b827n/a8e/nfm/Hf92/Nvxb8e/Hf92/Nvxb8e/Hf92/Nvxb8e/Hf92/Nvxb2f9Rzv+7fi349+Ofzv+7ez/0o5/O/N/O/7t+Lfz/L8d/3b82/Fvx78d/3b82/Fvx78d/3b82/Fvx7+d93/tru3SLW7DMBTA8ZKcoCeZFKMkUg4QYuR3iGfkIzzDAN/AeKFWPnCkkdJGLQ3uKfa8dlK1SUMrsn8Bz45l9Pev/llanvpnqcr905b7py33T1vun7av/lm6joeqLMu3b237mD/wDz6plGr8bdvOLhgArREoDsM0IiDapmkbfy2VqoWHME7uBt4yIWsppABeEgJ/miyAR7Bh3tfgPoahu4zje89z7qNl6QfnuskZQ1YoVRTFscj+3aF8+LP//UDV3H89n04u7MZwecCYP+IlatQehWikrNRV8mYcpw2st0RSqPgCBJGl+y0gALBAtO6X4ILr56f+Xbcw3kyxP5Co6yL3f4lP45jXM+w1vQ8AAAAASUVORK5CYII=)

### **Example 2**

Let's see an example to store different name-value pairs in a cookie using JSON.

<!DOCTYPE html>

<html>

<head></head>

<body>

Name: <input type="text" id="name"><br>

Email: <input type="email" id="email"><br>

Course: <input type="text" id="course"><br>

<input type="button" value="Set Cookie" onclick="setCookie()">

<input type="button" value="Get Cookie" onclick="getCookie()">

<script>

function setCookie(){

var obj = {};//Creating custom object

obj.name = document.getElementById("name").value;

obj.email = document.getElementById("email").value;

obj.course = document.getElementById("course").value;

//Converting JavaScript object to JSON string

var jsonString = JSON.stringify(obj);

document.cookie = jsonString;

}

function getCookie(){

if( document.cookie.length!=0){

//Parsing JSON string to JSON object

var obj = JSON.parse(document.cookie);

alert("Name="+obj.name+" "+"Email="+obj.email+" "+"Course="+obj.course);

}

else{

alert("Cookie not available");

}

}

</script>

</body>

</html>

On clicking **Get Cookie** button, the below dialog box appears.

![JavaScript Cookie with multiple Name](data:image/png;base64,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)

Here, we can see that all the stored name-value pairs are displayed.

### **Example 3**

Let's see an example to store each name-value pair in a different cookie.

<!DOCTYPE html>

<html>

<head></head>

<body>

Name: <input type="text" id="name"><br>

Email: <input type="email" id="email"><br>

Course: <input type="text" id="course"><br>

<input type="button" value="Set Cookie" onclick="setCookie()">

<input type="button" value="Get Cookie" onclick="getCookie()">

<script>

function setCookie(){

document.cookie = "name=" + document.getElementById("name").value;

document.cookie = "email=" + document.getElementById("email").value;

document.cookie = "course=" + document.getElementById("course").value;

}

function getCookie(){

if (document.cookie.length != 0){

alert("Name="+document.getElementById("name").value+" Email="+document.getElementById("email").value+" Course="+document.getElementById("course").value);

}

else{

alert("Cookie not available");

}

}

</script>

</body>

</html>

On clicking **Get Cookie** button, the below dialog box appears.

![JavaScript Cookie with multiple Name](data:image/png;base64,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)

Here, also we can see that all the stored name-value pairs are displayed.

# **Deleting a Cookie in JavaScript**

In the previous section, we learned the different ways to set and update a cookie in JavaScript. Apart from that, JavaScript also allows us to delete a cookie. Here, we see all the possible ways to delete a cookie.

## Different ways to delete a Cookie

These are the following ways to delete a cookie:

* A cookie can be deleted by using expire attribute.
* A cookie can also be deleted by using max-age attribute.
* We can delete a cookie explicitly, by using a web browser.

## Examples to delete a Cookie

### **Example 1**

In this example, we use expire attribute to delete a cookie by providing expiry date (i.e. any past date) to it.

<!DOCTYPE html**>**

**<html>**

**<head>**

**</head>**

**<body>**

**<input** type="button" value="Set Cookie" onclick="setCookie()"**>**

**<input** type="button" value="Get Cookie" onclick="getCookie()"**>**

**<script>**

function setCookie(){

document.cookie="name=Martin Roy; expires=Sun, 20 Aug 2000 12:00:00 UTC";

     }

function getCookie(){

     if(document.cookie.length!=0){

     alert(document.cookie);

     }

     else{

         alert("Cookie not avaliable");

     }

}

**</script>**

**</body>**

**</html>**

### **Example 2**

In this example, we use **max-age** attribute to delete a cookie by providing zero or negative number (that represents seconds) to it.

<!DOCTYPE html**>**

**<html>**

**<head>**

**</head>**

**<body>**

**<input** type="button" value="Set Cookie" onclick="setCookie()"**>**

**<input** type="button" value="Get Cookie" onclick="getCookie()"**>**

**<script>**

function setCookie(){

     document.cookie="name=Martin Roy;max-age=0";

}

function getCookie(){

     if(document.cookie.length!=0){

     alert(document.cookie);

     }

     else{

         alert("Cookie not avaliable");

     }

}

**</script>**

**</body>**

**</html>**

### **Example 3**

Let's see an example to set, get and delete multiple cookies.

<!DOCTYPE html**>**

**<html>**

**<head>** **</head>**

**<body>**

**<input** type="button" value="Set Cookie1" onclick="setCookie1()"**>**

**<input** type="button" value="Get Cookie1" onclick="getCookie1()"**>**

**<input** type="button" value="Delete Cookie1" onclick="deleteCookie1()"**><br>**

**<input** type="button" value="Set Cookie2" onclick="setCookie2()"**>**

**<input** type="button" value="Get Cookie2" onclick="getCookie2()"**>**

**<input** type="button" value="Delete Cookie2" onclick="deleteCookie2()"**><br>**

**<input** type="button" value="Display all cookies" onclick="displayCookie()"**>**

**<script>**

function setCookie1() {

     document.cookie="name=Martin Roy";

      cookie1=  document.cookie;

}

function setCookie2() {

     document.cookie="name=Duke William";

      cookie2=  document.cookie;

}

function getCookie1()  {

    if(cookie1.length!=0{

     alert(cookie1);

    }

    else {

        alert("Cookie not available");

    }

}

function getCookie2() {

    if(cookie2.length!=0) {

     alert(cookie2);

    }

    else{

        alert("Cookie not available");

    }

}

function deleteCookie1() {

     document.cookie=cookie1+";max-age=0";

     cookie1=document.cookie;

     alert("Cookie1 is deleted");

}

function deleteCookie2()  {

     document.cookie=cookie2+";max-age=0";

     cookie2=document.cookie;

   alert("Cookie2 is deleted");

}

function displayCookie() {

if(cookie1!=0&&cookie2!=0{

     alert(cookie1+" "+cookie2);

}

else if(cookie1!=0) {

     alert(cookie1);

}

else if(cookie2!=0) {

     alert(cookie2);

}

else{

     alert("Cookie not available");

}

}

**</script>**

**</body>**

**</html>**

### **Example 4**

Let's see an example to delete a cookie explicitly.

<!DOCTYPE html**>**

**<html>**

**<head>** **</head>**

**<body>**

**<input** type="button" value="Set Cookie" onclick="setCookie()"**>**

**<input** type="button" value="Get Cookie" onclick="getCookie()"**>**

**<script>**

function setCookie()  {

     document.cookie="name=Martin Roy";

}

function getCookie() {

     if(document.cookie.length!=0{

     alert(document.cookie);

     }

     else  {

         alert("Cookie not avaliable");

     }

}

**</script>**

**</body>**

**</html>**

After clicking **Set Cookie** once, whenever we click **Get Cookie**, the cookies key and value is displayed on the screen.
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To delete a cookie explicitly, follow the following steps:

* Open Mozilla Firefox.
* Click **Open menu - Library - History - Clear Recent History - Details**.
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* Here we can see a **Cookies** checkbox which is already marked. Now, click **Clear Now** to delete the cookies explicitly.

Now, on clicking **Get Cookie**, the below dialog box appears.
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Here, we can see that the cookies are deleted.

# **JavaScript Events**

The change in the state of an object is known as an **Event**. In html, there are various events which represents that some activity is performed by the user or by the browser. When javascript code is included in [HTML](https://www.javatpoint.com/html-tutorial), js react over these events and allow the execution. This process of reacting over the events is called **Event Handling**. Thus, js handles the HTML events via **Event Handlers**.

**For example**, when a user clicks over the browser, add js code, which will execute the task to be performed on the event.

Some of the HTML events and their event handlers are:

## Mouse events:

|  |  |  |
| --- | --- | --- |
| **Event Performed** | **Event Handler** | **Description** |
| click | onclick | When mouse click on an element |
| mouseover | onmouseover | When the cursor of the mouse comes over the element |
| mouseout | onmouseout | When the cursor of the mouse leaves an element |
| mousedown | onmousedown | When the mouse button is pressed over the element |
| mouseup | onmouseup | When the mouse button is released over the element |
| mousemove | onmousemove | When the mouse movement takes place. |

## Keyboard events:

|  |  |  |
| --- | --- | --- |
| **Event Performed** | **Event Handler** | **Description** |
| Keydown&Keyup | onkeydown&onkeyup | When the user press and then release the key |

## Form events:

|  |  |  |
| --- | --- | --- |
| **Event Performed** | **Event Handler** | **Description** |
| focus | onfocus | When the user focuses on an element |
| submit | onsubmit | When the user submits the form |
| blur | onblur | When the focus is away from a form element |
| change | onchange | When the user modifies or changes the value of a form element |

## Window/Document events

|  |  |  |
| --- | --- | --- |
| **Event Performed** | **Event Handler** | **Description** |
| load | onload | When the browser finishes the loading of the page |
| unload | onunload | When the visitor leaves the current webpage, the browser unloads it |
| resize | onresize | When the visitor resizes the window of the browser |

Let's discuss some examples over events and their handlers.

## Click Event

<html>

<head>Javascript Events </head>

<body>

<script language="Javascript" type="text/Javascript">

function clickevent(){

document.write("This is iHub Institute");

}

</script>

<form>

<input type="button" onclick="clickevent()" value="Who's this?"/>

</form>

</body>

</html>

## MouseOver Event

<html>

<head>

<h1>Javascript Events </h1>

</head>

<body>

<script language="Javascript" type="text/Javascript">

function mouseoverevent(){

alert("This is iHub");

}

</script>

<p onmouseover="mouseoverevent()"> Keep cursor over me</p>

</body>

</html>

## Focus Event

<html>

<head>Javascript Events</head>

<body>

<h2> Enter something here</h2>

<input type="text" id="input1" onfocus="focusevent()"/>

<script>

function focusevent(){

document.getElementById("input1").style.background=" aqua";

}

</script>

</body>

</html>

## Keydown Event

<html>

<head>Javascript Events</head>

<body>

<h2> Enter something here</h2>

<input type="text" id="input1" onkeydown="keydownevent()"/>

<script>

function keydownevent(){

document.getElementById("input1");

alert("Pressed a key");

}

</script>

</body>

</html>

## Load event

<html>

<head>Javascript Events</head>

<body onload="window.alert('Page successfully loaded');">

<script>

document.write("The page is loaded successfully");

</script>

</body>

</html>

# **JavaScript addEventListener()**

The **addEventListener()** method is used to attach an event handler to a particular element. It does not override the existing event handlers. Events are said to be an essential part of the JavaScript. A web page responds according to the event that occurred. Events can be user-generated or generated by API's. An event listener is a JavaScript's procedure that waits for the occurrence of an event.

The addEventListener() method is an inbuilt function of JavaScript. We can add multiple event handlers to a particular element without overwriting the existing event handlers.

### **Syntax**

element.addEventListener(event, function, useCapture);

Although it has three parameters, the parameters **event** and **function** are widely used. The third parameter is optional to define. The values of this function are defined as follows.

### **Parameter Values**

**event:** It is a required parameter. It can be defined as a string that specifies the event's name.

#### **Note: Do not use any prefix such as "on" with the parameter value. For example, Use "click" instead of using "onclick".**

**function:** It is also a required parameter. It is a JavaScript function which responds to the event occur.

**useCapture:** It is an optional parameter. It is a Boolean type value that specifies whether the event is executed in the bubbling or capturing phase. Its possible values are **true** and **false**. When it is set to true, the event handler executes in the capturing phase. When it is set to false, the handler executes in the bubbling phase. Its default value is **false**.

Let's see some of the illustrations of using the addEventListener() method.

### **Example**

It is a simple example of using the addEventListener() method. We have to click the given HTML button to see the effect.

<!DOCTYPE html>

<html>

<body>

<p> Example of the addEventListener() method. </p>

<p> Click the following button to see the effect. </p>

<button id = "btn"> Click me </button>

<p id = "para"></p>

<script>

document.getElementById("btn").addEventListener("click", fun);

function fun() {

document.getElementById("para").innerHTML = "Hello World" + "<br>" + "Welcome to the iHubTalent.com";

}

</script>

</body>

</html>

### **Example**

In this example, we are adding multiple events to the same element.

<!DOCTYPE html>

<html>

<body>

<p> This is an example of adding multiple events to the same element. </p>

<p> Click the following button to see the effect. </p>

<button id = "btn"> Click me </button>

<p id = "para"></p>

<p id = "para1"></p>

<script>

function fun() {

alert("Welcome to the iHubtalent.com");

}

function fun1() {

document.getElementById("para").innerHTML = "This is second function";

}

function fun2() {

document.getElementById("para1").innerHTML = "This is third function";

}

var mybtn = document.getElementById("btn");

mybtn.addEventListener("click", fun);

mybtn.addEventListener("click", fun1);

mybtn.addEventListener("click", fun2);

</script>

</body>

</html>

### **Example**

In this example, we are adding multiple events of a different type to the same element.

<!DOCTYPE html>

<html>

<body>

<p> This is an example of adding multiple events of different type to the same element. </p>

<p> Click the following button to see the effect. </p>

<button id = "btn"> Click me </button>

<p id = "para"></p>

<script>

function fun() {

btn.style.width = "50px";

btn.style.height = "50px";

btn.style.background = "yellow";

btn.style.color = "blue";

}

function fun1() {

document.getElementById("para").innerHTML = "This is second function";

}

function fun2() {

btn.style.width = "";

btn.style.height = "";

btn.style.background = "";

btn.style.color = "";

}

var mybtn = document.getElementById("btn");

mybtn.addEventListener("mouseover", fun);

mybtn.addEventListener("click", fun1);

mybtn.addEventListener("mouseout", fun2);

</script>

</body>

</html>

## Event Bubbling or Event Capturing

Now, we understand the use of the third parameter of JavaScript's addEventListener(), i.e., **useCapture.**

In HTML DOM, **Bubbling** and **Capturing** are the two ways of event propagation. We can understand these ways by taking an example.

Suppose we have a div element and a paragraph element inside it, and we are applying the **"click"** event to both of them using the **addEventListener()** method. Now the question is on clicking the paragraph element, which element's click event is handled first.

So, in **Bubbling,** the event of paragraph element is handled first, and then the div element's event is handled. It means that in bubbling, the inner element's event is handled first, and then the outermost element's event will be handled.

In **Capturing** the event of div element is handled first, and then the paragraph element's event is handled. It means that in capturing the outer element's event is handled first, and then the innermost element's event will be handled.

addEventListener(event, function, useCapture);

We can specify the propagation using the **useCapture** parameter. When it is set to false (which is its default value), then the event uses bubbling propagation, and when it is set to true, there is the capturing propagation.

We can understand the bubbling and capturing using an illustration.

### **Example**

In this example, there are two div elements. We can see the bubbling effect on the first div element and the capturing effect on the second div element.

When we double click the span element of the first div element, then the span element's event is handled first than the div element. It is called bubbling.

But when we double click the span element of the second div element, then the div element's event is handled first than the span element. It is called capturing.

<!DOCTYPE html>

<html>

<head>

<style>

div{

background-color: lightblue;

border: 2px solid red;

font-size: 25px;

text-align: center;

}

span{

border: 2px solid blue;

}

</style>

</head>

<body>

<h1> Bubbling </h1>

<div id = "d1">

This is a div element.<br><br>

<span id = "s1"> This is a span element. </span>

</div>

<h1> Capturing </h1>

<div id = "d2"> This is a div element.<br><br>

<span id = "s2"> This is a span element. </span>

</div>

<script>

document.getElementById("d1").addEventListener("dblclick", function() {alert('You have double clicked on div element')}, false);

document.getElementById("s1").addEventListener("dblclick", function() {alert('You have double clicked on span element')}, false);

document.getElementById("d2").addEventListener("dblclick", function() {alert('You have double clicked on div element')}, true);

document.getElementById("s2").addEventListener("dblclick", function() {alert('You have double clicked on span element')}, true);

</script>

</body>

</html>

# **JavaScript onclick event**

The **onclick** event generally occurs when the user clicks on an element. It allows the programmer to execute a JavaScript's function when an element gets clicked. This event can be used for validating a form, warning messages and many more.

Using JavaScript, this event can be dynamically added to any element. It supports all HTML elements except [<html>](https://www.javatpoint.com/html-html-tag)**,**[<head>](https://www.javatpoint.com/html-head)**,**[<title>](https://www.javatpoint.com/html-title)**,**[<style>](https://www.javatpoint.com/html-style)**,**[<script>](https://www.javatpoint.com/html-script-tag)**,**[<base>](https://www.javatpoint.com/html-base-tag)**,**[<iframe>](https://www.javatpoint.com/html-iframes)**,**[<bdo>](https://www.javatpoint.com/html-bdo-tag)**,**[<br>](https://www.javatpoint.com/html-br-tag)**,**[<meta>](https://www.javatpoint.com/html-meta-tag)**,** and [<param>](https://www.javatpoint.com/html-param-tag). It means we cannot apply the **onclick** event on the given tags.

In HTML, we can use the **onclick** attribute and assign a JavaScript function to it. We can also use the JavaScript's **addEventListener()** method and pass a **click** event to it for greater flexibility.

### **Syntax**

Now, we see the syntax of using the **onclick** event in HTML and in javascript (without **addEventListener()** method or by using the **addEventListener()** method).

### **In HTML**

**<element** onclick = "fun()"**>**

### **In JavaScript**

object.onclick = function() { myScript };

### **In JavaScript by using the addEventListener() method**

object.addEventListener("click", myScript);

Let's see how to use **onclick** event by using some illustrations. Now, we will see the examples of using the **onclick** event in HTML, and in JavaScript.

### **Example1 - Using onclick attribute in HTML**

In this example, we are using the [HTML **onclick**](https://www.javatpoint.com/html-button-onclick) attribute and assigning a JavaScript's function to it. When the user clicks the given button, the corresponding function will get executed, and an alert dialog box will be displayed on the screen.

<!DOCTYPE html>

<html>

<head>

<script>

function fun() {

alert("Welcome to the iHubTalent.com");

}

</script>

</head>

<body>

<h3> This is an example of using onclick attribute in HTML. </h3>

<p> Click the following button to see the effect. </p>

<button onclick = "fun()">Click me</button>

</body>

</html>

### **Example2 - Using JavaScript**

In this example, we are using JavaScript's **onclick** event. Here we are using the **onclick** event with the paragraph element.

When the user clicks on the paragraph element, the corresponding function will get executed, and the text of the paragraph gets changed. On clicking the **<p>** element, the background color, size, border, and color of the text will also get change.

<!DOCTYPE html>

<html>

<head>

<title> onclick event </title>

</head>

<body>

<h3> This is an example of using onclick event. </h3>

<p> Click the following text to see the effect. </p>

<p id = "para">Click me</p>

<script>

document.getElementById("para").onclick = function() {

fun();

};

function fun() {

document.getElementById("para").innerHTML = "Welcome to the iHubtalent.com";

document.getElementById("para").style.color = "blue";

document.getElementById("para").style.backgroundColor = "yellow";

document.getElementById("para").style.fontSize = "25px";

document.getElementById("para").style.border = "4px solid red";

}

</script>

</body>

</html>

### **Example3 - Using addEventListener() method**

In this example, we are using JavaScript's **addEventListener()** method to attach a **click** event to the paragraph element. When the user clicks the paragraph element, the text of the paragraph gets changed.

On clicking the paragraph, the background color and font-size of elements will also change.

<!DOCTYPE html>

<html>

<body>

<h3> This is an example of using click event. </h3>

<p> Click the following text to see the effect. </p>

<p id = "para">Click me</p>

<script>

document.getElementById("para").onclick = function() {

fun()

};

function fun() {

document.getElementById("para").innerHTML = "Welcome to the iHubTalent.com";

document.getElementsByTagName("body")[0].style.color = "blue";

document.getElementsByTagName("body")[0].style.backgroundColor = "lightgreen";

document.getElementsByTagName("body")[0].style.fontSize = "25px";

document.getElementById("para").style.border = "4px solid red";

}

</script>

</body>

</html>

# **JavaScript dblclick event**

The **dblclick** event generates an event on double click the element. The event fires when an element is clicked twice in a very short span of time. We can also use the JavaScript's **addEventListener()** method to fire the double click event.

In HTML, we can use the **ondblclick** attribute to create a double click event.

### **Syntax**

Now, we see the syntax of creating double click event in HTML and in javascript (without using **addEventListener()** method or by using the **addEventListener()** method).

### **In HTML**

**<element** ondblclick = "fun()"**>**

### **In JavaScript**

object.ondblclick = function() { myScript };

### **In JavaScript by using the addEventListener() method**

object.addEventListener("dblclick", myScript);

Let's see some of the illustrations to understand the double click event.

### **Example - Using ondblclick attribute in HTML**

In this example, we are creating the double click event using the HTML **ondblclick** attribute.

<!DOCTYPE html>

<html>

<body>

<h1 id = "heading" ondblclick = "fun()"> Hello world :):) </h1>

<h2> Double Click the text "Hello world" to see the effect. </h2>

<p> This is an example of using the <b>ondblclick</b> attribute. </p>

<script>

function fun() {

document.getElementById("heading").innerHTML = " Welcome to the iHubTalent.com ";

}

</script>

</body>

</html>

### **Example - Using JavaScript**

<!DOCTYPE html>

<html>

<body>

<h1 id = "heading"> Hello world :):) </h1>

<h2> Double Click the text "Hello world" to see the effect. </h2>

<p> This is an example of creating the double click event using JavaScript. </p>

<script>

document.getElementById("heading").ondblclick = function() { fun() };

function fun() {

document.getElementById("heading").innerHTML = " Welcome to the iHubTalent.com ";

}

</script>

</body>

</html>

### **Example - Using JavaScript's addEventListener() method**

<!DOCTYPE html>

<html>

<body>

<h1 id = "heading"> Hello world :):) </h1>

<h2> Double Click the text "Hello world" to see the effect. </h2>

<p> This is an example of creating the double click event using the <b>addEventListener() method </b>. </p>

<script>

document.getElementById("heading").addEventListener("dblclick", fun);

function fun() {

document.getElementById("heading").innerHTML = " Welcome to the iHubTalent.com ";

}

</script>

</body>

</html>

# **JavaScript onload**

In JavaScript, this event can apply to launch a particular function when the page is fully displayed. It can also be used to verify the type and version of the visitor's browser. We can check what cookies a page uses by using the **onload** attribute.

In HTML, the onload attribute fires when an object has been loaded. The purpose of this attribute is to execute a script when the associated element loads.

In HTML, the **onload** attribute is generally used with the **<body>** element to execute a script once the content (including CSS files, images, scripts, etc.) of the webpage is completely loaded. It is not necessary to use it only with <body> tag, as it can be used with other HTML elements.

The difference between the **document.onload** and **window.onload** is: **document.onload** triggers before the loading of images and other external content. It is fired before the **window.onload**. While the **window.onload** triggers when the entire page loads, including CSS files, script files, images, etc.

### **Syntax**

window.onload = fun()

Let's understand this event by using some examples.

### **Example1**

In this example, there is a div element with a height of 200px and a width of 200px. Here, we are using the **window.onload()** to change the background color, width, and height of the **div** element after loading the web page.

The background color is set to **'red'**, and width and height are set to **300px** each.

<!DOCTYPE html>

<html>

<head>

<meta charset = " utf-8">

<title>window.onload() </title>

<style type = "text/css">

#bg{

width: 200px;

height: 200px;

border: 4px solid blue;

}

</style>

<script type = "text/javascript">

window.onload = function(){

document.getElementById("bg").style.backgroundColor = "red";

document.getElementById("bg").style.width = "300px";

document.getElementById("bg").style.height = "300px";

}

</script>

</head>

<body>

<h2> This is an example of window.onload() </h2>

<div id = "bg"></div>

</body>

</html>

### **Example2**

In this example, we are implementing a simple animation by using the properties of the DOM object and functions of javascript. We use the JavaScript function getElementById() for getting the DOM object and then assign that object into a global variable.

<html>

<head>

<script type = "text/javascript">

var img = null;

function init(){

img = document.getElementById('myimg');

img.style.position = 'relative';

img.style.left = '50px';

}

function moveRight(){

img.style.left = parseInt(

img.style.left) + 100 + 'px';

}

window.onload = init;

</script>

</head>

<body>

<form>

<img id = "myimg" src = "train1.png" />

<center>

<p>Click the below button to move the image right</p>

<input type = "button" value = "Click Me" onclick = "moveRight();" />

</center>

</form>

</body>

</html>

### **Example3**

It is a simple example of using the HTML **onload** attribute with the function defined in JavaScript. In this example, the **alert()** function gets called whenever the document refresh.

<!DOCTYPE html>

<html>

<head>

<script>

function fun() {

alert("Hello World!!, Welcome to the iHubTalent.com");

}

</script>

</head>

<body onload = "fun()">

<h1> Example of the HTML onload attribute </h1>

<p> Try to refresh the document to see the effect. </p>

</body>

</html>

# **JavaScript onresize event**

The **onresize** event in JavaScript generally occurs when the window has been resized. To get the size of the window, we can use the JavaScript's **window.outerWidth** and **window.outerHeight**events. We can also use the JavaScript's properties such as **innerWidth, innerHeight, clientWidth, ClientHeight, offsetWidth, offsetHeight** to get the size of an element.

In HTML, we can use the **onresize** attribute and assign a JavaScript function to it. We can also use the [JavaScript's **addEventListener()**](https://www.javatpoint.com/javascript-addeventlistener) method and pass a **resize** event to it for greater flexibility.

### **Syntax**

Now, we see the syntax of using the **onresize** event in HTML and in javascript (without **addEventListener()** method or by using the **addEventListener()** method).

### **In HTML**

**<element** onresize = "fun()"**>**

### **In JavaScript**

object.onresize = function() { myScript };

### **In JavaScript by using the addEventListener() method**

object.addEventListener("resize", myScript);

Let's see some of the illustrations to understand the **onresize** event.

### **Example**

In this example, we are using the HTML **onresize** attribute. Here, we are using the **window.outerWidth**and **window.outerHeight** events of JavaScript to get the height and width of the window.

When the user resizes the window, the updated width and height of the window will be displayed on the screen. It will also display how many times the user tried to resize the window. When we change the height of the window, the updated height will change accordingly. Similarly, when we change the width of the window, the updated width will change accordingly.

<!DOCTYPE html>

<html>

<head>

<script>

var i = 0;

function fun() {

var res = "Width = " + window.outerWidth + "<br>" + "Height = " + window.outerHeight;

document.getElementById("para").innerHTML = res;

var res1 = i += 1;

document.getElementById("s1").innerHTML = res1;

}

</script>

</head>

<body onresize = "fun()">

<h3> This is an example of using onresize attribute. </h3>

<p> Try to resize the browser's window to see the effect. </p>

<p id = "para"></p>

<p> You have resized the window <span id = "s1"> 0 </span>times.</p>

</body>

</html>

### **Example - Using JavaScript**

In this example, we are using JavaScript's **onresize** event.

<!DOCTYPE html>

<html>

<body>

<h3> This is an example of using JavaScript's onresize event. </h3>

<p> Try to resize the browser's window to see the effect. </p>

<p id = "para"></p>

<p> You have resized the window <span id = "s1"> 0 </span>times.</p>

<script>

document.getElementsByTagName("BODY")[0].onresize = function() {fun()};

var i = 0;

function fun() {

var res = "Width = " + window.outerWidth + "<br>" + "Height = " + window.outerHeight;

document.getElementById("para").innerHTML = res;

var res1 = i += 1;

document.getElementById("s1").innerHTML = res1;

}

</script>

</body>

</html>

### **Example - Using addEventListener() method**

In this example, we are using JavaScript's **addEventListener()** method.

<!DOCTYPE html>

<html>

<body>

<h3> This is an example of using JavaScript's addEventListener() method. </h3>

<p> Try to resize the browser's window to see the effect. </p>

<p id = "para"></p>

<p> You have resized the window <span id = "s1"> 0 </span>times.</p>

<script>

window.addEventListener("resize", fun);

var i = 0;

function fun() {

var res = "Width = " + window.outerWidth + "<br>" + "Height = " + window.outerHeight;

document.getElementById("para").innerHTML = res;

var res1 = i += 1;

document.getElementById("s1").innerHTML = res1;

}

</script>

</body>

</html>

# **Exception Handling in JavaScript**

An exception signifies the presence of an abnormal condition which requires special operable techniques. In programming terms, an exception is the anomalous code that breaks the normal flow of the code. Such exceptions require specialized programming constructs for its execution.

## What is Exception Handling

In programming, exception handling is a process or method used for handling the abnormal statements in the code and executing them. It also enables to handle the flow control of the code/program. For handling the code, various handlers are used that process the exception and execute the code. **For example**, the Division of a non-zero value with zero will result into infinity always, and it is an exception. Thus, with the help of exception handling, it can be executed and handled.

**In exception handling:**

A throw statement is used to raise an exception. It means when an abnormal condition occurs, an exception is thrown using throw.

The thrown exception is handled by wrapping the code into the try…catch block. If an error is present, the catch block will execute, else only the try block statements will get executed.

Thus, in a programming language, there can be different types of errors which may disturb the proper execution of the program.

## Types of Errors

While coding, there can be three types of errors in the code:

1. **Syntax Error:** When a user makes a mistake in the pre-defined syntax of a programming language, a syntax error may appear.
2. **Runtime Error:** When an error occurs during the execution of the program, such an error is known as Runtime error. The codes which create runtime errors are known as Exceptions. Thus, exception handlers are used for handling runtime errors.
3. **Logical Error:** An error which occurs when there is any logical mistake in the program that may not produce the desired output, and may terminate abnormally. Such an error is known as Logical error.

### **Error Object**

When a runtime error occurs, it creates and throws an Error object. Such an object can be used as a base for the user-defined exceptions too. An error object has two properties:

1. **name**: This is an object property that sets or returns an error name.
2. **message:** This property returns an error message in the string form.

Although Error is a generic constructor, there are following standard built-in error types or error constructors beside it:

1. **EvalError:** It creates an instance for the error that occurred in the eval(), which is a global function used for evaluating the js string code.
2. **InternalError:** It creates an instance when the js engine throws an internal error.
3. **RangeError:** It creates an instance for the error that occurs when a numeric variable or parameter is out of its valid range.
4. **ReferenceError:** It creates an instance for the error that occurs when an invalid reference is de-referenced.
5. **SyntaxError:** An instance is created for the syntax error that may occur while parsing the eval().
6. **TypeError:** When a variable is not a valid type, an instance is created for such an error.
7. **URIError:** An instance is created for the error that occurs when invalid parameters are passed in **encodeURI()** or **decodeURI()**.

## Exception Handling Statements

There are following statements that handle if any exception occurs:

* throw statements
* try…catch statements
* try…catch…finally statements.

These exception handling statements are discussed in the next section.

# **JavaScript try…catch**

A try…catch is a commonly used statement in various programming languages. Basically, it is used to handle the error-prone part of the code. It initially tests the code for all possible errors it may contain, then it implements actions to tackle those errors (if occur). A good programming approach is to keep the complex code within the try…catch statements.

Let's discuss each block of statement individually:

**try{} statement:** Here, the code which needs possible error testing is kept within the try block. In case any error occur, it passes to the catch{} block for taking suitable actions and handle the error. Otherwise, it executes the code written within.

**catch{} statement:** This block handles the error of the code by executing the set of statements written within the block. This block contains either the user-defined exception handler or the built-in handler. This block executes only when any error-prone code needs to be handled in the try block. Otherwise, the catch block is skipped.

#### **Note: catch {} statement executes only after the execution of the try {} statement. Also, one try block can contain one or more catch blocks.**

### **Syntax:**

try{

expression; } //code to be written.

catch(error){

expression; } // code for handling the error.

### **try…catch example**

<html>

<head> Exception Handling</br></head>

<body>

<script>

try{

var a= ["34","32","5","31","24","44","67"]; //a is an array

document.write(a); // displays elements of a

document.write(b); //b is undefined but still trying to fetch its value. Thus catch block will be invoked

}catch(e){

alert("There is error which shows "+e.message); //Handling error

}

</script>

</body>

</html>

## Throw Statement

Throw statements are used for throwing user-defined errors. User can define and throw their own custom errors. When throw statement is executed, the statements present after it will not execute. The control will directly pass to the catch block.

### **Syntax:**

throw exception;

### **try…catch…throw syntax**

try{

throw exception; // user can define their own exception

}

catch(error){

expression; }  // code for handling exception.

The exception can be a string, number, object, or boolean value.

### **throw example with try…catch**

<html>

<head>Exception Handling</head>

<body>

<script>

try {

throw new Error('This is the throw keyword'); //user-defined throw statement.

}

catch (e) {

document.write(e.message); // This will generate an error message

}

</script>

</body>

</html>

With the help of throw statement, users can create their own errors.

## try…catch…finally statements

Finally is an optional block of statements which is executed after the execution of try and catch statements. Finally block does not hold for the exception to be thrown. Any exception is thrown or not, finally block code, if present, will definitely execute. It does not care for the output too.

### **Syntax:**

try{

expression;

}

catch(error){

expression;

}

finally{

expression; } //Executable code

### **try…catch…finally example**

<html>

<head>Exception Handling</head>

<body>

<script>

try{

var a=2;

if(a==2)

document.write("ok");

}

catch(Error){

document.write("Error found"+e.message);

}

finally{

document.write("Value of a is 2 ");

}

</script>

</body>

</html>

Therefore, we can also use try/catch/throw/finally keyword together for handling complex code.

## JavaScript Misc

# **JavaScript this keyword**

The this keyword is a reference variable that refers to the current object. Here, we will learn about this keyword with help of different examples.

## JavaScript this Keyword Example

Let's see a simple example of this keyword.

<script>

var address=

{

company:"iHub",

city:"Noida",

state:"UP",

fullAddress:function() {

**return** **this**.company+" "+**this**.city+" "+**this**.state;

}

};

var fetch=address.fullAddress();

document.writeln(fetch);

</script>

The following ways can be used to know which object is referred by this keyword.

## Global Context

In global context, variables are declared outside the function. Here, this keyword refers to the window object.

<script>

var website="iHub";

function web()  {

document.write(**this**.website);

}

web();

</script>

## The call() and apply() method

The call() and apply() method allows us to write a method that can be used on different objects.

<script>

var emp\_address = {

    fullAddress: function() {

**return** **this**.company + " " + **this**.city+" "+**this**.state;

    }

}

var address = {

    company:"iHub",

    city:"Noida",

    state:"UP"

}

document.writeln(emp\_address.fullAddress.call(address));

document.writeln(emp\_address.fullAddress.apply(address));

</script>

## The bind() Method

The bind() method was introduced in **ECMAScript 5**. It creates a new function whose this keyword refers to the provided value, with a given sequence of arguments.

<script>

var lang="Java";

function lang\_name(call) {

     call();

};

var obj={

   lang:"JavaScript",

language:function() {     document.writeln(**this**.lang+ " is a popular programming language.");

   }

};

lang\_name(obj.language);

lang\_name(obj.language.bind(obj));

</script>

# **JavaScript Debugging**

Sometimes a code may contain certain mistakes. Being a scripting language, JavaScript didn't show any error message in a browser. But these mistakes can affect the output.

The best practice to find out the error is to debug the code. The code can be debugged easily by using web browsers like Google Chrome, Mozilla Firebox.

## JavaScript Debugging Example

Here, we will find out errors using built-in web browser debugger. To perform debugging, we can use any of the following approaches:

* Using console.log() method
* Using debugger keyword

### **Using console.log() method**

The **console.log()** method displays the result in the console of the browser. If there is any mistake in the code, it generates the error message.

Let's see the simple example to print the result on console.

<script>

x = 10;

y = 15;

z = x + y;

console.log(z);

console.log(a);//a is not intialized

</script>

### **Using debugger keyword**

In debugging, generally we set breakpoints to examine each line of code step by step. There is no requirement to perform this task manually in JavaScript.

JavaScript provides **debugger** keyword to set the breakpoint through the code itself. The **debugger** stops the execution of the program at the position it is applied. Now, we can start the flow of execution manually. If an exception occurs, the execution will stop again on that particular line.

<script>

x = 10;

y = 15;

z = x + y;

debugger;

document.write(z);

document.write(a);

</script>

# **JavaScript Hoisting**

Hoisting is a mechanism in JavaScript that moves the declaration of variables and functions at the top. So, in JavaScript we can use variables and functions before declaring them.

JavaScript hoisting is applicable only for declaration not initialization. It is required to initialize the variables and functions before using their values.

## JavaScript Hoisting Example

Here, we will use the variable and function before declaring them.

### **JavaScript Variable Hoisting**

Let's see the simple example of variable hoisting.

**<script>**

x=10;

document.write(x);

var x;

**</script>**

### **JavaScript Function Hoisting**

**<script>**

document.write(sum(10,20));

function sum(a,b)  {

return a+b;

}

**</script>**

# **JavaScript Strict Mode**

Being a scripting language, sometimes the JavaScript code displays the correct result even it has some errors. To overcome this problem we can use the JavaScript strict mode.

The JavaScript provides "use strict"; expression to enable the strict mode. If there is any silent error or mistake in the code, it throws an error.

#### **Note - The "use strict"; expression can only be placed as the first statement in a script or in a function.**

### **Example 1**

Let's see the example without using strict mode.

<script>

x=10;

console.log(x);

</script>

Let's see the same example by enabling the strict mode.

<script>

"use strict";

x=10;

console.log(x);

</script>

### **Example 2**

<script>

console.log(sum(10,20));

function sum(a,a){

"use strict";

**return** a+a;

}

</script>

# **JavaScript Promise**

Promises in real-life express a trust between two or more persons and an assurance that a particular thing will surely happen. In javascript, a Promise is an object which ensures to produce a single value in the future (when required). Promise in javascript is used for managing and tackling asynchronous operations.

## Need for JavaScript Promise

Till now, we learned about events and callback functions for handling the data. But, its scope is limited. It is because events were not able to manage and operate asynchronous operations. Thus, Promise is the simplest and better approach for handling asynchronous operations efficiently.

There are two possible differences between Promise and Event Handlers:

1. A Promise can never fail or succeed twice or more. This can happen only once.
2. A Promise can neither switch from success to failure, or failure to success. If a Promise has either succeeded or failed, and after sometime, if any success/failure callback is added, the correct callback will be invoked, no matter the event happened earlier.

## Terminology of Promise

A promise can be present in one of the following states:

1. **pending:** The pending promise is neither rejected nor fulfilled yet.
2. **fulfilled:** The related promise action is fulfilled successfully.
3. **rejected:** The related promise action is failed to be fulfilled.
4. **settled:** Either the action is fulfilled or rejected.

Thus, a promise represents the completion of an asynchronous operation with its result. It can be either successful completion of the promise, or its failure, but eventually completed. Promise uses a **then()** which is executed only after the completion of the promise resolve.

## Promises of Promise

A JavaScript Promise promises that:

1. Unless the current execution of the js event loop is not completed (success or failure), callbacks will never be called before it.
2. Even if the callbacks with then() are present, but they will be called only after the execution of the asynchronous operations completely.
3. When multiple callbacks can be included by invoking then() many times, each of them will be executed in a chain, i.e., one after the other, following the sequence in which they were inserted.

## Methods in Promise

The functions of Promise are executable almost on every trending web browsers such as Chrome, Mozilla, Opera, etc. The methods list is:

|  |  |
| --- | --- |
| **Method Name** | **Summary** |
| Promise.resolve(promise) | This method returns promise only if promise.constructor==Promise. |
| Promise.resolve(thenable) | Makes a new promise from thenable containing then(). |
| Promise.resolve(obj) | Makes a promise resolved for an object. |
| Promise.reject(obj) | Makes a promise rejection for the object. |
| Promise.all(array) | Makes a promise resolved when each item in an array is fulfilled or rejects when items in the array are not fulfilled. |
| Promise.race(array) | If any item in the array is fulfilled as soon, it resolves the promise, or if any item is rejected as soon, it rejects the promise. |

## Constructor in Promise

|  |  |
| --- | --- |
| new Promise(function(resolve, reject){}); | Here, resolve(thenable) denotes that the promise will be resolved with then(). Resolve(obj) denotes promise will be fulfilled with the object Reject(obj) denotes promise rejected with the object. |

## Promise Implementation

<html>

<head>

<h2>Javascript Promise</h2></br>

</head>

<body>

<script>

var p=new Promise(function(resolve, reject){

var x= 2+3;

if(x==5)

resolve(" executed and resolved successfully");

else

reject("rejected");

});

p.then(function(fromResolve){

document.write("Promise is"+fromResolve);

}).catch(function(fromReject){

document.write("Promise is "+fromReject);

});

</script>

</body>

</html>

In the above Promise implementation, the Promise constructor takes an argument that callbacks the function. This callback function takes two arguments, i.e.,

1. **Resolve:** When the promise is executed successfully, the resolve argument is invoked, which provides the result.
2. **Reject:** When the promise is rejected, the reject argument is invoked, which results in an error.

It means either resolve is called or reject is called. Here, then() has taken one argument which will execute, if the promise is resolved. Otherwise, catch() will be called with the rejection of the promise.

Advantages of using Promises

1. A better option to deal with asynchronous operations.
2. Provides easy error handling and better code readability.

# **Javascript Compare dates**

In the previous section, we discussed the date methods as well as the constructors.

Here, with the help of those methods, we will learn to compare dates.

Basically, there are different ways by which we can compare dates, such as:

1. Comparing two dates with one another.
2. Comparing date with time.
3. Comparing dates using getTime()

## Comparing two dates with one another

**Example:**

<html>

<head> Comparing Dates</br></head>

<body>

<script>

function compare(){

var d1=new Date('2020-01-23'); //yyyy-mm-dd

var d2=new Date('2020-01-21'); //yyyy-mm-dd

if(d1>d2){

document.write("True, First date is greater than second date");

}

else if(d1<d2){

document.write("False, Second date is smaller than the first");

}

else{

document.write("Both date are same and equal");

}

}

compare(); //invoking compare()

</script>

</body>

</html>

## Comparing date with time

<html>

<head> Comparing Date and time</br></head>

<body>

<script>

var d1=new Date("Apr 17, 2019 12:10:10"); //mm dd, yyyyhh:mm:ss

var d2=new Date("Dec 1, 2019 12:10:30"); //mm dd, yyyyhh:mm:ss

if(d1>d2){

document.write("False, d1 date and time is smaller than d2 date and time");

}

else if(d1<d2){

document.write("True, d2 is greater in terms of both time and date");

}

else{

document.write("Both date and time are same and equal");

}

</script>

</body>

</html>

**Example2:** Comparing same dates with disimilar timings

<html>

<head> Comparing same date but different time</br></head>

<body>

<script>

var d1=new Date("2018-01-10, 12:10:10"); //yyyy-mm-dd hh:mm:ss

var d2=new Date("2018-01-10, 12:10:50"); //yyyy-mm-dd hh:mm:ss

if(d1>d2){

document.write("False, d1 & d2 dates are same but d2 time is greater than d1 time");

}

else if(d1<d2){

document.write("True, d2 time is greater than d1 time.");

}

else{

document.write("Both date and time are same and equal");

}

</script>

</body>

</html>

## Comparing date with getTime()

A better approach to make comparison between dates is to use **getTime()** function. This function lets converting date into numeric value to directly compare them.

**Example1:** Comparing current date and time with a given date and time.

<html>

<head> Comparing Dates</br></head>

<body>

<script>

var d1=new Date("2019-10-10, 10:10:10"); //yyyy-mm-dd hh:mm:ss

var currentdate=new Date(); //fetch the current date value

if(d1.getTime()<currentdate.getTime()){

document.write("True, currentdate and time are greater than d1");

}

else if(d1.getTime()>currentdate.getTime()){

document.write("False");

}

else{

document.write("True, equal");

}

</script>

</body>

</html>

**Example2:** Comparing two different dates with different timings.

<html>

<head> Comparing Dates</br></head>

<body>

<script>

var d1=new Date("2019-10-10, 10:10:10");

var d2=new Date("2019-11-02, 14:19:05");

if(d1.getTime()<d2.getTime()){

document.write("True, d1 date and time are smaller than d2 date and time");

}

else if(d1.getTime()>d2.getTime()){

document.write("False, d2 date and time are greater than d1");

}

else{

document.write("True, d1 and d2 have same time and date");

}

</script>

</body>

</html>

## Changing Date Format

We can also change or set the format through JavaScript code. The function getFullYear(), GetMonth(), and getDate() allows to set the format of date accordingly.

**Example1:** Changing the date format to 'yyyy-mm-dd'.

<html>

<head><h3>Changing date format</h3></br></head>

<body>

<script>

var current\_date=new Date(); //fetches current date

var set\_to=current\_date.getFullYear()+"-"+(current\_date.getMonth()+1)+"-"+current\_date.getDate();

document.write("The format followed is yyyy-dd-mm: "+set\_to);

</script>

</body>

</html>

**Example2:** Changing the datetime format to 'yyyy-dd-mm hh:mm:ss'.

<html>

<head><h3>Changing date format</h3></br></head>

<body>

<script>

var current\_datetime=new Date(); //fetches current date and time

var set\_to=current\_datetime.getFullYear()+"-"+(current\_datetime.getMonth()+1)+"-"+current\_datetime.getDate()+" "+current\_datetime.getHours()+":"+current\_datetime.getMinutes()+":"+current\_datetime.getSeconds();

document.write("The format followed is yyyy-dd-mm hh:mm:ss : "+set\_to);

</script>

</body>

</html>

# **JavaScript array.length property**

The length property returns the number of elements in an array in the form of a 32-bit unsigned integer. We can also say that the **length** property returns a number that represents the number of array elements. The return value is always larger than the highest array index.

The **length** property can also be used to set the number of elements in an array. We have to use the assignment operator in conjunction with the length property to set an array's length.

The **array.length** property in JavaScript is same as the **array.size()** method in [jQuery](https://www.javatpoint.com/jquery-tutorial). In [JavaScript](https://www.javatpoint.com/javascript-tutorial), it is invalid to use **array.size()** method so, we use **array.length** property to calculate the size of an array.

### **Syntax**

**The following syntax is used to return the length of an array**

array.length

**The following syntax is used to set the length of an array**

array.length = number

For better understanding, let's see some of the illustrations of using **array.length** property.

### **Example1**

It is a simple example to understand how to calculate the length of an array using the **array.length** property.

<html>

<body>

<h3> Here, we are finding the length of an array. </h3>

<script>

var arr = new Array( 100, 200, 300, 400, 500, 600 );

document.write(" The elements of array are: " + arr);

document.write(" <br>The length of the array is: " + arr.length);

</script>

</body>

</html>

### **Example2**

In this example, we are setting the length of an array by using the **array.length** property. Initially, the array contains two elements, so at the beginning, the length is 2. Then we increase the length of the array to 9.

In the output, the values of the array are separated by commas. After increasing the length, the array contains two defined and seven undefined values separated by a comma. Then we insert five array elements and print them. Now, the array contains seven defined and two undefined values.

<html>

<body>

<h3> Here, we are setting the length of an array. </h3>

<script>

var arr = [100, 200];

document.write(" Before setting the length, the array elements are: " + arr);

arr.length = 9;

document.write("<br><br> After setting the length, the array elements are: " + arr);

// It will print [ 1, 2, <7 undefined items> ]

arr[2] = 300;

arr[3] = 400;

arr[4] = 500;

arr[5] = 600;

document.write("<br><br> After inserting some array elements: " + arr);

</script>

</body>

</html>

### **Example3**

In this example, the index of the array is non-numeric. Here, the array contains five elements with the non-numeric index. We are applying the length property on the given array to see the effect. Now let's see how the **array.length** property works on the non-numeric index of the array.

<html>

<body>

<h3>There are five array elements but the index of the array is non numeric. </h3>

<script>

var arr = new Array();

arr['a'] = 100;

arr['b'] = 200;

arr['c'] = 300;

arr['d'] = 400;

arr['e'] = 500;

document.write("The length of array is: " + arr.length);

</script>

</body>

</html>

We can also use the length property to find out the number of words in the string. Let's understand it with an example.

### **Example4**

In this example, we are using the length property to display the number of words present in the string. Here, we are creating an array and use the **split()** function for the array elements. We are splitting the string from the whitespace (**" "**) character.

If we direct apply the length property on the string, then it gives us the number of characters in the string. But in this example, we will understand how to calculate the number of words in the string.

<html>

<body>

<script>

var str = "Welcome to the ihubtalent.com";

var arr = new Array();

arr = str.split(" ");

document.write(" The given string is: " + str);

document.write("<br><br> Number Of Words: "+ arr.length);

document.write("<br><br> Number of characters in the string: " + str.length);

</script>

</body>

</html>

# **JavaScript alert()**

The **alert()** method in JavaScript is used to display a virtual alert box. It is mostly used to give a warning message to the users. It displays an alert dialog box that consists of some specified message (which is optional) and an OK button. When the dialog box pops up, we have to click "OK" to proceed.

The alert dialog box takes the focus and forces the user to read the specified message. So, we should avoid overusing this method because it stops the user from accessing the other parts of the webpage until the box is closed.

We can understand the usefulness of the alert method using an example. Suppose we have to fill a form for an identity card. It asks about the date of birth for the eligibility criteria of the identity card. If the age is 18 years or above, then the process will continue. Otherwise, it will show a warning message that the age is below 18 years. This warning message is the 'Alert Box'.

Another example is suppose a user is required to fill the form in which some mandatory fields are required to enter some text, but the user forgets to provide the input. As the part of the validation, we can use the alert dialog box to show a warning message related to fill the textfield.

Rather than showing the warnings or errors, the alert dialog box can be used for normal messages such as '**welcome back', 'Hello XYZ'**, etc.

### **Syntax**

alert(message)

### **Values**

**message:** It is an optional string that specifies the text to display in the alert box. It consists of the information that we want to show to the users.

Let's see some examples of the JavaScript alert() method.

### **Example1**

In this example, there is a simple alert dialog box with a message and an OK button. Here, there is an HTML button which is used for displaying the alert box. We are using the **onclick** attribute and call the **fun()** function where the **alert()** is defined.

<html>

<head>

<script type = "text/javascript">

function fun() {

alert ("This is an alert dialog box");

}

</script>

</head>

<body>

<p> Click the following button to see the effect </p>

<form>

<input type = "button" value = "Click me" onclick = "fun();" />

</form>

</body>

</html>

### **Example2**

In this example, there is an alert dialog box with a message and an OK button. Here, we are using the line-breaks in the message of the alert box. The line breaks are defined by using the **'\n'**. The line breaks make the message readable and clear. We have to click the given button to see the effect.

<html>

<head>

<script type = "text/javascript">

function fun() {

alert (" Hello World \n Welcome to the ihubtalent.com \n This is an alert dialog box ");

}

</script>

</head>

<body>

<p> Click the following button to see the effect </p>

<form>

<input type = "button" value = "Click me" onclick = "fun();" />

</form>

</body>

</html>

### **Example**

In this example, there is an alert dialog box with a message and an OK button. Here, the alert box displays the URL of the corresponding page. The [URL](https://www.javatpoint.com/url-full-form) is defined by using the **alert(location.hostname);** statement.

<html>

<head>

<script type = "text/javascript">

function fun() {

alert(location.hostname);

}

</script>

</head>

<body>

<p> Click the following button to see the effect </p>

<form>

<input type = "button" value = "Click me" onclick = "fun();" />

</form>

</body>

</html>

# **JavaScript eval() function**

The **eval()** function in JavaScript is used to evaluate the expression. It is JavaScirpt's global function, which evaluates the specified string as JavaScript code and executes it.

The parameter of the **eval()** function is a string. If the parameter represents the statements, eval() evaluates the statements. If the parameter is an expression, eval() evaluates the expression. If the parameter of **eval()** is not a string, the function returns the parameter unchanged.

There are some limitations of using the **eval()** function, such as the **eval()** function is not recommended to use because of the security reasons. It is not suggested to use because it is slower and makes code unreadable.

### **Syntax**

eval(string)

### **Values**

It accepts a single parameter, which is defined as follows.

**string:** It represents a JavaScript expression, single statement, or the sequence of statements. It can be a variable, statement, or a JavaScript expression.

Let's understand the JavaScript **eval()** function by using illustrations.

### **Example1**

It is a simple example of evaluating an expression using the **eval()** function. In this example, there are some variables. We are applying the eval() function on variables a, b, and c to calculate the sum, multiplication, and subtraction.

<html>

<head>

<script>

var a = 10, b = 20, c = 30, sum, mul, sub;

sum = eval(" a + b + c ");

mul = eval(" a \* b \* c");

sub = eval(" a - b");

document.write(sum + "<br>");

document.write(mul + "<br>");

document.write(sub);

</script>

</head>

</html>

### **Example2**

In this example, we are calling a function using the **eval()** function. Here there is a function **fun()** having two arguments and returns the multiplication of both parameters.

We are calling the function in the **eval()** function, and storing the result in the **res** variable.

<html>

<head>

<script>

var res;

function fun(a, b){

return a \* b;

}

eval("res = fun(50, 50);");

document.write(res);

</script>

</head>

</html>

### **Example3 - Evaluate the string with JavaScript statements**

In this example, we are using the **eval()** function to evaluate the string with JavaScript statements. Here, there is string **str**, having JavaScript conditional **if-else** statement. We are matching the value of the variable **'x'**, if the value of **x** is **0**, the output will be **'SUNDAY'**, else the output will be **'MONDAY'**.

<html>

<head>

<script>

var x = 0;

var str = "if(x == 0) {'SUNDAY'} else 'MONDAY';";

document.write('The output is : ', eval(str));

</script>

</head>

</html>

### **Example - convert string to JavaScript Objects**

In this example, we are converting the string to JSON object. Here, the string **str** contains the data as opposed to the code. We have to switch the data to JSON that allows the string to use a subset of JavaScript syntax for representing the data.

Here, we are using the object **obj** to represent the data.

<html>

<head>

<script>

var str = '({"fname" : "Harry", "lname" : "Rickman"})';

var obj = eval(str);

document.write(obj.fname + " " + obj.lname);

</script>

</head>

</html>

# **JavaScript closest()**

The closest() method in JavaScript is used to retrieve the closest ancestor, or parent of the element matches the selectors. If there is no ancestor found, the method returns **null**.

This method traverses the element and its parents in the document tree, and the traversing continues until the first node is found that matches the provided selector string.

### **Syntax**

targetElement.closest(selectors);

In the above syntax, **selectors** is a string containing a selector (like **p:hover**, etc.) used to find a node.

Let's understand this method by using some illustrations.

### **Example1**

In this example, there are three div elements and a heading on which we are applying the **closest()** method. Here, the selectors that we are using are the **id** selector, **descendant** selector, **child** selector, and **:not** selector.

<!DOCTYPE html>

<html>

<body>

<div id = "div1"> This is the first div element.

<h3 id = "h"> This is a heading inside the div. </h3>

<div id = "div2"> This is the div inside the div element.

<div id="div3">This is the div element inside the second div element. </div>

</div>

</div>

<script>

var val1 = document.getElementById("div3");

var o1 = val1.closest("#div1");

var o2 = val1.closest("div div");

var o3 = val1.closest("div > div");

var o4 = val1.closest(":not(#div3)");

console.log(o1);

console.log(o2);

console.log(o3);

console.log(o4);

</script>

</body>

</html>

### **Example2**

This is another example of using [JavaScript](https://www.javatpoint.com/javascript-tutorial)'s **closest()** method.

<!DOCTYPE html>

<html>

<body>

<div id = "div1"> This is the div element.

<p id = "p1"> This is the paragraph element inside the div element.

<h3 id = "h"> This is the child of the paragraph element.

<p id = "p2"> This is the child of heading element of the paragraph element. </p>

</h3>

</p>

</div>

<script>

var val1 = document.getElementById("p2");

var o1 = val1.closest("p");

var o2 = val1.closest("h3");

var o3 = val1.closest("div");

console.log(o1);

console.log(o2);

console.log(o3);

</script>

</body>

</html>

# **JavaScript continue statement**

There is full control to handle loop statements in JavaScript. Sometimes, a situation occurs when we require to skip some code of the loop and move to the next iteration. It can be achieved by using JavaScript's **continue** statement.

The continue statement in JavaScript is used to jumps over an iteration of the loop. Unlike the **break** statement, the **continue** statement breaks the current iteration and continues the execution of next iteration of the loop. It can be used in **for loop, while loop,** and **do-while loop**. When it is used in **a while** loop, then it jumps back to the condition. If it is used in **for** loop, the flow moves to the update expression.

When we apply the **continue** statement, the program's flow immediately moves to the conditional expression, and if the condition is true, then the next iteration will be started; otherwise, the control exits the loop.

### **Syntax**

continue;

OR

continue[label];  // Using the label reference

It can be used with or without the label reference. The **label** is an identifier name for a statement. It is optional.

Let's understand the **continue** statement using some examples.

### **Example1**

In this example, we are using the **continue** statement in the **for** loop. Here the iteration of the loop begins with 1 and ends at 7. There is a conditional statement that checks when the iteration reaches at 4. When it is reached to 4, the iteration is skipped due to the **continue** statement and moves to the next iteration.

<!DOCTYPE html>

<html>

<body>

<h1> Example of the continue statement in JavaScript</h1>

<h3> Here, you can see that "a == 4" is skipped. </h3>

<p id = "para"> </p>

<script>

var res = "";

var a;

for (a = 1; a <=7; a++) {

if (a == 4) {

continue;

}

res += "The value of a is : " + a + "<br>";

}

document.getElementById("para").innerHTML = res;

</script>

</body>

</html>

### **Example2**

In this example, we are using the **continue** statement in the **while** loop. Here, we are defining an array **'rainbow'**. The iteration of the loop begins with 0 and ends at the length of the array. There is a conditional statement using the OR (||) operator, which checks when the iteration reaches to the values 'Magenta' and 'Skyblue". When it is reached to the appropriate values, the iteration is skipped due to the continue statement and moves to the next iteration.

<!DOCTYPE html>

<html>

<body>

<h1> Example of the JavaScript Continue Statement </h1>

<h3> You can see that the arrray values "Magenta" and "Skyblue" are skipped. </h3>

<script>

var rainbow = ["Violet", "Indigo", "Magenta", "Blue", "Skyblue", "Green", "Yellow", "Orange", "Red"];

var i = 0;

var res = "";

while(i<rainbow.length){

if (rainbow[i] == "Magenta" || rainbow[i] == "Skyblue") {

i++;

continue;

}

res = "";

res += rainbow[i] + "<br>";

i++;

document.write(res);

}

</script>

</body> </html>

### **Example3**

In this example, we are using a label with the continue statement. There is a nested for loop in which the outer loop is labeled as **'label1'** and the inner loop is labeled as **'label2'**.

<!DOCTYPE html>

<html>

<body>

<p> This is an example of the continue statement with the label </p>

<p id="para"></p>

<script>

var res = "";

var i, j;

label1: // This loop is labeled as "label1"

for (i = 1; i<=5; i++) {

res += "<br>" + "i = " + i + ", j = ";

label2: // This loop is labeled as "label2"

for (j = 1; j <= 4; j++) {

if (j == 2) {

continue label2;

}

document.getElementById("para").innerHTML = res += j + " ";

}

}

</script>

</body>

</html>

# **JavaScript getAttribute() method**

The **getAttribute()** method is used to get the value of an attribute of the particular element. If the attribute exists, it returns the string representing the value of the corresponding attribute. If the corresponding attribute does not exist, it will return an empty string or null.

It is different from the **getAttributeNode()** method. The **getAttributeNode()** method returns the attribute as an Attr object.

### **Syntax**

element.getAttribute(attributename)

### **Parameter Values**

**attributename:** It is the required parameter. It is the name of the attribute we want to get the value from.

### **Example1**

In this example, there are two **div** elements with id **div1** and **div2**, each having **style** attribute. We are getting the value of [**style**](https://www.javatpoint.com/html-style) attribute by using the **getAttribute()** method.We have to click the given button to get the value of the **style** attribute of given div elements.

<!DOCTYPE html>

<html>

<body>

<h1>Example of the getAttribute() Method </h1>

<div id = "div1" style = "background-color: yellow; font-size: 25px; color: red; border: 2px solid red;">This is first div element.</div><br>

<div id = "div2" style = "background-color: lightblue; font-size: 25px; color: blue; border: 2px solid blue;">This is second div element.</div><br>

<button onclick = "fun()">Click me!</button>

<p id = "p"></p>

<p id = "p1"></p>

<script>

function fun() {

var val = document.getElementById("div1").getAttribute("style");

document.getElementById("p").innerHTML = val;

var val1 = document.getElementById("div2").getAttribute("style");

document.getElementById("p1").innerHTML = val1;

}

</script>

</body>

</html>

### **Example2**

We can also get the value of **onclick** attribute of the button element. In this example, we are extracting the value of **onclick** attribute and the value of **href** attribute. There is an anchor element with the **href** attribute; we are getting this attribute's value using the **getAttribute()** method.

<!DOCTYPE html>

<html>

<body>

<h1>Welcome to the iHub.com</h1>

<h2>Example of the getAttribute() Method</h2>

<div id = "div1" style = "background-color: yellow; font-size: 25px; color: red; border: 2px solid red;">This is the div element.</div><br>

<a href = "http://www.ihubtalent.com/" id = "link">iHubtalent.com </a><br><br>

<button onclick = "fun()" id = "btn">Click me!</button>

<p id = "p"></p>

<p id = "p1"></p>

<script>

function fun() {

var val = document.getElementById("btn").getAttribute("onclick");

document.getElementById("p").innerHTML = val;

var val1 = document.getElementById("link").getAttribute("href");

document.getElementById("p1").innerHTML = val1;

}

</script>

</body>

</html>

# **JavaScript hide elements**

In JavaScript, we can hide the elements using the **style.display** or by using the **style.visibility**. The **visibility** property in JavaScript is also used to hide an element. The difference between the **style.display** and **style.visibility** is when using **visibility: hidden,** the tag is not visible, but space is allocated. Using **display: none,** the tag is also not visible, but there is no space allocated on the page.

In HTML, we can use the **hidden** attribute to hide the specified element. When the **hidden** attribute in HTML sets to true, the element is hidden, or when the value is **false,** the element is visible.

### **Syntax**

The general syntax to hide an element using **style.hidden** and **style.visibility** is given as follows.

Using **style.hidden**

document.getElementById("element").style.display = "none";

Using **style.visibility**

document.getElementById("element").style.visibility = "none";

Now, let's see some examples to understand the hiding of elements in javascript.

### **Example1**

In this example, we will see how to remove elements by using JavaScript's **style.display** property. Here, there is a **div** element and a paragraph element that gets hide on clicking the given HTML button. We have to click the **'Click me!'** button to see the effect.

<!DOCTYPE html>

<html>

<body>

<h1>Welcome to the ihubtalent.com</h1>

<h2>Example of the JavaScript's style.display property</h2>

<div id = "div" style = "background-color: yellow; font-size: 25px; color: red; border: 2px solid red;">This is the div element.</div>

<p id = "p"> This is a paragraph element. </p>

<button onclick = "fun()" id = "btn">Click me!</button>

<script>

function fun() {

document.getElementById("div").style.display = "none";

document.getElementById("p").style.display = "none";

}

</script>

</body>

</html>

### **Example2**

In this example, we will see how to hide elements by using JavaScript's **style.visibliity** property. Here, a div element and a paragraph element get hidden, but their space is still allocated.

We have to click the **'Click me!'** button to see the effect.

<!DOCTYPE html>

<html>

<body>

<h1>Welcome to the ihubtalent.com</h1>

<h2>Example of the JavaScript's style.visibility property</h2>

<div id = "div" style = "background-color: yellow; font-size: 25px; color: red; border: 2px solid red;">This is the div element.</div>

<p id = "p"> This is a paragraph element. </p>

<button onclick = "fun()" id = "btn">Click me!</button>

<script>

function fun() {

document.getElementById("div").style.visibility = "hidden";

document.getElementById("p").style.visibility = "hidden";

}

</script>

</body>

</html>

### **Example3**

In this example, we are using both **style.display** and **style.visibility** JavaScript properties to see the difference between both of them. Here, there is a **div** element and **<h3>** heading element on which we are applying the properties. We are hiding the **div** element by applying the **style.display** property, and hiding the **<h3>** element by applying the **style.visibility** property.

We have to click the **'Click me!'** button to see the effect.

<!DOCTYPE html>

<html>

<body>

<h1>Welcome to the ihubtalent.com</h1>

<h2>Using both style.visibility and style.display properties</h2>

<div id = "div" style = "background-color: yellow; font-size: 25px; color: red; border: 2px solid red;">This is the div element.</div>

<p> This is a paragraph element. </p>

<h3 id = "heading"> This is the heading after the paragraph element. </h3>

<button onclick = "fun()" id = "btn">Click me!</button>

<script>

function fun() {

document.getElementById("div").style.visibility = "hidden";

document.getElementById("heading").style.display = "none";

}

</script>

</body>

</html>

# **JavaScript prompt() dialog box**

The **prompt()** method in JavaScript is used to display a prompt box that prompts the user for the input. It is generally used to take the input from the user before entering the page. It can be written without using the **window** prefix. When the prompt box pops up, we have to click "OK" or "Cancel" to proceed.

The box is displayed using the **prompt()** method, which takes two arguments: The first argument is the label which displays in the text box, and the second argument is the default string, which displays in the textbox. The prompt box consists of two buttons, **OK** and **Cancel**. It returns null or the string entered by the user. When the user clicks "OK," the box returns the input value. Otherwise, it returns null on clicking "Cancel".

The prompt box takes the focus and forces the user to read the specified message. So, it should avoid overusing this method because it stops the user from accessing the other parts of the webpage until the box is closed.

### **Syntax**

prompt(message, default)

### **Values**

The parameter values of this function are defined as follows.

**message:** It is an optional parameter. It is the text displays to the user. We can omit this value if we don't require to show anything in the prompt.

**default:** It is also an optional parameter. It is a string that contains the default value displayed in the textbox.Let's see some examples of the JavaScript prompt() method.

### **Example1**

In this example, there is a simple prompt box with a message and two buttons (OK and Cancel). Here, there is an HTML button which is used for displaying the prompt box. We are using the **onclick** attribute and call the **fun()** function where the **prompt()** is defined.

<html>

<head>

<script type = "text/javascript">

function fun() {

prompt ("This is a prompt box", "Hello world");

}

</script>

</head>

<body>

<p> Click the following button to see the effect </p>

<form>

<input type = "button" value = "Click me" onclick = "fun();" />

</form>

</body>

</html>

### **Example2**

It is another example of using the **prompt()** method.

<!DOCTYPE html>

<html>

<head>

<title>JavaScript prompt() method</title>

<script>

function fun() {

var a = prompt("Enter some text", "the iHubTalent.com");

if (a != null) {

document.getElementById("para").innerHTML = "Welcome to " + a;

}

}

</script>

</head>

<body style = "text-align: center;">

<h1 style = "color: red;">Hello World</h1>

<h2>Example of the JavaScript prompt() method</h2>

<button onclick = "fun()">Click me</button>

<p id = "para"></p>

</body>

</html>

### **Example3**

In this example, there is a prompt box with a message and buttons. Here, we are using the line-breaks in the message of the box. The line breaks are defined by using the **'\n'**. The line breaks make the message readable and clear. We have to click the given button to see the effect.

<html>

<head>

<script type = "text/javascript">

function fun() {

prompt(" Hello World \n Welcome to the iHubtalent.com \n This is a prompt box ");

}

</script>

</head>

<body>

<p> Click the following button to see the effect </p>

<form>

<input type = "button" value = "Click me" onclick = "fun();" />

</form>

</body>

</html>

# **JavaScript removeAttribute() method**

This method is used to remove the specified attribute from the element. It is different from the **removeAttributeNode()** method. The **removeAttributeNode()** method removes the particular Attr object, but the **removeAttribute()** method removes the attribute with the specified name.

### **Syntax**

element.removeAttribute(attributename)

### **Parameter Values**

**attributename:** It is the required parameter that specifies the attribute's name to remove from the element. If the attribute doesn't exist, the method doesn't create any error.

Let us understand it by using some examples.

### **Example1**

In this example, there are two paragraph elements with id **para,** and **para1** belongs to the same class **jtp**. Here, we are removing the **class** attribute of these paragraph elements. We have to click the given HTML button to see the effect.

<!DOCTYPE html>

<html>

<head>

<title>The removeAttribute Method</title>

<style>

.jtp {

color: red;

background-color: yellow;

}

</style>

</head>

<body>

<h1>Welcome to the iHub.com</h1>

<h2>Example of the removeAttribute() Method</h2>

<p id = "para" class = "jtp">This is a paragraph element.</p>

<p id = "para1" class = "jtp">This is second paragraph element.</p>

<button onclick = "fun()">Click me!</button>

<script>

function fun() {

document.getElementById("para").removeAttribute("class");

document.getElementById("para1").removeAttribute("class");

}

</script>

</body>

</html>

### **Example2**

In this example, there are two div elements with id **div1** and **div2**. We are applying the **style** attribute to these div elements.

Here, we are removing the **style** attribute of these div elements. We have to click the given HTML button to see the effect.

<!DOCTYPE html>

<html>

<head>

<title>The removeAttribute Method</title>

<style>

.jtp {

color: red;

background-color: yellow;

}

</style>

</head>

<body>

<h1>Welcome to the iHub.com</h1>

<h2>Example of the removeAttribute() Method</h2>

<div id = "div1" style = "background-color: yellow; font-size: 25px; color: red; border: 2px solid red;">This is first div element.</div><br>

<div id = "div2" style = "background-color: lightblue; font-size: 25px; color: blue; border: 2px solid blue;">This is second div element.</div><br>

<button onclick = "fun()">Click me!</button>

<script>

function fun() {

document.getElementById("div1").removeAttribute("style");

document.getElementById("div2").removeAttribute("style");

}

</script>

</body>

</html>

Similarly, we can use the **removeAttribute()** method to remove the **target** attribute, **align** attribute, **readonly** attribute, and many more.

# **JavaScript reset**

In HTML, we can use the **reset** button to reset the form. In this article, we are discussing how to reset the form using JavaScript.

In JavaScript, the **reset()** method does the same thing as the HTML **reset** button. It is used to clear all the values of the form elements. It can be used to set the values to default. It does not require any parameter values and also does not return any value.

### **Syntax**

formElement.reset()

### **Example**

To illustrate the use of **reset()** method in JavaScript, we are creating a simple HTML document into which we have created a form with the **id = "myForm"**. In this form, there are four text fields: **"First Name", "Last Name", "Age",** and **"E-mail Id"**. There are two buttons that are **"Submit"**, and **"Reset data"**. When we click the **Reset data** button, it calls the function **fun(),** where we have defined the JavaScript's **reset()** method.

In the function **fun()**, we are first taking the reference of the form required to reset, and then we are applying the **reset()** method over it. Now, let's see the code for the same.

<!DOCTYPE html>

<html>

<body style = "text-align: center;">

<div style = "background: pink;">

<font color = "red" size = "6px">

<b> Example of the reset() method </b>

</font>

</div>

<div style = "background: lightblue;">

<form id = "myForm" action = "#" style = "font-size: 20px;" >

<p> First Name: <input type = "text" id = "fname" /></p>

<p> Last Name: <input type = "text" id = "lname" /></p>

<p> E-mail Id:   <input type = "email" id = "email" /></p>

<p> Age:         <input type = "number" id = "age" /></p>

<input type = "submit">

<input type = "button" value = "Reset data" onClick = "fun()"/>

</form>

</div>

<script>

function fun(){

document.getElementById("myForm").reset();

}

</script>

</body>

</html>

# **JavaScript return**

The **return** statement is used to return a particular value from the function to the function caller. The function will stop executing when the **return** statement is called. The **return** statement should be the last statement in a function because the code after the **return** statement will be unreachable.

We can return primitive values (such as Boolean, number, string, etc.) and Object types (such as functions, objects, arrays, etc.) by using the **return** statement.

We can also return multiple values using the **return** statement. It cannot be done directly. We have to use an **Array** or **Object** to return multiple values from a function.

### **Syntax**

return expression;

The **expression** in the above syntax is the value returned to the function caller. It is optional. If the **expression** is not specified, the function returns **undefined**.

It is not allowed to use a line terminator between the **return** keyword and value. We can understand it by using the following lines. Suppose we are writing the **return** statement as follows:

return

x + y;

Then, it will be transformed into -

return;

x + y;

There is the automatic insertion of the semicolon after the **return** statement. The code written after the **return** statement (**x + y;**) will be considered as the **unreachable code**.

We can use parentheses to prevent this problem. It can be written as -

return (

x + y;

);

### **Example1**

This is a simple example of using the **return** statement. Here, we are returning the result of the product of two numbers and returned back the value to the function caller.

The variable **res** is the function caller; it is calling the function **fun()** and passing two integers as the arguments of the function. The result will be stored in the **res** variable. In the output, the value **360** is the product of arguments **12** and **30**.

<!DOCTYPE html>

<html>

<body>

<h3> Example of the JavaScript's return statement </h3>

<script>

var res = fun(12, 30);

function fun(x, y){

return x \* y;

}

document.write(res);

</script>

</body>

</html>

### **Example2**

Here, we are interrupting a function using the **return** statement. The function stops executing immediately when the **return** statement is called.

There is an infinite **while** loop and variable **i,** which is initialized to 1. The loop continues until the value of **i** reached to **4**. When the variable's value will be 4, the loop stops its execution because of the **return** statement. The statement after the loop will never get executed.

Here, the **return** statement is without using the **expression**, so it returns **undefined.**

<!DOCTYPE html>

<html>

<body>

<h2> Welcome to the iHub.com </h2>

<h3> Example of the JavaScript's return statement </h3>

<script>

var x = fun();

function fun() {

var i = 1;

while(i) {

document.write(i + '<br>');

if (i == 4) {

return;

}

document.write(i + '<br>');

i++;

}

}

</script>

</body>

</html>

Now, we will see how to return multiple values using the **return** statement. Usually, the JavaScript functions returns a single value, but we can return multiple values by using the **array** or **object**. To return multiple values, we can pack the values as the object's properties or array elements.

### **Example3 - Returning multiple values using Array**

In this example, we are returning multiple values by using the **Array**. Here, we are using the **ES6 Array destructuring** syntax to unpack the values of array.

<!DOCTYPE html>

<html>

<body>

<h1> Welcome to the iHub.com </h1>

<h3> This is an example of returning multiple values using array </h3>

<script>

function getData() {

let fname = 'John',

lname = 'Rickman',

age = '25',

occupation = 'Private Employee';

return [fname, lname, age, occupation];

}

const [fname, lname, age, occupation] = getData();

document.write("Name = " + fname + " " + lname + "<br>");

document.write("Age = " + age + "<br>");

document.write("Occupation = " + occupation);

</script>

</body>

</html>

### **Example4 - Returning multiple values using object**

In this example, we are returning multiple values by using the **Object**. Here, we are using the **ES6 Object destructuring** syntax to unpack the values of the object.

<!DOCTYPE html>

<html>

<body>

<h1> Welcome to the iHub.com </h1>

<h3> This is an example of returning multiple values using object </h3>

<script>

function getData() {

let fname = 'John',

lname = 'Rickman',

age = '25',

occupation = 'Private Employee';

return {

fname,

lname,

age,

occupation

};

}

let {fname, lname, age, occupation} = getData();

document.write("Name = " + fname + " " + lname + "<br>");

document.write("Age = " + age + "<br>");

document.write("Occupation = " + occupation);

</script>

</body>

</html>

# **JavaScript String split()**

As the name implies, the **split()** method in JavaScript splits the string into the array of substrings, puts these substrings into an array, and returns the new array. It does not change the original string.

When the string is empty, rather than returning an empty array, the **split()** method returns the array with an empty string. The empty array is returned when both string and separator are empty strings.

### **Syntax**

string.split(separator, limit)

The function arguments are discussed as follows.

**separator:** It is an optional parameter. It can be a regular expression or a simple string. It specifies the point where the split should take place.

If it has multiple characters, then the sequence of the entire character must be found to split.

If the separator is not present in the given string, or if it is omitted, then the entire string becomes a single array element. In these cases, the returned array contains a single element consisting of the entire string.

If the separator is present at the beginning or the end of the string, then it still has the effect of splitting. The returned array consists of an empty string of zero length that appears at the beginning or the last position of the returned array.

**limit:** It is also an optional parameter. It is a non-negative integer that specifies the number of limits. It defines the higher limit on the number of splits to be found in the given string. If it is given, it splits the string at each occurrence of the specified **separator**. It stops when the limit entries have been placed in the array.

An array can contain fewer entries than the given limit. It happens when the end of the string is reached before the limit is reached.

Let's understand the **split()** method using some examples.

### **Example1**

In this example, the **split()** function splits the string **str** wherever the whitespace (" ") occurs and returns an array of strings. Here, we are using the limit argument and providing the value of the **limit** argument to **3**.

<!DOCTYPE html>

<html>

<head>

<script>

var str = 'Welcome to the ihubtalent.com'

var arr = str.split(" ", 3);

document.write(arr);

</script>

</head>

</html>

### **Example2**

In this example, we are using the letter **'t'** as the separator of the given string. The **split()** function will make an array of strings by splitting the given string at each occurrence of the letter **'t'.**

Here, we are not specifying the **limit** argument.

<!DOCTYPE html>

<html>

<head>

<script>

var str = 'Welcome to the ihubtalent.com'

var arr = str.split("t");

document.write(arr);

</script>

</head>

</html>

### **Example3**

In this example, we are omitting the **separator** parameter. In the output, we can see that the returned array contains a single element consists of the given string.

<!DOCTYPE html>

<html>

<head>

<script>

var str = 'Welcome to the iHub.com'

var arr = str.split();

document.write(arr);

</script>

</head>

</html>

### **Example4**

Here, we are defining the **limit** parameter and using the letter **'o'** as the separator of the given string. The **split()** function will create an array of strings by splitting the given string wherever the given letter **'o'** occurs until the limit is reached.

The limit parameter limits the number of splits to 2 because we are defining **2** as the value of the limit. In the output, we can see that the splitting only happens twice.

<!DOCTYPE html>

<html>

<head>

<script>

var str = 'Welcome to the iHub.com'

var arr = str.split("o", 2);

document.write(arr);

</script>

</head>

</html>

# **JavaScript typeof operator**

The JavaScript **typeof** operator is used to return a string that represents the type of JavaScript for a given value. It returns the data type of the operand in the form of a string. The operand can be a literal or a data structure like a function, an object, or a variable.

### **Syntax**

There are following two ways of using the typeof operator.

typeof operand

or

typeof (operand)

### **Values**

**operand:** It is an expression that represents the object or primitive whose type is to be returned.

The possible return values of the **typeof** operator are tabulated as follows:

|  |  |
| --- | --- |
| **Type of the operand** | **Result** |
| **object** | "object" |
| **number** | "number" |
| **string** | "string" |
| **boolean** | "boolean" |
| **function** | "function" |
| **undefined** | "undefined" |

Let's understand this operator by using some examples.

### **Example1**

In this example, the operands are of number type. The **typeof** operator will print the **"number"** as the type of the operand, whether the operand is a negative interger, floating-point number, infinity, NaN, zero, or any integer.

<html>

<head>

<script>

document.write(typeof (45) + "<br>"); // results: "number"

document.write(typeof (-90) + "<br>"); // results: "number"

document.write(typeof (0) + "<br>"); // results: "number"

document.write(typeof (22.6) + "<br>"); // results: "number"

document.write(typeof (Infinity) + "<br>"); // results: "number"

document.write(typeof (NaN)); // results: "number". Although NaN is "Not-A-Number"

</script>

</head>

</html>

### **Example2**

In this example, the operands are of string type. The **typeof** operator will print the **"string"** as the type of the operand, whether the operand is an empty string, collection of characters, number written in quotes.

<html>

<head>

<script>

document.write(typeof ("") + "<br>"); // results: "string"

document.write(typeof ("ihubtalent.com") + "<br>"); // results: "string"

document.write(typeof ("20") + "<br>"); // results: "string"

document.write(typeof (typeof 1) + "<br>"); // results: "string"

document.write(typeof String(12)); // wrapping in String function will results: "string"

</script>

</head>

</html>

### **Example3**

In this example, the operands are of Boolean type. The **typeof** operator will print the **"boolean",** as the type of the operand, if the operand is **true**, or **false**.

<html>

<head>

<script>

document.write(typeof (true) + "<br>"); // results: "boolean"

document.write(typeof (false) + "<br>"); // results: "boolean"

document.write(typeof Boolean(20) + "<br>"); // wrapping in Boolean function will results: "boolean"

</script>

</head>

</html>

### **Example4**

In this example, the operands are of undefined type. The **typeof** operator will print the **"undefined"** as the type of the operand. Here, the type of **Null** is **undefined**, it is because it is written as **Null** instead of **null**. If we write it as **null**, the type of it will be **object.**

<html>

<head>

<script>

document.write(typeof Null + "<br>"); // results: "undefined"

document.write(typeof undefined + "<br>"); // results: "undefined"

document.write(typeof a + "<br>"); // results: "undefined"

</script>

</head>

</html>

### **Example5**

In this example, the operands are of **Object** and **Function** type. The **typeof** operator will print the **"object"** and **"function",** according to the type of the operand.

<html>

<head>

<script>

document.write(typeof null + "<br>"); // results: "object"

document.write(typeof [1, 2, 'hello'] + "<br>"); // results: "object"

document.write(typeof {a: 'hello'} + "<br>"); // results: "object"

document.write(typeof [1, 2, 3, 4] + "<br>"); // results: "object"

document.write(typeof function(){} + "<br>"); // results: "function"

document.write(typeof class hello{} + "<br>"); // results: "function"

</script>

</head>

</html>

# **JavaScript ternary operator**

During coding in any language, we use various ways to handle conditional situations. The common one is the use of **if** statement; instead of using **the if** statement, we can use the ternary operator in JavaScript. The ternary operator assigns a value to the variable based on a condition provided to it.

It is the only operator in JavaScript that takes three operands. The working of this operator is the same as the **if-else** conditional statement. We can say that it is the shortcut of the **if-else**.

This operator includes three operands: a condition followed by a question mark (?) sign, and two expressions separated by the colon (:). The first expression is executed when the condition is true, and the second expression is executed when the condition is false.

### **Syntax**

var a = (condition) ? expr1 : expr2;

In the above syntax, **condition, expr1,** and **expr2** are the three operands used in the ternary operator. The value is assigned to the variable **'a'** based on the provided condition. The condition is evaluated as a Boolean value; based on its result, the operator assigns the result to the variable. It assigns the first expression on the true value of the condition and assigns the second expression on the false value of the condition.

Let's see an example of using the **ternary** operator in JavaScript.

### **Example**

This is a simple example of checking whether the number is odd or even using the ternary operator. The result will display using the **alert()** dialog box.

<!DOCTYPE html>

<html>

<head>

<script>

let a = 358;

let val = ( a % 2 == 0) ? 'Even Number' : 'Odd Number';

alert(val);

</script>

</head>

<body>

<h1> Welcome to the iHub.com </h1>

<h3> This is an example of ternary operator. </h3>

</body>

</html>

# **JavaScript reload() method**

In JavaScript, the **reload()** method is used to reload a webpage. It is similar to the refresh button of the browser. This method does not return any value.

### **Syntax**

location.reload()

This method can have optional parameters **true** and **false**. The **true** keyword force to reload the page from the server, while the **false** keyword reloads the page from the cache.

The **false** is the default parameter of this method, so if we omitted the parameter's value, the **reload()** method reloads the page from the cache. It means that the **object.reload()** is same as the **object.reload(false)**.

Let's see an example of using the **location.reload()** method.

### **Example**

Here, the function **fun()** contains the **location.reload()** method. We are calling the function **fun()** using the **onclick** attribute of the **button** element. So, we have to click the given HTML **'Reload'** button to see the effect. After clicking the button, the page will reload.

<!DOCTYPE html>

<html>

<head>

<title>location.reload() method</title>

<script>

function fun() {

location.reload();

}

</script>

</head>

<body>

<h1> Welcome to the iHub.com </h1>

<h2> This is an example of location.reload() method </h2>

<p> Click the following 'Reload' button to see the effect. </p>

<button onclick = "fun()"> Reload </button>

</body>

</html>

In the above example, instead of calling the **fun()** function, we can also attach the **location.reload()** method to the button markup. It can be done as given below:

**<button** onclick = "location.reload()"**>** Reload **</button>**

Using the above syntax, we do not require creating any [JavaScript](https://www.javatpoint.com/javascript-tutorial) function to reload the page.

# **JavaScript setAttribute()**

The **setAttribute()** method is used to set or add an attribute to a particular element and provides a value to it. If the attribute already exists, it only set or changes the value of the attribute. So, we can also use the **setAttribute()** method to update the existing attribute's value. If the corresponding attribute does not exist, it will create a new attribute with the specified name and value. This method does not return any value. The attribute name automatically converts into lowercase when we use it on an HTML element.

Although we can add the **style** attribute using the **setAttribute()** method, but it is recommended not to use this method for styling. For adding styles, we can use the properties of the style object that will effectively change the style. It can be clear with the following code.

**Incorrect way**

It is recommended not to use it to change the style.

element.setAttribute("style", "background-color: blue;");

**Correct way**

The correct way to change the style is given below.

element.setAttribute.backgroundColor = "blue";

To get the value of an attribute, we can use the **getAttribute()** method, and to remove a specific attribute from an element, we can use the **removeAtrribute()** method.

If we are adding a Boolean attribute such as **disabled**, then whatever the value it has, it is always considered as **true**. If we require to set the value of the Boolean attribute to **false**, we have to remove the entire attribute using the **removeAttribute()** method.

### **Syntax**

element.setAttribute(attributeName, attributeValue)

The arguments of this method are not optional. Both parameters must be included when using this method. The parameter values of this method are defined as follows.

### **Parameter Values**

**attributeName:** It is the name of the attribute that we want to add to an element. It cannot be left empty; i.e., it is not optional.

**attributeValue:** It is the value of the attribute that we are adding to an element. It is also not an optional value.

Let's understand how to use **setAttribute()** method by using some illustrations.

### **Example1**

In this example, we are adding a **href** attribute with a value of **"https://www.iHubTalent.com/"** to the **<a>** tag with **id = "link"**.

<html>

<head>

<title> JavaScript setAttribute() method </title>

<script>

function fun() {

document.getElementById("link").setAttribute("href", "https://www.iHubTalent.com/");

}

</script>

</head>

<body style = "text-align: center;">

<h2> It is an example of adding an attribute using the setAttribute() method. </h2>

<a id = "link">ihubtalent.com </a>

<p> Click the follwing button to see the effect. </p>

<button onclick = "fun()"> Add attribute </button>

</body>

</html>

### **Example2**

In this example we are updating the value of a existing attribute using the **setAttribute()** method. Here, we are converting a textfield to a button by changing the value of **type** attribute from **text** to **button**.

We have to click the specified button to see the effect.

<html>

<head>

<title> JavaScript setAttribute() method </title>

<script>

function fun() {

document.getElementById("change").setAttribute("type", "button");

}

</script>

</head>

<body style = "text-align: center;">

<h2> It is an example to update an attribute's value using the setAttribute() method. </h2>

<input id = "change" type = "text" value = "iHub"/>

<p> Click the follwing button to see the effect. </p>

<button onclick = "fun()"> Change </button>

</body>

</html>

### **Example3**

Here, we are adding a Boolean attribute **disabled** to disable the specified button. If we set the value of the **disabled** attribute to an empty string, then it is automatically sets to true which causes the button to be disabled.

<html>

<head>

<title> JavaScript setAttribute() method </title>

<script>

function fun() {

document.getElementById("btn").setAttribute("disabled", "");

}

</script>

</head>

<body style = "text-align: center;">

<h2> Example of the setAttribute() method. </h2>

<p> Click the following button to see the effect </p>

<button onclick = "fun()" id = "btn"> Click me </button>

</body>

</html>

# **JavaScript setInterval() method**

The **setInterval()** method in JavaScript is used to repeat a specified function at every given time-interval. It evaluates an expression or calls a function at given intervals. This method continues the calling of function until the window is closed or the **clearInterval()** method is called. This method returns a numeric value or a non-zero number that identifies the created timer.

Unlike the **setTimeout()** method, the **setInterval()** method invokes the function multiple times. This method can be written with or without the **window** prefix.

The commonly used syntax of **setInterval()** method is given below:

### **Syntax**

window.setInterval(function, milliseconds);

### **Parameter values**

This method takes two parameter values **function** and **milliseconds** that are defined as follows.

**function:** It is the function containing the block of code that will be executed.

**milliseconds:** This parameter represents the length of the time interval between each execution. The interval is in milliseconds. It defines how often the code will be executed. If its value is less than 10, the value 10 is used.

## How to stop the execution?

We can use the **clearInterval()** method to stop the execution of the function specified in **setInterval()** method. The value returned by the **setInterval()** method can be used as the argument of **clearInterval()** method to cancel the timeout.

Let's understand the use of **setInterval()** method by using some illustrations.

### **Example1**

This is a simple example of using the **setInterval()** method. Here, an alert dialog box displays at an interval of 3 seconds. We are not using any method to stop the execution of the function specified in **setInterval()** method. So the method continues the execution of the function until the window is closed.

**<html>**

**<body>**

**<h1>** Hello World :) :) **</h1>**

**<h3>** This is an example of using the setInterval() method **</h3>**

**<p>** Here, an alert dialog box displays on every three seconds. **</p>**

**<script>**

var a;

a = setInterval(fun, 3000);

function fun() {

alert(" Welcome to the iHubTalent.com ");

}

**</script>**

**</body>**

**</html>**

### **Example2**

Here, the background color will change on every 200 milliseconds. We are not using any method to stop the execution of the function specified in **setInterval()** method. So the method continues the execution of the function until the window is closed.

<html>

<body>

<h1> Hello World :) :) </h1>

<h3> This is an example of using the setInterval() method </h3>

<p> Here, the background color changes on every 200 milliseconds. </p>

<script>

var var1 = setInterval(color, 200);

function color() {

var var2 = document.body;

var2.style.backgroundColor = var2.style.backgroundColor == "lightblue" ? "lightgreen" : "lightblue";

}

</script>

</body>

</html>

### **Example3**

In the above example, we have not used any method to stop the toggling between the colors. Here, we are using the **clearInterval()** method to stop the toggling of colors in the previous example.

We have to click the specified **stop** button to see the effect.

<html>

<body>

<h1> Hello World :) :) </h1>

<h3> This is an example of using the setInterval() method </h3>

<p> Here, the background color changes on every 200 milliseconds. </p>

<button onclick = "stop()"> Stop </button>

<script>

var var1 = setInterval(color, 200);

function color() {

var var2 = document.body;

var2.style.backgroundColor = var2.style.backgroundColor == "lightblue" ? "lightgreen" : "lightblue";

}

function stop() {

clearInterval(var1);

}

</script>

</body>

</html>

The color of the background will start changing after 200 milliseconds. On clicking the specified **stop** button, the toggling between the colors will be stopped on the corresponding background color.

# **JavaScript setTimeout() method**

The **setTimeout()** method in JavaScript is used to execute a function after waiting for the specified time interval. This method returns a numeric value that represents the ID value of the timer.

Unlike the **setInterval()** method, the **setTimeout()** method executes the function only once. This method can be written with or without the **window** prefix.

We can use the **clearTimeout()** method to stop the timeout or to prevent the execution of the function specified in the **setTimeout()** method. The value returned by the **setTimeout()** method can be used as the argument of the **clearTimeout()** method to cancel the timer.

The commonly used syntax of the **setTimeout()** method is given below.

### **Syntax**

window.setTimeout(function, milliseconds);

### **Parameter values**

This method takes two parameter values **function** and **milliseconds** that are defined as follows.

**function:** It is the function containing the block of code that will be executed.

**milliseconds:** This parameter represents the time-interval after which the execution of the function takes place. The interval is in milliseconds. Its default value is 0. It defines how often the code will be executed. If it is not specified, the value **0** is used.

Let's understand the use of **setTimeout()** method by using some illustrations.

### **Example1**

This is a simple example of using the **setTimeout()** method. Here, an alert dialog box will display at an interval of two seconds. We are not using any method to prevent the execution of the function specified in **setTimeout()** method. So the **setTimeout()** method executes the specified function only once, after the given time interval.

<html>

<body>

<h1> Hello World :) :) </h1>

<h3> This is an example of using the setTimeout() method </h3>

<p> Here, an alert dialog box will display after two seconds. </p>

<script>

var a;

a = setTimeout(fun, 2000);

function fun() {

alert(" Welcome to the iHubtalent.com ");

}

</script>

</body>

</html>

### **Example2**

It is another example of using the **setTimeout()** method. Here, a new tab opens after a time interval of two seconds and gets close after two seconds of opening. We are using the **window.open()** method to open a new tab and **window.close()** method to close the opened tab.

Because we are not using any method to prevent the execution of the function specified in **setTimeout()** method. So the function gets execute only once, after the given time interval.

<html>

<body>

<h1> Hello World :) :) </h1>

<h3> This is an example of using the setTimeout() method </h3>

<p> Here, a new tab will open after 2 seconds and close after 2 seconds. </p>

<script>

var a = setTimeout(fun1, 2000);

function fun1(){

var win1 = window.open();

win1.document.write(" <h2> Welcome to the iHubtalent.com </h2>");

setTimeout(function(){win1.close()}, 2000);

}

</script>

</body>

</html>

### **Example3**

In the above examples, we have not used any method to prevent the execution of function specified in **setTimeout()**. Here, we are using the **clearTimeout()** method to stop the function's execution.

We have to click the given **stop** button before two seconds to see the effect.

<html>

<body>

<h3> This is an example of using the setTimeout() method </h3>

<p> Click the following button before 2 seconds to see the effect. </p>

<button onclick = "stop()"> Stop </button>

<script>

var a = setTimeout(fun1, 2000);

function fun1(){

var win1 = window.open();

win1.document.write(" <h2> Welcome to the iHubTalent.com </h2>");

setTimeout(function(){win1.close()}, 2000);

}

function stop() {

clearTimeout(a);

}

</script>

</body></html>

# **JavaScript string includes()**

The JavaScript string **includes()** method is used to determine whether or not the specified substring is present in the given string. It is a case-sensitive method. It returns the Boolean value, either **true** or **false**. It returns true if the string contains the specified substring and returns false if not.

It does not change the value of the original string.

### **Syntax**

The following syntax represents the **includes()** method:

string.includes(searchValue, start);

### **Parameter values**

The parameter values of this method are defined as follows:

**searchValue:** It is a required parameter. It is the substring to search for.

**start:** It is an optional parameter. It represents the position where to start the searching in the string. Its default value is 0. When it is omitted, the search will begin from the initial position of the string, i.e., from **0**.

Let's understand the **includes()** method using some examples.

### **Example1**

It is a simple example to determine whether the given string contains the specified substring. Here, we are declaring a variable **str** and assigning a string value **'Welcome to the iHubtalent.com'** to it. Then we use the **includes()** method for determining whether the given substring ('**to**') is present or not.

Here, we are not defining the position to start the search. So, the search will begin from the initial position of the string.

<!DOCTYPE html>

<html>

<body>

<h3>Example of using the JavaScript's string includes() method. </h3>

<script>

let str = "Welcome to the iHubTalent.com";

document.write(" <b> The given string is: </b>", str);

document.write("<br>");

let res = str.includes('tO');

document.write(" <b> The result is: </b> ", res);

</script>

</body>

</html>

### **Example2**

In this example, we are determining whether the **includes()** method is case-sensitive or not. The given string is **'Welcome to the iHubTalent.com'**. We are searching for the substring **'TO'** in the given string.

Although the word **'to'** is present in the given string, but the method is case-sensitive so, it will return the Boolean value **false**.

<!DOCTYPE html>

<html>

<body>

<h3> Example of using the JavaScript?s string includes() method. </h3>

<p> Here, we are searching for the substring <b> 'TO' </b> in the given string. </p>

<script>

let str = "Welcome to the iHubTalent.com";

document.write(" <b> The given string is: </b>", str);

document.write("<br>");

let res = str.includes('TO');

document.write(" <b> The result is: </b> ", res);

</script>

</body>

</html>

### **Example3**

In this example, we are defining the position to start the search. So, the searching will start from the specified position.

<!DOCTYPE html**>**

**<html>**

**<body>**

**<h3>** Example of using the JavaScript string includes() method. **</h3>**

**<script>**

let str = "Welcome to the iHubTalent.com";

document.write(" **<b>** The given string is: **</b>**", str);

document.write("**<br>**");

let res = str.includes('the', 10);

document.write(" **<b>** The result of str.includes('the', 10) is : **</b>** ", res);

**</script>**

**</body>**

**</html>**

# **Calculate current week number in JavaScript**

Sometimes we need to calculate the current week number or the week number for a given date. This problem can be solved using the JavaScript programming language. JavaScript offers several date functions, such as getDays(), getMonth(), getTime(), to solve date-related tasks. Along with that, the math functions Math.floor() and Math.ceil() also help to calculate the week number.

**Situation**

In this approach, we will assign a number to each day of the week, e.g., 1 for Sunday, 2 for Monday, 3 for Tuesday, and so on. Similarly, we will assign the number to other days in the week. Note that weekday starts with Sunday and ends with Saturday.

Let's suppose today is Monday and the week number is 1. So, if we calculate the week number after 25 days, the week number will be 4th.

According to the week number calculation:

25 days = 7 + 7 + 7 + 4 days

The following formula mentioned below is used to calculate the week number after p days:

Week Number = least integer [ p / 7 ]

We can use this concept in our JavaScript example to calculate the week number. We will calculate the week number in two ways:

* Calculate the week number of the current date
* Calculate the week number for a predefined date

We will discuss both the methods in detail with examples. Along with that, we will calculate the weekdays dynamically by taking date input from the user using a dynamic [HTML](https://www.javatpoint.com/html-tutorial) form.

* Calculate the week number by taking date input dynamic HTML form

### **Approach 1: Calculate Week Number of current date**

In this approach, we will find the week number of current date means the date will be taken from the system. It is a static way to calculate the week number. Follow each step for calculating weekdays:

1. Define a date variable **todaydate** and **oneJan** in JavaScript.
2. Initialize the todaydate variable by creating the date object using **new Date()**, which will take system date by default.
3. Initialize another variable oneJan by creating date object using new Date() but this time **getFullYear()** method inside it.
4. The **getFullYear()** function will return the year of current date along with first date of the year, e.g., 1 Jan 2020.
5. After getting the current date and year, now calculate the number of days using the **Math.floor()** method. So, calculate the difference of current date and current year date and divide it by total milliseconds in a day (1000\*60\*60\*24).
6. Now, add 1 and numberofdays calculated in previous result to the day of current date and divide them by 7, i.e., (this.getDay() + 1 + numberofdays) / 7. Don't forget to put this whole calculation of step 6 inside **Math.ceil()** method.
7. Finally, display the calculated weekday on the web using **document.write()**.

Now, we will convert these steps into actual implementation. See the code below:

<html>

<body>

<script>

//define a date object variable that will take the current system date

todaydate = new Date();

//find the year of the current date

var oneJan= new Date(todaydate.getFullYear(), 0, 1);

// calculating number of days in given year before a given date

var numberOfDays= Math.floor((todaydate - oneJan) / (24 \* 60 \* 60 \* 1000));

// adding 1 since to current date and returns value starting from 0

var result = Math.ceil(( todaydate.getDay() + 1 + numberOfDays) / 7);

//display the calculated result

document.write("Week Numbers of current date (" + todaydate +

") is: <br>" + result);

</script>

</body>

</html>

### **Approach 2: Calculate the week number for a predefined date**

This approach will help to calculate the week number by providing a date in code. Follow the below step:

1. Define a date variable in JavaScript, i.e., date1
2. Initialize it by creating the date objects using **new Date()** and provide date inside it.
3. After defining the date, calculate the time difference between them by subtracting one date from another date using **date2.getTime() - date1.getTime();**
4. Now next step is to calculate the days between the dates. So, we will divide the time difference of both dates by the milliseconds in a day, i.e., 1000\*60\*60\*24
5. At last, print the result calculated using the **document.write()** method.

Now, we will convert these steps into actual implementation. See the code below:

<html>

<body>

<script>

//define a date object variable with date inside it

var date1 = new Date("11/27/2019");

//find the year of the entered date

var oneJan= new Date(date1.getFullYear(), 0, 1);

// calculating number of days in given year before the given date

var numberOfDays= Math.floor((date1 - oneJan) / (24 \* 60 \* 60 \* 1000));

// adding 1 since to current date and returns value starting from 0

var result = Math.ceil(( date1.getDay() + 1 + numberOfDays) / 7);

//display the calculated result

document.write("Week Numbers of date (" + date1 +

") is: <br>" + result);

</script>

</body>

</html>

## Calculate Week Number by entering a date using HTML form

In this approach, we will find the week number by providing a date using a dynamic HTML form. The user can choose the date from the calendar and enter to input field in HTML form. It is a dynamic way for calculating the week number in which a user can provide the input by itself on the web instead of providing the dates input in code by the programmer.

<html>

<head>

<title> Calculate week number by user input </title>

<script>

function weekNumber() {

//define a variable and fetch the input from HTML form

var dateinput = document.getElementById("dateInput1").value;

//create a date object variable to store the date values

var date1 = new Date(dateinput);

//find the year of the current date

var oneJan= new Date(date1.getFullYear(), 0, 1);

// calculating number of days in given year before the given date

var numberOfDays= Math.floor((date1 - oneJan) / (24 \* 60 \* 60 \* 1000));

// adding 1 since to current date and returns value starting from 0

var result = Math.ceil(( date1.getDay() + 1 + numberOfDays) / 7);

//return the calculated result and display it

return document.getElementById("result").innerHTML = "Week number of given date is: " + result;

}

</script>

</head>

<body>

<h2 style="color: 32A80F" align="Center">iHubTalent: Calculate Week Number using user input <br><br></h2>

<p align="Center"><b> Enter date   </b>

<input type="date" id="dateInput1"><br><br>

<button onclick="weekNumber()">

Calculate Week Number

</button></p>

<h3 style="color:32A80F" id="result" align="center"></h3>

</body>

</html>

# **Calculate days between two dates in JavaScript**

Sometimes we need to calculate the number of days between two dates. This can be done using the JavaScript programming language. JavaScript provides a [math function](https://www.javatpoint.com/javascript-math) [Math.floor() method](https://www.javatpoint.com/javascript-math-floor-method) to calculate the days between two dates. In JavaScript, we have to use the date object for any calculation to define the date using **new Date()**.

To learn more about JavaScript in detail step by step follow our [JavaScript tutorial](https://www.javatpoint.com/javascript-tutorial).

We will calculate the number of days in two ways:

* Calculate days by entering two dates
* Calculate days from current dates

We will discuss both the methods in detail with examples. Along with that, we will calculate the days remaining in Christmas day from today (date will be taken from the system).

* Find the number of days remaining in Christmas from the current date

### **Approach 1: Calculate the days by entering two dates**

This approach will help to calculate the days between two dates by providing two different dates in code. Follow the below step:

1. Define two date variables in JavaScript
2. Initialize them by creating the date objects using **new Date()**
3. After defining the dates, calculate the time difference between them by subtracting one date from another date using **date2.getTime() - date1.getTime();**
4. Now next step is to calculate the days between the dates. So, we will divide the time difference of both dates by the milliseconds in a day, i.e., 1000\*60\*60\*24
5. At last, print the result calculated using the **document.write()** method.

Now, we will convert these steps into actual implementation. See the code below:

<html>

<head>

<title>Calculate days by entering two dates</title>

</head>

<body>

<script>

var date1, date2;

//define two date object variables with dates inside it

date1 = new Date("07/15/2015");

date2 = new Date("11/28/2016");

//calculate time difference

var time\_difference = date2.getTime() - date1.getTime();

//calculate days difference by dividing total milliseconds in a day

var days\_difference = time\_difference / (1000 \* 60 \* 60 \* 24);

document.write("Number of days between dates <br>" +

date1 + " and <br>" + date2 + " are: <br>"

+ days\_difference + " days");

</script>

</body>

</html>

## Calculate days using dynamic HTML form

It is a dynamic JavaScript example in which a user can provide the input by itself on web instead of providing the dates input in code by the programmer. The user will dynamically choose the dates from the calendar and enter the two dates in input field and calculate the number of days between two dates by clicking on a button. See the code below:

<html>

<head>

<title> Calculate days between dates </title>

<script>

function daysDifference() {

//define two variables and fetch the input from HTML form

var dateI1 = document.getElementById("dateInput1").value;

var dateI2 = document.getElementById("dateInput2").value;

//define two date object variables to store the date values

var date1 = new Date(dateI1);

var date2 = new Date(dateI2);

//calculate time difference

var time\_difference = date2.getTime() - date1.getTime();

//calculate days difference by dividing total milliseconds in a day

var result = time\_difference / (1000 \* 60 \* 60 \* 24);

return document.getElementById("result").innerHTML =

result + " days between both dates. ";

}

</script>

</head>

<body>

<h2 style="color: 32A80F" align="Center">

ihub : Calculate days between dates

<br><br></h2>

<p align="Center"><b> Enter date1   </b>

<input type="date" id="dateInput1">

<br><br>

<p align="Center"><b> Enter date2   </b>

<input type="date" id="dateInput2">

<br><br>

<button onclick="daysDifference()">

Calculate number of days

</button>

</p>

<h3 style="color:32A80F" id="result" align="center"></h3>

</body>

</html>

### **Approach 2: Calculate the days from current date**

In this approach, we will use the math function Math.floor() to calculate the days. Follow the below step:

1. Define two date variables, i.e., date1 and date2
2. Initialize the date1 variables by creating the date objects using **new Date()**, which will take system date by default.
3. Initialize the date2 variables by creating the date objects using **new Date()** and provide a date in it.
4. Now use the Math.abs() method to calculate the total seconds between two dates. So, divide the difference of dates by the milliseconds in one second **Math.abs(date2-date1) / 1000;**
5. Now next step is to calculate the number of days using the **Math.floor()** method. So, divide the calculated result from previous steps (total seconds between two dates) by 60\*60\*24
6. At last, print the result calculated using the **document.write()** method.

Now, we will convert these steps into actual implementation. See the code below:

<html>

<head>

<title>Calculate days between the dates using default system dates</title>

</head>

<body>

<script>

var date1, date2;

//define two date object variables with dates inside it

date1 = new Date();

date2 = new Date ("Dec 15, 2021, 21:45:10");

//calculate total number of seconds between two dates

var total\_seconds = Math.abs(date2 - date1) / 1000;

//calculate days difference by dividing total seconds in a day

var days\_difference = Math.floor (total\_seconds / (60 \* 60 \* 24));

document.write("Number of days between dates from current date <br>" +

date1 + " and <br>" + date2 + " are: <br>"

+ days\_difference + " days");

</script>

</body>

</html>

### **Example 3: Calculate the days remaining in Christmas day from the current date**

We have one more example in which we will calculate the days till Christmas Day means for a specific date. Follow the below steps:

1. Define the current date (system date) by creating a date object using the **new Date()**.
2. Define one more date using new Date() class method and fetch the Christmas date by **date.getFullYear()** method in it. The date.getFullYear() method will return the year (0-11 months in JavaScript).
3. In case Christmas has been already passed away this year, it will return the number of days remaining in Christmas of next year from the current date.
4. Now, its time to use Math.round() function to calculate the result in milliseconds and then convert this result into days. So, divide the **Math.round(Christmas() - present\_date.getTime())** by the total milliseconds in a day, i.e., 1000\*60\*60\*24.
5. Remove the decimal value from the result and display it to the web using **document.write()** method.

Now, convert these steps into actual implement to calculate the days remaining in Christmas. The implementation is as easy as the steps are. See the below code:

<html>

<head>

<title>Calculate days remaining in Christmas</title>

</head>

<body>

<script>

//declare two variables in JavaScript

var current\_date, christmas\_day;

//total milliseconds in one day

var one\_day\_ms = 1000 \* 60 \* 60 \* 24;

//set the current date in the variable

current\_date = new Date();

//set the Christmas date in another variable where 0-11 is month in JavaScript

christmas\_day= new Date(current\_date.getFullYear(), 11, 25);

//calculate next year Christmas if this year?s date is already passed away

if (current\_date.getMonth() == 11 &&current\_date.getdate() > 25)

{

christmas\_day.setFullYear(christmas\_day.getFullYear() + 1);

}

//calculate result in milliseconds and convert it into days

var res = Math.round(christmas\_day.getTime() - current\_date.getTime()) / (one\_day\_ms);

//remove the decimal point from the calculated result

var FinalResult = res.toFixed (0);

//display the final result on web

document.write("Number of days remaining in Christmas day: <br>" +

current\_date + " and <br>" + christmas\_day + " are: <br>" +FinalResult + " days");

</script>

</body>

</html>

# **JavaScript String trim()**

The trim() is a built-in string function in JavaScript, which is used to trim a string. This function removes the whitespace from both the ends, i.e., start and end of the string. As the trim() is a string method, so it is invoked by an instance of the String class. We have to create an instance of String class with which the trim() method will be used.

#### **Note - The trim() method does not change the original string; it just removes the leading and trailing whitespace character.**

### **Syntax**

The syntax of trim() method is as follows:

str.trim()

Here, str is a String class of object that will contain the string to be trimmed.

### **Parameters**

The trim() method does not have any arguments or parameters inside it.

### **Return Value**

The string.trim() function returns the string after removing whitespace character from that string from the beginning and end of the string.

### **Examples**

Below are some examples, which are using trim() function to remove the elements from it. In these examples, you will see how to use this JavaScript function. So, here are a few examples -

**Example 1**

In this example, we will pass a string containing whitespace at both ends.

<html>

<body>

<script>

function func\_trim() {

//original string with whitespace in beginning and end

var str = " iHub tutorial website ";

//string trimmed using trim()

var trimmedstr = str.trim();

document.write(trimmedstr);

}

func\_trim();

</script>

</body>

</html>

**Example 2**

In this example, we will pass a string containing whitespace only at the end.

<html>

<body>

<script>

function func\_trim() {

//original string with whitespace at the end

var str = "iHub tutorial website ";

//string trimmed using trim()

var trimmedstr = str.trim();

document.write(trimmedstr);

}

func\_trim();

</script>

</body>

</html>

**Example 3**

In this example, we will pass a string containing whitespace only in the beginning.

<html>

<body>

<script>

function func\_trim() {

//original string with whitespace in beginning

var str = " iHub tutorial website";

//string trimmed using trim()

var trimmedstr = str.trim();

document.write(trimmedstr);

}

func\_trim();

</script>

</body>

</html>

JavaScript offers two more functions similar to the trim() method. They also used to trim the string but only from the one end, either left or right. Remember that both the functions do not change the original string; they just remove the whitespaces.

* trimLeft()
* trimRight()

### **trimLeft()**

The **trimLeft()** method removes the whitespace only from the left of the string. To understand better, we can say that it removes whitespace only from the start and returns the string back without any leading whitespace character.

**Syntax**

str.trimLeft()

**Example 1**

<html>

<body>

<script>

function func\_trim() {

//original string with whitespace in beginning

var str = " iHub tutorial website ";

//string trimmed using trimLeft()

var trimmedstr = str.trimLeft();

document.write(trimmedstr);

}

func\_trim();

</script>

</body>

</html>

### **trimRight()**

On the other hand, the **trimRight()** method removes the whitespace only from the right of the string. To understand better, we can say that it removes whitespace only from the end and returns the string back without any trailing whitespace character.

**Syntax**

str.trimRight()

**Example 1**

<html>

<body>

<script>

function func\_trim() {

//original string with whitespace from the end

var str = " iHub tutorial website ";

//string trimmed using trimRight()

var trimmedstr = str.trimRight();

document.write(trimmedstr);

}

func\_trim();

</script>

</body>

</html>

# **JavaScript timer**

In JavaScript, a timer is created to execute a task or any function at a particular time. Basically, the timer is used to delay the execution of the program or to execute the JavaScript code in a regular time interval. With the help of timer, we can delay the execution of the code. So, the code does not complete it's execution at the same time when an event triggers or page loads.

The best example of the timer is advertisement banners on websites, which change after every 2-3 seconds. These advertising banners are changed at a regular interval on the websites like Amazon. We set a time interval to change them. In this chapter, we will show you how to create a timer.

JavaScript offers two timer functions **setInterval()** and **setTimeout()**, which helps to delay in execution of code and also allows to perform one or more operations repeatedly. We will discuss both the timer functions in detail as well as their examples.

## Examples

Below are some examples of JavaScript timer using these functions.

### **setTimeout()**

The setTimeout() function helps the users to delay the execution of code. The setTimeout() method accepts two parameters in which one is a user-defined function, and another is the time parameter to delay the execution. The time parameter holds the time in milliseconds (1 second = 1000 milliseconds), which is optional to pass.

The basic syntax of setTimeout() is:

setTimeout(function, milliseconds)

We will use the setTimeout() function to delay the printing of message for 3 seconds. The message will display on the web after 3 seconds of code execution rather than immediately. Now, let's look at the code below to see how it works:

**Execution of code after a delay**

<html>

<body>

<script>

function delayFunction() {

//display the message on web after 3 seconds on calling delayFunction

document.write('<h3> Welcome to iHub<h3>');

}

</script>

<h4> Example of delay the execution of function <h4>

<!?button for calling of user-defined delayFunction having 3 seconds of delay -->

<button onclick = "setTimeout(delayFunction, 3000)"> Click Here </button>

</body>

</html>

### **setInterval()**

The setInterval method is a bit similar to the setTimeout() function. It executes the specified function repeatedly after a time interval. Or we can simply say that a function is executed repeatedly after a specific amount of time provided by the user in this function. **For example -** Display updated time in every five seconds.

The basic syntax of setInterval() is:

setInterval(function, milliseconds)

Similar to setTimeout() method, it also accepts two parameters in which one is a user-defined function, and another is a time-interval parameter to wait before executing the function. The time-interval parameter holds the amount of time in milliseconds (1 second = 1000 milliseconds), which is optional to pass. Now, see the code below how this function works:

**Execution of code at a regular interval**

<html>

<body>

<script>

function waitAndshow() {

//define a date and time variable

var systemdate = new Date();

//display the updated time after every 4 seconds

document.getElementById("clock").innerHTML = systemdate.toLocaleTimeString();

}

//define time interval and call user-defined waitAndshow function

setInterval(waitAndshow, 4000);

</script>

<h3> Updated time will show in every 4 seconds </h3>

<h3> The current time on your computer is: <br>

<span id="clock"></span></h3>

</body>

</html>

### **Example**

One more example of setInterval() methods for displaying a message string after every 4 seconds continuously.

<html>

<body>

<script>

function waitAndshow() {

//display the message on web on calling delayFunction

document.write('<h3> Welcome to iHub<h3>');

}

</script>

<h3> A string will show in every 4 seconds </h3>

<!-- call user-defined delayFunction after 4 seconds -->

<button onclick = "setInterval(waitAndshow, 4000)"> Click Here </button>

</body>

</html>

You have seen how to create timer or set time interval. Sometimes, we need to cancel these timers. JavaScript offers the in-built function to clear the timer, which are as follows:

## Cancel or Stop the timer

JavaScript offers two functions **clearTimeout()** and **clearInterval()** to cancel or stop the timer and halt the execution of code. The setTimeout() and setInterval() both return a unique IDs. These IDs are used by the clearTimeout() and clearInterval() to clear the timer and stop the code execution beforehand. They both take only one parameter, i.e., ID.

**Example**

In this example, we will use clearTimeout() to clear the timer set by with setTimeout() function. Look at the example how clearInterval() work with setInterval().

### **Disable the regular interval**

<html>

<body>

<script>

function waitAndshow() {

//define a date and time variable

var systemdate = new Date();

//display the updated time after every 4 seconds

document.getElementById("clock").innerHTML = systemdate.toLocaleTimeString();

}

//function to disable the time interval

function stopClock() {

clearInterval(intervalID);

}

//define time interval and call user-defined waitAndshow function

var intervalID = setInterval(waitAndshow, 3000);

</script>

<p>Current system time: <span id="clock"></span></p>

<!-- button to stop showing time in a regular interval -->

<button onclick = "stopClock();" > Stop Clock </button>

</body>

</html>

# **Remove elements from array in JavaScript**

An array is a variable used to store one or more elements of the same data type. Basically, it stores multiple elements of the same type. Sometimes we need to remove these elements from an array. JavaScript offers several built-in array methods to add or remove the elements from an array easily. Using these methods, you can remove an element from start, end, or as well as from a specific index.

These JavaScript array methods are as follows:

|  |  |
| --- | --- |
| **Method** | **Description** |
| **pop()** | This method removes the elements from the end of the array. |
| **shift()** | Like the pop() method, it also removes the elements but from the start of the array. |
| **filter()** | The filter() method removes the elements from an array in a programmatically way. |
| **splice()** | This method removes the elements from a specific index. |

All the above methods are array functions offered by JavaScript. These methods are discussed below in detail with examples.

## Remove elements from the end of the array - pop()

JavaScript provides the pop() method to remove the elements from the end of the array. It removes the last element of the array and returns the removed element. When an element removes from the array, the length of the array is reduced by 1. See the code and output below to understand:

### **Example 1**

<html>

<body>

<script>

function removeLastElement() {

var shoeBrand = ["Nike", " Adidas", " Sparks", " RedTape"];

document.write("Elements in array before removing: <br>" + shoeBrand + "<br><br>");

// Removing last element from the array

var poppedElement = shoeBrand.pop();

document.write("Removed element from array: " + poppedElement + "<br><br>");

//display remaining elements present in array after removing

document.write("Elements present in array: <br>" + shoeBrand);

}

removeLastElement();

</script>

</body>

</html>

### **Example 2**

By putting the above code in a loop (for, while, or do-while), we can delete all elements one by one from the end of the array. See how it will work:

<html>

<body>

<script>

function removeElement() {

var shoeBrand = ["Nike", " Adidas", " Sparks", " RedTape"];

//initial length of the array

document.write("Elements in array before removing: <br>" + shoeBrand + "<br><br>");

document.write("Array length before removing elements is:" + shoeBrand.length + "<br><br>");

while (shoeBrand.length) {

//store removed element in a variable

var poppedElement = shoeBrand.pop();

//display removed element

document.write("Removed element from array: " + poppedElement + " <br>");

}

//Length of the array after removing all elements

document.write("<br> Array length after removing elements is:" + shoeBrand.length);

}

removeElement();

</script>

</body>

</html>

## Remove elements from the start of the array - shift()

JavaScript provides the shift() method, which is used to remove the element from the start of the array. It removes the first element from an array and returns the removed element. When an element removes from the array, the array length is reduced by 1. See the code and output below how this function works:

### **Example 1**

<html>

<body>

<script>

function removeFirstElement() {

var shoeBrand = ["Nike", " Adidas", " Sparks", " RedTape"];

document.write("Elements in array before removing: <br>" + shoeBrand + "<br><br>");

// Removing first element from the array

var poppedElement = shoeBrand.shift();

document.write("Removed element from array: " + poppedElement + "<br><br>");

//display remaining elements present in array after removing

document.write("Elements present in array: <br>" + shoeBrand);

}

removeFirstElement();

</script>

</body>

</html>

### **Example 2**

Like the pop() method, we can delete all elements one by one from the start of the array by putting the above code in a loop (for, while, or do-while). In this example, we will put this code in a while loop. See how it will work:

<html>

<body>

<script>

function removeElement() {

var shoeBrand = ["Nike", " Adidas", " Sparks", " RedTape"];

//initial length of the array

document.write("Elements in array before removing: <br>" + shoeBrand + "<br><br>");

document.write("Array length before removing elements is:" + shoeBrand.length + "<br><br>");

while (shoeBrand.length) {

//store removed element in a variable

var poppedElement = shoeBrand.shift();

//display removed element

document.write("Removed element from array: " + poppedElement + " <br>");

}

//Length of the array after removing all elements

document.write("<br> Array length after removing elements is:" + shoeBrand.length);

}

removeElement();

</script>

</body>

</html>

## Remove elements from a specific index in an array - splice()

To remove the element from a specific index position, the splice() method is used. It removes the element from a specific position and returns that removed element. It also allows the users to remove one or more elements from the array.

The splice() method accepts mainly two arguments: initial index position and number of items to be removed. Array index count starts from 0, i.e., a[0]. When the elements remove from an array, the array length is reduced. See the below example and its output how the splice() function works:

### **Example 1**

In this example, we will delete three elements, starts from index 1, i.e., a[1] to a[3].

<html>

<body>

<script>

function removeElement() {

var shoeBrand = ["Nike", " Adidas", " Sparks", " RedTape", " Bata"];

document.write("Elements in array before removing: <br>" + shoeBrand + "<br><br>");

// Removing first element from the array

var poppedElement = shoeBrand.splice(1, 3);

document.write("Removed element from array: " + poppedElement + "<br><br>");

//display remaining elements present in array after removing

document.write("Elements present in array: <br>" + shoeBrand);

}

removeElement();

</script>

</body>

</html>

### **Example 2**

In this example, we will put the above code inside a for loop to remove all occurrences of a specific element from the array. It will trace the whole array and remove the matching element one by one from the array.

<html>

<body>

<script>

function removeElement() {

var clothingBrand = ["Gucci", " Chanel", "Gucci", " Zara"];

// for loop to trace the whole array

for (var i = 0; i<clothingBrand.length; i++) {

//Match the specific element in array

if (clothingBrand[i] === "Gucci") {

//remove the matched element from array

var delEle = clothingBrand.splice(i, 1);

document.write("<br> Removed element: " + delEle);

document.write("<br> Remaining elements: " + clothingBrand);

document.write("<br>"); }

}

}

removeElement();

</script>

</body>

</html>

You can even remove all elements from the array. See the below code:

**<script>**

    var clothingBrand = ["Gucci", " Chanel", " Calvin Klein", " Zara"];

    document.write("Elements in array: " + clothingBrand);

    //remove all elements

    clothingBrand.splice(0, clothingBrand.length);

    document.write("**<br>** Remaining elements: " + clothingBrand);

**</script>**

## Remove elements from the array using filter()

This method basically removes the element based on the given condition provided by the user. It removes the elements and creates a new array of remaining elements. See the code and output below how it works:

### **Example 1**

In this example, we will check the even-odd values in an array and filter them. The filter() method will check for the even values and return to add them to the modified array. The odd values will remove from the array, and only modified array will be displayed.

<html>

<body>

<script>

function isEven( value ) {

if(value%2 == 0)

return value;

}

//initialize the array named ary

var ary = [43, 243, 56, 24, 1021, 348].filter( isEven );

document.write("Even elements in array: " + ary);

</script>

</body>

</html>

### **Remove elements using delete operator**

Apart from all these functions, JavaScript offers a **delete** operator. It helps to remove the element from a specific index position in an array. This operator is used with array name and index number, which you want to remove, e.g., **delete arrayname[3]**. It returns true after successfully removing an element.

The **delete** operator helps to remove specific index element directly from the array. Now, with the help of an example, let us see how this **delete** operator works:

### **Example**

<html>

<body>

<script>

//declare and initialize an array

var clothingBrand = ["Gucci", " Calvin Klein", " Chanel", " Zara"];

document.write("Elements in array: " + clothingBrand);

//delete element of index 1 from clothingBrand array

var result = delete clothingBrand[1];

//if returned value is true, element is deleted successfully

document.write("<br> Removed successfully: " + result + "<br>");

document.write("Remaining elements in array: " + clothingBrand);

</script>

</body>

</html>

### **Remove elements using clear and reset operator**

JavaScript provides the **clear** and **reset** operator to remove the elements from the array. Usually, they do not delete the array elements; they just shift them to another array and clear the original array.

Now, with the help of an example, let us see how it works:

### **Example 1**

<html>

<body>

<script>

//declare and initialize an array

var originalArray = ["Gucci", " Calvin Klein", " Chanel", " Zara"];

document.write("Initially elements in array: " + originalArray);

//declare one more array to keep the elements of original array

var newArray = originalArray

//clear the initially declared array

originalArray = [ ]

//display element of original and new array after removing

document.write("<br><br> Array after removing elements: " + originalArray);

document.write("<br><br> Elements in new array: " + newArray);

</script>

</body>

</html>

### **Example 2**

Other than this, we can remove all elements of the array by setting its length to 0. See the example below:

<html>

<body>

<script>

//declare and initialize an array

var array1 = ["Gucci", " Calvin Klein", " Chanel", " Zara"];

document.write("Initially elements in array: " + array1);

//set length of array to 0

array1.length = 0;

//display element of original and new array after removing

document.write("<br><br> Array after removing elements: " + array1);

</script>

</body>

</html>

# **JavaScript localStorage**

**LocalStorage** is a data storage type of web storage. This allows the JavaScript sites and apps to store and access the data without any expiration date. This means that the data will always be persisted and will not expire. So, data stored in the browser will be available even after closing the browser window.

In short, all we can say is that the localStorage holds the data with no expiry date, which is available to the user even after closing the browser window. It is useful in various ways, such as remembering the shopping cart data or user login on any website.

In the past days, cookies were the only option to remember this type of temporary and local information, but now we have localStorage as well. Local storage comes with a higher storage limit than cookies (5MB vs 4MB). It also does not get sent with every HTTP request. So, it is a better choice now for client-side storage. Some essential points of localStorage need to be noted:

* localStorage is not secure to store sensitive data and can be accessed using any code. So, it is quite insecure.
* It is an advantage of localStorage over cookies that it can store more data than cookies. You can store 5MB data on the browser using localStorage.
* localStorage stores the information only on browser instead in database. Thereby the localStorage is not a substitute for a server-based database.
* localStorage is synchronous, which means that each operation executes one after another.

## localStorage Methods

The localStorage offers some methods to use it. We will discuss all these localStorage methods with examples. Before that, a basic overview of these methods are as follows:

|  |  |
| --- | --- |
| **Methods** | **Description** |
| setItem() | This method is used to add the data through key and value to localStorage. |
| getItem() | It is used to fetch or retrieve the value from the storage using the key. |
| removeItem() | It removes an item from storage by using the key. |
| clear() | It is used to gets clear all the storage. |

Each of these methods is used with localStorage keyword connecting with dot(.) character. **For Example:** localStorage.setItem().

Remember that localStorage property is read-only.

Following some codes given, which are used to add, retrieve, remove, and clear the data in localStorage. Use them in your code accordingly whenever needed. You need a key-value pair to add some data in localStorage. So, let key is city and its value is Noida, **i.e.,** key: value = city: Noida.

**Add data**

To add the data in localStorage, both key and value are required to pass in setItem() function.

localStorage.setItem("city", "Noida");

**Retrieve data**

It requires only the key to retrieve the data from storage and a [JavaScript](https://www.javatpoint.com/javascript-tutorial) variable to store the returned data.

const res = localStorage.getItem("city");

**Remove data**

It also requires only the key to remove the value attached with it.

localStorage.removeItem("city");

**Clear localStorage**

It is a simple clear() function of localStorage, which is used to remove all the localStorage data:

localStorage.clear()

## Limitation of localStorage

As the localStorage allows to store temporary, local data, which remains even after closing the browser window, but it also has few limitations. Below are some limitations of localStorage are given:

* Do not store sensitive information like username and password in localStorage.
* localStorage has no data protection and can be accessed using any code. So, it is quite insecure.
* You can store only maximum 5MB data on the browser using localStorage.
* localStorage stores the information only on browser not in server-based database.
* localStorage is synchronous, which means that each operation executes one after another.

## Advantage of localStorage

The localStorage has come with several advantages. First and essential advantage of localStorage is that it can store temporary but useful data in the browser, which remains even after the browser window closed. Below is a list of some advantages:

* The data collected by localStorage is stored in the browser. You can store 5 MB data in the browser.
* There is no expiry date of data stored by localStorage.
* You can remove all the localStorage item by a single line code, i.e., **clear()**.
* The localStorage data persist even after closing the browser window, like items in shopping cart.
* It also has advantages over cookies because it can store more data than cookies.

### **Browser compatibility**

The localStorage has specified in HTML 5, which is supported by several browsers, like Chrome. Below is a list of different browsers and their versions that supports JavaScript localStorage.

## JavaScript code to check browser compatibility

With the help of below code example, you can check the browser compatibility. Use this code in your every localStorage program to check the browser compatibility before adding or deleting something from localStorage.

**<script>**

// Code to check browser support

if (typeof(Storage) !== "undefined") {

    //browser support localStorage

} else {

   //browser does not support localStorage

}

**</script>**

### **Example**

It is a basic example of adding a key and value to localStorage and retrieving back by the key. See the code below how localStorage methods work:

<html>

<body>

<div id="result"></div>

<script>

// Check browser support

if (typeof(Storage) !== "undefined") {

// Store an item to localStorage

localStorage.setItem("firstname", "Alen");

// Retrieve the added item

document.getElementById("result").innerHTML = localStorage.getItem("firstname");

} else {

//display this message if browser does not support localStorage

document.getElementById("result").innerHTML = "Sorry, your browser does not support Web Storage.";

}

</script>

</body>

</html>

## More Examples

It is an example to count the button clicks means that it will count how many times a user clicks the button. In this example, we will create two buttons, one for counting the user clicks and another for clear the that clicks data.

<html>

<head>

<script>

//function to count the button clicks

function clickCounting() {

if(typeof(Storage) !== "undefined") {

if (localStorage.clickcount) {

localStorage.clickcount = Number(localStorage.clickcount)+1;

} else {

localStorage.clickcount = 1;

}

document.getElementById("result").innerHTML = "You have clicked the button " + localStorage.clickcount + " time(s).";

}

//when the browser does not support

else {

document.getElementById("result").innerHTML = "Your browser does not support web storage.";

}

}

//function to clear the data stored by browser

function clearCounting() {

window.localStorage.clear();

}

</script>

</head>

<body>

<h3> Click the button to see the counter increase.</h3>

<p><button onclick="clickCounting()" type="button">Click to Count</button></p>

<div id="result"></div>

<h4> Now close the browser tab or browser window and execute the code again on the browser. <h4>

<h3>Note: The counter will start counting from where you leave and is not reset.</h3>

<p><button onclick="clearCounting()" type="button">Clear Count</button></p>

</body>

</html>

Clear all records

Clear() method of localStorage is used to clear the entire storage data. When this method invokes, it clears all the records for that domain from the storage. It does not contain any parameters. See the syntax to clear the localStorage:

window.localStorage.clear();

Or

localStorage.clear();

We will use this clear code in below example.

Check localStorage

On the JavaScript console, you can check what is in local storage by typing **localStorage** command on it. Even if there nothing in localStorage, it has length = 0 inside it.

***Command***

LocalStorage

# **JavaScript offsetHeight**

The **offsetHeight** is an HTML DOM property, which is used by JavaScript programming language. It returns the visible height of an element in pixels that includes the height of visible content, border, padding, and scrollbar if present. The offsetHeight is often used with offsetWidth property. The **offsetWidth** is one more property of HTML DOM, which is almost same as the offsetHeight. These properties are used by JavaScript to find the visible height and width of the HTML elements.

The offsetHeight is a combination of following HTML elements:

offsetHeight = height + border + padding + horizontal scrollbar

On the other hand, the offsetWidth includes the following elements:

offsetWidth = width + border + padding + vertical scrollbar

Remember one thing that offsetHeight and offsetWidth do not include margin, neither top margin nor bottom margin. These DOM properties are used by JavaScript programming language to calculate the dimension of HTML elements in pixels.

With the help of below diagram you can understand offsetHeight and offsetWidth much better:
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### **Syntax**

Below is a simple syntax of offsetHeight:

element.offsetHeight

Here, element is a variable created in JavaScript to hold the [CSS](https://www.javatpoint.com/css-tutorial) properties values or HTML text paragraph.

### **Return Values**

The offsetHeight and offsetWidth return the calculated height and width of the HTML elements in pixels, respectively.

### **Examples**

Below is a list of some examples. With the help of which we will see how offsetHeight property is used and works.

### **Example 1**

**<html>**

**<head**

**<style>**

#JTP {

height: 120px;

width: 250px;

margin: 20px;

padding: 15px;

background-color: yellow;  }

**</style>**

**</head>**

**<script>**

function getInfo() {

var eleValue = document.getElementById("JTP");

var txt = "Height of the elements paragraph along with padding and border in pixels is: " + eleValue.offsetHeight + "px";

document.getElementById("sudo").innerHTML = txt;

}

**</script>**

**<body>**

**<h2>** HTML DOM offsetHeight Property example **</h2>**

**<div** id= "JTP"**>**

**<b>** A basic information about this div tab: **</b>**

**<p** id= "sudo"**>** **</p>**

**</div>**

**<button** type="JTP" onclick="getInfo()"**>** Submit **</button>**

**</body>**

**</html>**

### **Example 2**

In this example, we will calculate the offsetHeight for a paragraph provided in this example along with CSS styling. Remember that the offsetHeight will not include margin.

**<html>**

**<head>**

**<style>**

#PStyle {

height: 220px;

width: 320px;

margin: 20px;

padding: 15px;

background-color: pink;  }

**</style>**

**</head>**

**<script>**

function getInfo() {

var eleValue = document.getElementById("PStyle");

var txt = "Height of the elements paragraph along with padding and border in pixels is: " + eleValue.offsetHeight + "px";

document.getElementById("sudo").innerHTML = txt;

}

**</script>**

**<body>**

**<h3>** HTML DOM offsetHeight Property Example 2 **</h3>**

**<div** id= "PStyle"**>**

**<p>** In this example, we will calculate the offset height for this paragraph. We have also provided CSS styling to this paragraph. This offsetHeight will include the height of text, padding, border except margin taken by this paragraph. **</p>**

**<b>** OffsetHeight of this div tab paragraph: **</b>**

**<p** id= "sudo"**>** **</p>**

**</div>**

**<button** type= "button" onclick = "getInfo()"**>** Calculate offsetHeight **</button>**

**</body>**

**</html>**

### **Example 3 without CSS styling**

See another example of calculating the offsetHeight. We have not included any CSS style like height, width, margin, padding, etc., expect background color. So, the paragraph will be a simple paragraph with no styling.

**<html>**

**<head>**

**<title>**  HTML DOM offsetHeight Property example  **</title>**

**<style>**

#PStyle {

background-color: orange;

}

**</style>**

**</head>**

**<script>**

function getInfo() {

var eleValue = document.getElementById("PStyle");

var txt = "Height of the elements in paragraph calculated as pixels is: " + eleValue.offsetHeight + "px";

document.getElementById("sudo").innerHTML = txt;

}

**</script>**

**<body>**

**<h3>** HTML DOM offsetHeight Property Example 3 **</h3>**

**<div** id= "PStyle"**>**

**<p>** In this example, we will calculate the offset height of this given paragraph. We have jusr included background color in CSS styling not height, width, margin, or padding to this paragraph. So, the offsetHeight will be calculted for the height of text taken by this paragraph. **</p>**

**<b>** OffsetHeight of this div tab paragraph: **</b>**

**<p** id= "sudo"**>** **</p>**

**</div>**

**<button** type= "submit" onclick = "getInfo()"**>** Calculate offsetHeight **</button>**

**</body>**

**</html>**

### **Calculate both offsetHeight and offsetWidth**

In this example, we will calculate both **offsetHeight** and **offsetWidth** for a paragraph inside a div tab. So, you can understand how differently they calculated. Here, we will use CSS and pass the height, width, margin, padding, etc. for styling in this example.

**<html>**

**<head>**

**<title>**HTML DOM offsetHeight Property example  **</title>**

**<style>**

#PStyle {

height: 180px; width: 400px;  margin: 20px;  padding: 15px; background-color: lightblue;

}

**</style>**

**</head>**

**<script>**

function getInfo() {

var eleValue = document.getElementById("PStyle");

var txt1 = "OffsetHeight of the paragraph along with padding and border in pixels is: " + eleValue.offsetHeight + "px";

var txt2 = "OffsetWidth of the paragraph along with padding and border in pixels is: " + eleValue.offsetWidth + "px";

document.getElementById("sudo1").innerHTML = txt1;

document.getElementById("sudo2").innerHTML = txt2;

}

**</script>**

**<body>**

**<h2>** Calculation of offsetHeight and offsetWidth **</h2>**

**<div** id= "PStyle"**>**

**<b>** A basic information about this div tab: **</b>**

**<p** id= "sudo1"**>** **</p>**

**<p** id= "sudo2"**>** **</p>**

**</div>**

**<button** type="button" onclick="getInfo()"**>** Submit **</button>**

**</body>**

**</html>**

# **Confirm password validation in JavaScript**

In this chapter, we will discuss password validation using JavaScript. We need to validate a password every time whenever a user creates an account on any website or app. So, we have to verify a valid password as well as put the confirm password validation. For a valid password, the following parameters must be contained by it to be valid -

* A password should be alphanumeric.
* First letter of the password should be capital.
* Password must contain a special character (@, $, !, &, etc).
* Password length must be greater than 8 characters.
* One of the most important that the password fields should not be empty.

Whenever a user creates a password, there is always one more field of confirm password. It checks that the password entered by the user is same as this confirm password fields. To create a valid password, both the password and confirm password fields value must be matched.

First one, we will check for a valid password and then confirm password validation checks.

## Valid password Validation

In this example, we will check that the password created by the user is valid or not and match with all the parameter discussed above. See the code below for password verification.

<html>

<head><title> Verification of valid Password </title></head>

<script>

function verifyPassword() {

var pw = document.getElementById("pswd").value;

//check empty password field

if(pw == "") {

document.getElementById("message").innerHTML = "\*\*Fill the password please!";

return false;

}

//minimum password length validation

if(pw.length< 8) {

document.getElementById("message").innerHTML = "\*\*Password length must be atleast 8 characters";

return false;

}

//maximum length of password validation

if(pw.length> 15) {

document.getElementById("message").innerHTML = "\*\*Password length must not exceed 15 characters";

return false;

} else {

alert("Password is correct");

}

}

</script>

<body>

<center>

<h1 style="color:green">iHub</h1>

<h3> Verify valid password Example </h3>

<form onsubmit ="return verifyPassword()">

<!-- Enter Password -->

<td> Enter Password </td>

<input type = "password" id = "pswd" value = "">

<span id = "message" style="color:red"></span><br><br>

<!-- Click to verify valid password -->

<input type = "submit" value = "Submit">

<!-- Click to reset fields -->

<button type = "reset" value = "Reset" >Reset</button>

</form>

</center>

</body>

</html>

## Confirm Password Validation

In this example, we will validate the password by verifying both the password entered by the user are same. This process will be done at the client site using JavaScript before the form loading.

<html>

<head><title> Password Matching Validation </title></head>

<script>

function matchPassword() {

var pw1 = document.getElementById("pswd1");

var pw2 = document.getElementById("pswd2");

if(pw1 != pw2)

{

alert("Passwords did not match");

} else {

alert("Password created successfully");

}

}

</script>

<body>

<center>

<form>

<h1 style="color:green">iHub</h1>

<h3> Confirm password Validation Example </h3>

<td> Enter Password </td>

<input type = "password" name = "pswd1"><br><br>

<td> Confirm Password </td>

<input type = "password" name = "pswd2"><br><br>

<!?Click to validate confirm password -->

<button type = "submit" onclick="matchPassword()">Submit</button>

<button type = "reset" value = "Reset" >Reset</button>

</form>

</center>

</body>

</html>

A complete form with password validation

In the above examples, you have learned to verify a valid password and confirm password validation. Now, we will keep both the validations in a single form to complete the password validation process.

For this, we will create a simple basic signup form that will contain some fields, such as first name, last name, create password, and confirm password. The fields with a star (\*) are required fields in which the user must have to provide some value. We will put the following validation in this form to validate a password:

* Empty field validation
* Minimum password length validation, i.e., > 8
* Maximum password length validation, i.e., <15
* Confirm password validation

Apart from that, we have also put a **Reset** button to clear the field's data in the form. When you click on this **reset** button, all the data provided by the user in fields will get clear. Now, see the code below:

<html>

<script>

function validateForm() {

//collect form data in JavaScript variables

var pw1 = document.getElementById("pswd1").value;

var pw2 = document.getElementById("pswd2").value;

var name1 = document.getElementById("fname").value;

var name2 = document.getElementById("lname").value;

//check empty first name field

if(name1 == "") {

document.getElementById("blankMsg").innerHTML = "\*\*Fill the first name";

return false;

}

//character data validation

if(!isNaN(name1)){

document.getElementById("blankMsg").innerHTML = "\*\*Only characters are allowed";

return false;

}

//character data validation

if(!isNaN(name2)){

document.getElementById("charMsg").innerHTML = "\*\*Only characters are allowed";

return false;

}

//check empty password field

if(pw1 == "") {

document.getElementById("message1").innerHTML = "\*\*Fill the password please!";

return false;

}

//check empty confirm password field

if(pw2 == "") {

document.getElementById("message2").innerHTML = "\*\*Enter the password please!";

return false;

}

//minimum password length validation

if(pw1.length < 8) {

document.getElementById("message1").innerHTML = "\*\*Password length must be atleast 8 characters";

return false;

}

//maximum length of password validation

if(pw1.length > 15) {

document.getElementById("message1").innerHTML = "\*\*Password length must not exceed 15 characters";

return false;

}

if(pw1 != pw2) {

document.getElementById("message2").innerHTML = "\*\*Passwords are not same";

return false;

} else {

alert ("Your password created successfully");

document.write("JavaScript form has been submitted successfully");

}

}

</script>

<body>

<h1 style="color:green">iHub</h1>

<h3> Verify valid password Example </h3>

<form onsubmit ="return validateForm()">

<!-- Enter first name -->

<td> Full Name\* </td>

<input type = "text" id = "fname" value = "">

<span id = "blankMsg" style="color:red"></span><br><br>

<!-- Enter last name -->

<td> Last Name </td>

<input type = "text" id = "lname" value = "">

<span id = "charMsg" style="color:red"></span><br><br>

<!-- Create a new password -->

<td> Create Password\* </td>

<input type = "password" id = "pswd1" value = "">

<span id = "message1" style="color:red"></span><br><br>

<!?Enter confirm password -->

<td> Confirm Password\* </td>

<input type = "password" id = "pswd2" value = "">

<span id = "message2" style="color:red"></span><br><br>

<!-- Click to verify valid password -->

<input type = "submit" value = "Submit">

<!-- Click to reset fields -->

<button type = "reset" value = "Reset" >Reset</button>

</form>

</body>

</html>

# **Difference Between Static and Const in JavaScript**

We make use of both static and const variables in different languages. In this section, we will describe the difference points between both variables. Let's discuss.

### **What is a Static variable in JavaScript**

A static variable is a class property that is used in a class and not on the instance of the class. The variable is stored on the data segment area of the memory, and the same value is shared among every instance created in a class. To use a static variable, we use the static keyword. We can use the static keyword for making a static value, a static function, with classes, operators, properties and work as a utility function for the application or websites. The value of a static variable is set at the run time and is a kind of global value that can be used for the instance of the specified class.

### **What is a Const variable in JavaScript**

A const variable is a variable that has a fixed value and remains the same throughout the program. A property of the const variable is that we cannot change or modify its value throughout the program. It is because as soon as we make a const value, the compiler gets informed that the value is fixed and should be prevented from the programmer. Thus, whenever the programmer tries to modify a const value, an error gets displayed that the const value cannot be changed. To use a const variable, we use a 'const' keyword and input value.

## Static vs. Const in JavaScript

There are the following difference points which will let us understand the difference between the two:

|  |  |
| --- | --- |
| **Static** | **Const** |
| The static keyword is used for defining static properties and methods in a javascript class program. | The const keyword is used for defining constant value for a variable. |
| The static keyword can be accessed on the class definition only. In order to access the static keyword for non-static methods, one needs to invoke them using the class name. However, for calling a static method within another static method, we can make use of this keyword. | A const value can be accessed globally or locally, but a global constant can never be window object properties. |
| The static methods are the utility functions that are used for creating or cloning the objects. | The const variable is used for declaring a constant or fixed value whose value cannot be changed. |
| JavaScript static is labeled by a keyword known as the 'static' keyword. | JavaScript const is labeled by a keyword known as the 'const' keyword, where we declare a const variable and initialize it with a constant value. |
| JavaScript static can be used with classes and methods also. | JavaScript const can be used with objects and arrays also. |
| The value for a static variable can be reassigned. | The value for a const variable cannot be reassigned. However, we can re-declare the const variable in different block scope as it is allowed. |

Above are some difference points that will make us understand the working of both JavaScript keywords. Apart from these theoretical difference descriptions, let's have a look over an example of both through which we can understand the use and working of the static and const variable.

### **Using JavaScript Static**

Below is a practical implementation of using JavaScript static keyword within a class:

**<html>**

**<body>**

**<script>**

               class A {

                static staticMethod() {

                 return "Calling Static method.";

                }

               }

   document.write(A.staticMethod());

**</script>**

**</body>**

**</html>**

In the above program code, we can see that a static method is created within a class and when it is invoked, it calls the statement within the static method of the class.

### **Using Javascript const**

Below is a practical implementation of using JavaScript const keyword:

**<html>**

**<body>**

**<script>**

const value= 8;

 try {

         value= 10;

}

  catch (e) {

   document.write(e);

} //will display a TypeError

document.write(value);

**</script>**

**</body>**

**</html>**

# **How to Convert Comma Separated String into an Array in JavaScript**

A comma-separated valuation (CSV) file is a demarcated file format that uses a comma to isolate the values. The data record is comprised of one or more than one field, separated by the commas. The name root for this file format is the comma-separated file format, is the use of the comma as a field extractor.

You can convert the comma-separated string into an array by using the two following methods.

* **By using the split () method**
* **Append through the list and put track of each comma you find to generate a new sequence with different strings.**

## By using the split () method

The split () method is used to partition a sequence based on an extractor. This separator can be delineated as a comma to differentiate the string if a comma is encountered. This procedure returns an array of distinct strings.

**Syntax**

string.split(' , ')

**Example**

<!DOCTYPE html**>**

**<html**

**<body>**

**<h2** style="color: green"**>**        iHub  **</h2>**

**<b>**Conversion of comma separated string to array in JavaScript**</b>**

**<p>**Original string is  "Twenty, Thirty, Fourty, Fifty, Sixty"**</p>**

**<p>** Values of the Separated Array :**<span** class="output"**></span></p>**

**<button** onclick="separateString()"**>**    Remove Text   **</button>**

**<script** type="text/javascript"**>**

        function separateString() {

            originalString = "Twenty, Thirty, Fourty, Fifty, Sixty";

            separatedArray = originalString.split(', ');

            console.log(separatedArray);

            document.querySelector('.output').textContent =

            separatedArray;

}

**</script>**

**</body>**

**</html>**

## Append through the list and put track of each comma you find to generate a new sequence with different strings

This method helps you to iterate the characters of the string and analyze for the comma. The Previous index variable can be determined, which keeps records of the first character of the next string. The slice method is used to remove the part of the string between the prior index and the specific position of the comma found. This string is driven to a new array. This procedure is iterated for the entire length of the string. The final segment comprises all the separate strings.

**Syntax**

originalString = " Twenty, Thirty, Fourty, Fifty, Sixty ";

separatedArray = [];

let previousIndex = 0;                       // index of end of the last string

for(i = 0; i **<** **originalString.length**; i++)

{

  if (originalString[i] == ', ') {  // check the character for a comma

       // split the string from the last index to the comma

        separated = originalString.slice(previousIndex, i);

        separatedArray.push(separated);

      previousIndex = i + 1;              // update the index of the last string

    }

}

             // push the last string into the array

separatedArray.push(originalString.slice(previousIndex, i));

**Example**

<!DOCTYPE html**>**

**<html>**

**<body>**

**<h1** style="color: green"**>**iHub**</h1>**

**<b>**Conversion of comma separated stringto array in JavaScript**</b>**

**<p>**Original string is "Twenty, Thirty, Fourty, Fifty, Sixty"**</p>**

**<p>**Separated Array is: **<span** class="output"**></span>** **</p>**

**<button** onclick="separateString()"**>** Remove Text**</button>**

**<script** type="text/javascript"**>**

         function separateString() {

             originalString = "Twenty, Thirty, Fourty, Fifty, Sixty";

             separatedArray = [];

             let previousIndex = 0;       // index of end of the last string

             for (i = 0; i **<** **originalString.length**; i++){

        if (originalString[i] == ', '){       // check the character for a comma

separated =        // split the string from the last index to the comma

originalString.slice(previousIndex, i);

separatedArray.push(separated);

previousIndex = i + 1;                 // update the index of the last string

                 }

             }

        separatedArray.push(          // push the last string into the array

        originalString.slice(previousIndex, i));

        console.log(separatedArray);

        document.querySelector(

        '.output').textContent = separatedArray;

}

**</script>**

**</body>**

**</html>**

# **Calculate age using JavaScript**

JavaScript offers some built-in date and time functions, which helps to calculate the age from the date (Date of Birth). Using these JavaScript methods, you can easily find the age of anyone. For this, we require a date input from the user and the current system date. We need to track the following conditions in mind while calculating the difference between them:

* If the **current date** is less than the date (birthdate) entered by the user, that month will not be counted as the month is not completed. Otherwise, we will add the number of month days (30 or 31) to the current date to get the difference between them.
* If the **current month** is less than the birth month, the current year will not be counted. To get the month's difference, we will subtract by adding the total number of months (12) to the current month.
* Finally, we just need to subtract the date, month and year after satisfying the above two conditions.

Now, we will convert this process to actual implementation.

There are various ways to calculate the age from date of birth. We will discuss simple and easily understandable methods to calculate the age using JavaScript.

### **Example 1: Predefined date input**

<script>

var dob = new Date("06/24/2008");

//calculate month difference from current date in time

var month\_diff = Date.now() - dob.getTime();

//convert the calculated difference in date format

var age\_dt = new Date(month\_diff);

//extract year from date

var year = age\_dt.getUTCFullYear();

//now calculate the age of the user

var age = Math.abs(year - 1970);

//display the calculated age

document.write("Age of the date entered: " + age + " years");

</script>

### **Example 2: dynamic date input**

In this example, we will create an HTML form to take the date input from the user and then calculate the age using JavaScript. It will take dynamic input from the user. This HTML form will use the calendar to choose date input.

<html>

<head>

<script>

function ageCalculator() {

var userinput = document.getElementById("DOB").value;

var dob = new Date(userinput);

if(userinput==null || userinput=='') {

document.getElementById("message").innerHTML = "\*\*Choose a date please!";

return false;

} else {

//calculate month difference from current date in time

var month\_diff = Date.now() - dob.getTime();

//convert the calculated difference in date format

var age\_dt = new Date(month\_diff);

//extract year from date

var year = age\_dt.getUTCFullYear();

//now calculate the age of the user

var age = Math.abs(year - 1970);

//display the calculated age

return document.getElementById("result").innerHTML =

"Age is: " + age + " years. ";

}

}

</script>

</head>

<body>

<center>

<h2 style="color: 32A80F" align="center"> Calculate Age from DOB</h2>

<!-- Choose a date and enter in input field -->

<b> Enter Date of Birth: <input type=date id = DOB></b>

<span id = "message" style="color:red"></span><br><br>

<button type="submit" onclick="ageCalculator()">Calculate age </button><br><br>

<h3 style="color:32A80F" id="result" align="center"></h3>

</center>

</body>

</html>

### **Example 2: Calculate age in year, month and days**

This example will calculate and display the age in year, month, and days rather than only in years. **E.g.,** for a DOB 27 Dec 2015, the person will be 4 years, 9 months, and 23 days old.

<html>

<head>

<script>

function ageCalculator() {

//collect input from HTML form and convert into date format

var userinput = document.getElementById("DOB").value;

var dob = new Date(userinput);

//check user provide input or not

if(userinput==null || userinput==''){

document.getElementById("message").innerHTML = "\*\*Choose a date please!";

return false;

}

//execute if the user entered a date

else {

//extract the year, month, and date from user date input

var dobYear = dob.getYear();

var dobMonth = dob.getMonth();

var dobDate = dob.getDate();

//get the current date from the system

var now = new Date();

//extract the year, month, and date from current date

var currentYear = now.getYear();

var currentMonth = now.getMonth();

var currentDate = now.getDate();

//declare a variable to collect the age in year, month, and days

var age = {};

var ageString = "";

//get years

yearAge = currentYear - dobYear;

//get months

if (currentMonth>= dobMonth)

//get months when current month is greater

var monthAge = currentMonth - dobMonth;

else {

yearAge--;

var monthAge = 12 + currentMonth - dobMonth;

}

//get days

if (currentDate>= dobDate)

//get days when the current date is greater

var dateAge = currentDate - dobDate;

else {

monthAge--;

var dateAge = 31 + currentDate - dobDate;

if (monthAge< 0) {

monthAge = 11;

yearAge--;

}

}

//group the age in a single variable

age = {

years: yearAge,

months: monthAge,

days: dateAge

};

if ( (age.years> 0) && (age.months> 0) && (age.days> 0) )

ageString = age.years + " years, " + age.months + " months, and " + age.days + " days old.";

else if ( (age.years == 0) && (age.months == 0) && (age.days> 0) )

ageString = "Only " + age.days + " days old!";

//when current month and date is same as birth date and month

else if ( (age.years> 0) && (age.months == 0) && (age.days == 0) )

ageString = age.years + " years old. Happy Birthday!!";

else if ( (age.years> 0) && (age.months> 0) && (age.days == 0) )

ageString = age.years + " years and " + age.months + " months old.";

else if ( (age.years == 0) && (age.months> 0) && (age.days> 0) )

ageString = age.months + " months and " + age.days + " days old.";

else if ( (age.years> 0) && (age.months == 0) && (age.days> 0) )

ageString = age.years + " years, and" + age.days + " days old.";

else if ( (age.years == 0) && (age.months> 0) && (age.days == 0) )

ageString = age.months + " months old.";

//when current date is same as dob(date of birth)

else ageString = "Welcome to Earth! <br> It's first day on Earth!";

//display the calculated age

return document.getElementById("result").innerHTML = ageString;

}

}

</script>

</head>

<body>

<center>

<h2 style="color: 32A80F" align="center"> Calculate Age from Date of Birth <br><br></h2>

<b> Enter Date of Birth: <input type=date id = DOB></b>

<span id = "message" style="color:red"></span><br><br>

<button type="submit" onclick = "ageCalculator()"> Calculate age </button><br><br>

<h3 style="color:32A80F" id="result" align="center"></h3>

</center>

</body>

</html>

### **Example 4**

In this example, we are calculating the age by converting dates difference in milliseconds. It is also an easy way to calculate age.

<html>

<head>

<script>

function ageCalculator() {

//collect input from HTML form and convert into date format

var userinput = document.getElementById("DOB").value;

var dob = new Date(userinput);

//check user provide input or not

if(userinput==null || userinput==''){

document.getElementById("message").innerHTML = "\*\*Choose a date please!";

return false;

}

//execute if user entered a date

else {

//extract and collect only date from date-time string

var mdate = userinput.toString();

var dobYear = parseInt(mdate.substring(0,4), 10);

var dobMonth = parseInt(mdate.substring(5,7), 10);

var dobDate = parseInt(mdate.substring(8,10), 10);

//get the current date from system

var today = new Date();

//date string after broking

var birthday = new Date(dobYear, dobMonth-1, dobDate);

//calculate the difference of dates

var diffInMillisecond = today.valueOf() - birthday.valueOf();

//convert the difference in milliseconds and store in day and year variable

var year\_age = Math.floor(diffInMillisecond / 31536000000);

var day\_age = Math.floor((diffInMillisecond % 31536000000) / 86400000);

//when birth date and month is same as today's date

if ((today.getMonth() == birthday.getMonth()) && (today.getDate() == birthday.getDate())) {

alert("Happy Birthday!");

}

var month\_age = Math.floor(day\_age/30);

day\_age = day\_age % 30;

var tMnt= (month\_age + (year\_age\*12));

var tDays =(tMnt\*30) + day\_age;

//DOB is greater than today?s date, generate an error: Invalid date

if (dob>today) {

document.getElementById("result").innerHTML = ("Invalid date input - Please try again!");

}

else {

document.getElementById("result").innerHTML = year\_age + " years " + month\_age + " months " + day\_age + " days"

}

}

}

</script>

</head>

<body>

<center>

<h2 style="color: #008CBA" align="center"> Calculate Age from Date of Birth <br><br></h2>

<b> Enter Date of Birth: <input type=date id = DOB></b>

<span id = "message" style="color:red"></span><br><br>

<button type="submit" onclick = "ageCalculator()"> Calculate age </button><br><br>

<h3 style="color:#008CBA" id="result" align="center"></h3>

</center>

</body>

</html>

# **JavaScript label statement**

JavaScript label is a statement used to prefix a label as an identifier. You can specify the label by any name other than the reserved words. It is simply used with a colon (:) in code.

A label can be used with a **break** or **continue** statement to control the flow of the code more precisely. The label is applied to a block of code or a statement.

Using some examples, we will learn how to define and use the label statement in JavaScript.

### **Syntax**

label: statements

### **Parameters**

**label:** It is a JavaScript identifier. Define it by any name that is not a reserved keyword.

**Statements:** It is a JavaScript statement, where **break** is simply used with the labelled statement and **continue** with looping labelled statement.

### **Examples**

Let's understand the JavaScript label that how it works and helps to break or continue with the looping statement with the help of different examples.

### **Example: Label with for loop to break**

In this example, we will define two labels by the name **innerloop** and **outerloop**, which is used with for loop to break the execution of the loop for a specified condition.

<html>

<body>

<script>

var i, j;

//Execution of outerloop and innerloop using label

document.write("Entering the loop!<br /> ");

outerloop: // This is the label name for the below loop

for (i = 0; i< 5; i++) {

document.write("<b>Outerloop i: </b>" + i + "</br>");

innerloop: //another label

for (j = 0; j <= 4; j++) {

//when j is greater than 3, quit the innermost loop

if (j >3 ) {

document.write("<b> Break innermost loop when j>3 </b></br>");

break ;

}

// when i = 2, exit from innerloop

if (i == 2) {

document.write("<b> Break innerloop when i=2 </b></br>");

break innerloop;

}

// when i = 4, exit from outerloop too

if (i == 4) {

document.write("<b> Break outerloop when i=4 </b></br>");

break outerloop;

}

document.write("Innerloop execution j: " + j + " <br />");

}

}

document.write("Exit from all loops! </br> ");

</script>

</body>

</html>

### **Example: Label with for loop to continue**

In this example, we will again define two labels by the name **innerloop** and **outerloop**. But now they are used with for loop to continue the execution of the loop when the specified condition occurs.

<html>

<body>

<script>

var i,j;

//Execution of loops using outerloop and innerloop label

document.write("Entering the loop! </br> ");

outerloop: // This is the label name

for (i = 0; i< 4; i++) {

document.write("<b>Outerloop: </b>" + i + "</br>");

innerloop:

for (j = 0; j < 4; j++) {

if (i> 2) {

document.write("<b> Continue Innerloop when i>2 </b></br>");

continue innerloop;

}

if (j == 3) {

document.write("<b> Continue Outerloop when j=3 </b></br>");

continue outerloop;

}

document.write("Innerloop execution: " + j + "<br />");

}

}

document.write("Exit from all loops!<br /> ");

</script>

</body>

</html>

# **JavaScript String with quotes**

The strings are usually used to store and manipulate the text data. However, you can also store special characters and numeric data in strings as well. **E.g.,** address or email id, which contains multitype data.

Strings are created by putting data inside the quotes. JavaScript and other programming languages allow the users to keep the data either in double quotes (" ") or single quotes (' '). This chapter will show you how to print string with quotes.

### **For example**

|  |  |
| --- | --- |
| **Quotes** | **Example** |
| Single Quote (' ') | 'This is a string inside single quotes.' |
| Double Quote (" ") | "This is a string inside double quotes." |

These single quotes and double quotes do not print with string on the web browser. But sometimes we need to print the quotes with the string as well. Some words like it's, b'day, seven o'clock, can't, and etc. Firstly, see how a string simply display on the web.

### **Example: String without quotes**

<script>

var pat1 = 'A string inside single quote';

var pat2 = "A string inside double quote";

document.write(pat1 + "</br>");

document.write(pat2);

</script>

## Enclosing quotation marks

**You can use a backslash (\) with the particular word or string to escape the quotation mark.** Remember one thing; if you do not want to use the backslash (\), you have to use the quotation mark alternatively inside and outside of a string. This means that if you try to use a single quote inside a string, the outside quotes should be double quotes. Similarly, if you try to use a double quote inside a string, the outside quotes must be single quotes.

### **Example: Print quotes using backslash (\)**

<html>

<body>

<script>

var singleQ = 'It\'s nine o\' clock in the morning.';

var doubleQ = "Mukesh Ambani is \"the richest man\" of India.";

document.write(singleQ + "</br>");

document.write(doubleQ + "</br>");

</script>

</body>

</html>

### **Example: Print quotes using alternative String syntax**

In this example, we will use alternative quotation mark inside and outside of a string. This means the same thing can be done with it. See the below example, how it will be done:

<html>

<body>

<script>

var singleQ = "It's nine o' clock in the morning.";

var doubleQ = 'Always say "Thank you" when anyone helps you.';

document.write(singleQ + "</br>");

document.write(doubleQ + "</br>");

</script>

</body>

</html>

Other than all these methods, there is one more way to display the single quote and double quote on the web browser.

### **Example: Use apostrophe to print single quote**

In this example, we will use apostrophe in the middle of the single-quote string. See the below example, how it will be done:

<html>

<body>

<script>

var sq = 'It's an example of printing the single quote with string.';

document.write(sq);

</script>

</body>

</html>

### **Example: Use &quot to print double quote**

In JavaScript, you can use **&quot** with a string to display string with double quotation mark. With **&quot,** you can use any quote. See the below example:

<html>

<body>

<script>

var dq1 = "Always say " Thank you " when anyone helps you.";

var dq2 = 'Always say " Thank you " when anyone helps you.';

document.write(dq1 + "</br>");

document.write(dq2);

</script>

</body>

</html>

# **How to create dropdown list using JavaScript?**

Before starts creating a dropdown list, it is important to know what is a dropdown list. A dropdown list is a toggleable menu that allows the user to choose one option from multiple ones. The options in this list are defined in coding, which is associated with a function. When you click or choose this option, that function triggers and starts performing.

You have seen a dropdown list most of the time on registration forms to select the state or city from the dropdown menu. A dropdown list allows us to choose only one from the list of items. See the below screenshot how the dropdown list looks like-

### **Important points to create a dropdown list**

* The <select> tab is used with <option> tab to create the simple dropdown list in HTML. After that JavaScript helps to perform operation with this list.
* Other than this, you can use the container tab <div> to create the dropdown list. Add the dropdown items and links inside it. We will discuss each method with an example in this chapter.
* You can use any element such as <button>, <a>, or <p> to open the dropdown menu.

See the below examples to create a dropdown list using different methods.

### **Examples**

### **Simple dropdown list using <select> tab**

It is a simple example of creating a simple and easy dropdown list without using any complicated JavaScript code and CSS stylesheet.

<html>

<head><title>dropdown menu using select tab</title></head>

<script>

function favTutorial() {

var mylist = document.getElementById("myList");

document.getElementById("favourite").value = mylist.options[mylist.selectedIndex].text;

}

</script>

<body>

<form>

<b> Select youfavourite tutorial site using dropdown list </b>

<select id = "myList" onchange = "favTutorial()" >

<option> ---Choose tutorial--- </option>

<option> w3schools </option>

<option>iHub</option>

<option>tutorialspoint</option>

<option>geeksforgeeks</option>

</select>

<p> Your selected tutorial site is:

<input type = "text" id = "favourite" size = "20" </p>

</form>

</body></html>

A dropdown list can be created using some other ways; see some more below examples.

### **Dropdown list using button and div tab**

In this example, we will create a dropdown list with a button having a list of items as a dropdown menu.

<html>

<style>

/\* set the position of dropdown \*/

.dropdown {

position: relative;

display: inline-block;

}

/\* set the size and position of button on web \*/

.button {

padding: 10px 30px;

font-size: 15px;

}

/\* provide css to background of list items \*/

#list-items {

display: none;

position: absolute;

background-color: white;

min-width: 185px;

}

/\* provide css to list items \*/

#list-items a {

display: block;

font-size: 18px;

background-color: #ddd;

color: black;

text-decoration: none;

padding: 10px;

}

</style>

<script>

//show and hide dropdown list item on button click

function show\_hide() {

var click = document.getElementById("list-items");

if(click.style.display ==="none") {

click.style.display ="block";

} else {

click.style.display ="none";

}

}

</script>

<body>

<div class="dropdown">

<button onclick="show\_hide()" class="button">Choose Language</button>

<center>

<div id="list-items">

<a href="#"> Hindi </a>

<a href="#"> English </a>

<a href="#"> Spanish </a>

<a href="#"> Chinese </a>

<a href="#"> Japanese </a>

</div>

</center>

</div>

</body>

</html>

### **Multiple dropdown list Example**

In the above examples, we have created a single dropdown list. We will now create a form with multiple dropdown menu of various online technical subject tutorials lists like C, C++, PHP, MySQL, and Java, categorised into several categories. When the user clicks on a particular dropdown button, their respective dropdown list will open up to you.

<html>

<head>

<style>

.dropbtn {

background-color: green;

color: white;

padding: 14px;

font-size: 16px;

cursor: pointer;

}

.dropbtn:hover {

background-color: brown;

}

.dropdown {

position: relative;

display: inline-block;

}

.dropdown-content {

display: none;

position: absolute;

background-color: white;

min-width: 140px;

overflow: auto;

box-shadow: 0px 8px 16px 0px rgba(0,0,0,0.2);

}

.dropdown-content a {

color: black;

padding: 12px 16px;

text-decoration: none;

display: block;

}

.dropdown a:hover {

background-color: #ddd;

}

.show {

display: block;

}

</style>

</head>

<body>

<h2>List of tutorials using Dropdown menu</h2>

<p>Click on the button to open the tutorial dropdown menu.</p>

<div class="dropdown">

<button onclick="programmingList()" class="dropbtn">Programming</button>

<div id="myDropdown1" class="dropdown-content">

<a href="#java" onclick="java()">Java</a>

<a href="#python" onclick="python()">Python</a>

<a href="#c++" onclick="cpp()">C++</a>

<a href="#c" onclick="c()">C</a>

</div>

</div>

<div class="dropdown">

<button onclick="databaseList()" class="dropbtn">Database</button>

<div id="myDropdown2" class="dropdown-content">

<a href="#mysql" onclick="mysql()">MySQL</a>

<a href="#mdb" onclick="mDB()">MongoDB</a>

<a href="#cass" onclick="cassandra()">Cassandra</a>

</div>

</div>

<div class="dropdown">

<button onclick="WebTechList()" class="dropbtn">Web Technology</button>

<div id="myDropdown3" class="dropdown-content">

<a href="#php" onclick="php()">PHP</a>

<a href="#css" onclick="css()">CSS</a>

<a href="#js" onclick="js()">JavaScript</a>

</div>

</div>

<script>

/\* methods to hide and show the dropdown content \*/

function programmingList() {

document.getElementById("myDropdown1").classList.toggle("show");

}

function databaseList() {

document.getElementById("myDropdown2").classList.toggle("show");

}

function WebTechList() {

document.getElementById("myDropdown3").classList.toggle("show");

}

/\* methods to redirect to tutorial page that user will select from dropdown list \*/

function java() {

window.location.replace("https://www.ihubtalent.com/java-tutorial");

}

function python() {

window.location.replace("https://www.ihubtalent.com/python-tutorial");

}

function cpp() {

window.location.replace("https://www.ihubtalent.com/cpp-tutorial");

}

function c() {

window.location.replace("https://www.ihubtalent.com/c-programming-language-tutorial");

}

function mysql() {

window.location.replace("https://www.ihubtalent.com/mysql-tutorial");

}

function mDB() {

window.location.replace("https://www.ihubtalent.com/mongodb-tutorial");

}

function cassandra() {

window.location.replace("https://www.ihubtalent.com/cassandra-tutorial");

}

function php() {

window.location.replace("https://www.ihubtalent.com/php-tutorial");

}

function css() {

window.location.replace("https://www.ihubtalent.com/css-tutorial");

}

function js() {

window.location.replace("https://www.ihubtalent.com/javascript-tutorial");

}

// Close the dropdown menu if the user clicks outside of it

window.onclick = function(event) {

if (!event.target.matches('.dropbtn')) {

var dropdowns = document.getElementsByClassName("dropdown-content");

var i;

for (i = 0; i<dropdowns.length; i++) {

var openDropdown = dropdowns[i];

if (openDropdown.classList.contains('show')) {

openDropdown.classList.remove('show');

}

}

}

}

</script>

</body>

</html>

# **How to disable radio button using JavaScript?**

Radio button is an input type that is used to get input from the user by selecting one value from multiple choices. You have seen the radio buttons to choose gender between male and female. We select only one entry, either male or female and leave the other entries are unselected.

There might be some cases when we need to disable the other entries based on some conditions. You can enable and disable the radio button by using the **disabled** property of HTML DOM. Set this property to true (**disable=true**) to disable the radio button in JavaScript.

### **Disable the radio button**

Sometimes, we need to disable the radio button for a specific condition. These are special conditions when we disable the radio button. When the radio buttons get disabled, their color changed to **grey**.

In the below examples, we will learn how to disable the radio button:

### **Disable radio button using dropdown**

Here, we will use a dropdown list having **Yes** and **No** as values to enable or disable the radio buttons. If you choose No, all the radio buttons will be disabled. On the other hand, all the radio buttons will be enabled if you select Yes.

#### **Note that you can use the checkbox as well instead of a dropdown list.**

<html>

<script>

function verifyAnswer() {

//get the selected value from the dropdown list

var mylist = document.getElementById("myAns");

var result = mylist.options[mylist.selectedIndex].text;

if (result == 'No') {

//disable all the radio button

document.getElementById("csharp").disabled = true;

document.getElementById("js").disabled = true;

document.getElementById("angular").disabled = true;

} else {

//enable all the radio button

document.getElementById("csharp").disabled = false;

document.getElementById("js").disabled = false;

document.getElementById("angular").disabled = false;

}

}

</script>

<body>

<h2> Disable radio Button using dropdown </h2>

<form>

<!-- create a dropdown list -->

<h3> Are you a developer? </h3>

<select id = "myAns" onchange = "verifyAnswer()" >

<option value="choose"> --choose -- </option>

<option value="yes"> Yes </option>

<option value="no"> No </option>

</select>

</form>

<p><b> If Yes, Choose language your preferred programming Language</b></p>

<!-- create a set of radio buttons -->

<label><input type="radio" name="programming" id="csharp" value= "csharp"> C# </label>

<label><input type="radio" name="programming" id="js" value= "js"> JavaScript </label>

<label><input type="radio" name="programming" id="angular" value= "angular"> Angular </label>

</body>

</html>

### **Disable radio button using checkbox**

<html>

<script>

function verifyAnswer() {

//disable all the radio button

document.getElementById("csharp").disabled = true;

document.getElementById("js").disabled = true;

document.getElementById("angular").disabled = true;

//get the value if checkbox is checked

var dev = document.getElementById("myCheck").checked;

if (dev == true) {

//enable all the radio button

document.getElementById("csharp").disabled = false;

document.getElementById("js").disabled = false;

document.getElementById("angular").disabled = false;

}

}

</script>

<body>

<h2> Disable radio Button using checkbox </h2>

<form>

<!-- create a dropdown list -->

<h3> Are you a developer? </h3>

Yes:

<input type="checkbox" id="myCheck" onchange="verifyAnswer()" checked>

</form>

<p><b> If Yes, Choose language your preferred programming Language</b></p>

<!-- create a set of radio buttons -->

<label><input type="radio" name="programming" id="csharp" value= "csharp"> C# </label>

<label><input type="radio" name="programming" id="js" value= "js"> JavaScript </label>

<label><input type="radio" name="programming" id="angular" value= "angular"> Angular </label>

</body>

</html>

### **A simple radio button example**

It is a simple example of radio button created. In this example, we will create set of radio button for gender and language selection. The input will be taken using the HTML form and calculated by JavaScript. See the code below:

<html>

<script>

function calValue() {

//fetch all gender radio button data

var male = document.getElementById('g1');

var female = document.getElementById('g2');

var otherg = document.getElementById('g3');

//fetch all language radio button data

var hindi = document.getElementById('l1');

var english = document.getElementById('l2');

var otherl = document.getElementById('l3');

var gender;

var language;

//check which gender is selected using radio button

if(male.checked == true) {

gender = male;

} else if(female.checked == true) {

gender = female;

} else if(otherg.checked == true) {

gender = otherg

}

//check which language is selected using radio button

if(hindi.checked == true) {

language = hindi;

} else if(english.checked == true) {

language = english;

} else if(otherl.checked == true) {

language = otherl

}

//return data to HTML form

return document.getElementById("result").innerHTML = "Your selected gender is: " + gender.value + "</br> and </br> Selected language is: " + language.value;

}

</script>

<body>

<h2> Simple radio Buttons Example </h2>

<!-- create radio button for gender selection -->

<p><b> Select your gender: </b></p>

<input type="radio" id="g1" name="gender" value="male">

<label for="male"> Male </label><br>

<input type="radio" id="g2" name="gender" value="female">

<label for="female"> Female </label><br>

<input type="radio" id="g3" name="gender" value="other">

<label for="other"> Other </label>

<br>

<!-- create radio button for language selection -->

<p><b> Select your language: </b></p>

<input type ="radio" id="l1" name="language" value="hindi">

<label for ="male"> Hindi </label><br>

<input type="radio" id="l2" name="language" value="english">

<label for="female"> English </label><br>

<input type="radio" id="l3" name="language" value="other">

<label for="other"> Other </label><br><br>

<input type="submit" value="Submit" onclick="calValue()">

<h3 id="result" style="color:blue"></h3>

</body>

</html>

# **Check if the value exists in Array in Javascript**

In a programming language like Javascript, to check if the value exists in an array, there are certain methods. To be precise, there are plenty of ways to check if the value we are looking for resides amongst the elements in an array given by the user or is predefined. Let's discuss these methods one by one using various examples.

## indexof() method

The indexof() method in Javascript is one of the most convenient ways to find out whether a value exists in an array or not. The indexof() method works on the phenomenon of index numbers. This method returns the index of the array if found and returns -1 otherwise. Let's consider the below code:

**<script>**

     var army=["Marcos", "DeltaForce", "Seals", "SWAT", "HeadHunters"];

if(army.indexOf("Marcos") !== -1)  {

        alert("Yes, the value exists!")

}

else  {

        alert("No, the value is absent.")

}

**</script>**

The above code prints the given out because the value is already present in the array. It is quite easy to understand that the expected value is present at position 0. Thus, the indexof() method tells you that the value expected is present in the given array.

includes() method

The [includes() method](https://www.javatpoint.com/javascript-array-includes-method) is one such method using which we can easily find out whether the expected value exists in the given array. There are various ways to use include() method. This method returns a Boolean value i.e. **true** if the value exists and **false** if it incorrect. The includes() method can be used in various ways to find out if the value exists. To name a few, take a look at the below examples to understand.

varspecialForces=["BlackCats","Marcos", "Demolishers","HeadHunters"];

r\_name = specialForces.includes("HeadHunters");

In the above method, we have defined two variables as shown. The includes() methods return **true** because the value which we are looking for is already present in the given array. If the value was not present in the array, the includes() methods might have returned false.

Another way of using the includes() method is by assigning the index value through which the element we are looking for is generated as output. See the below code for reference.

var actors = ["Hrithik", "SRK", "Salman", "Vidyut"];

var names = actors.includes("Vidyut", 3);

In the above code snippet, we have defined the variable "**actors**" which the value. We have also defined a variable "names" which would return true or false, if the includes() method returns the shown result. The code above will return true since the value and the index number have been correctly assigned and would return the output.

The above examples are some of the predefined methods that we have used to check whether an element exists in the array or not. We have another approach to find out an array element using loops. Let's discuss how can we check if the element exists in an array using loops as shown in the below code snippet.

Using loops

var example\_array = ['Rahul','Rajesh','Sonu','Siddhi','Mark','George'];

function checkArray(value,array{

   var status = 'Absent';

   for(var i=0; i**<array.length**; i++)  {

     var name = array[i];

     if(name == value){

       status = 'Present';

       break;

     }

   }

  return status;

}

# **JavaScript Debouncing**

In this article, we will discuss the **JavaScript debouncing ()** method and its implementation.

## What is Debouncing?

Debouncing is a method used in JavaScript to increase browser performance. There may be some features on a web page that needs time-consuming computations. If such type of method is applied frequently, it may greatly affect the browser's performance because Javascript is a **single-threaded language**. Debouncing is a programming technique that assures that time-consuming activities do not trigger the web page's performance decreases. In other words, the Debounce methods do not run when invoked. Instead, they wait a predetermined period of time until executing. When we call the same process again, the previous process is canceled, and the timer is reset.

A debounce is a throttle cousin, and they both help improve the web application's performance. Although, they are seen in different situations. When we just think about the final state, a debounce is used. **For example**, they are waiting until a user has finished typing to retrieve typeahead search results. If we want to manage all intermediate states at a regulated pace, a throttle is the best tool to use.

## Implementation of debouncing

Let's take an example to see the implementation of debounce method in the program.

const debounce = (func, wait) =**>** {

  let timeout;

  return function mainFunction(...args) {

     const later = () =**>** {

       clearTimeout(timeout);

       func(...args);

     };

     clearTimeout(timeout);

     timeout = setTimeout(delay, wait);

  };

};

A higher-order function that returns another function is known as a debounce function. It is used to create a closure around the **func** and **wait** function parameters and the **timeout variable** to hold their values. The definitions of the following variables are:

1. **Func:** It is the **func** function that we want to execute after the debounce time.
2. **Wait:** The time after the last received action that the debounce function can wait until executing func.
3. **Timeout:** The timeout function is the value that is used to indicate a running debounce.

### **Example:**

Let's take an example to understand the **debouncing()** method in JavaScript. A button is connected to an event listener, which calls a debounce function in the below example. The Debounce function has **two parameters**: a **function** and the other is a **number (time)**. A **Timer** declares, which as the name implies, and calls the debounce function after a certain amount of time.

<!DOCTYPE html**>**

**<html>**

**<body>**

**<h1>**JavaScript Debounce**</h1>**

**<input** type = "button" id="debounce" value = "Click Here"**>**

**<script>**

var button = document.getElementById("debounce");

const debounce = (func, wait) =**>** {

    let debounceTimer

    return function() {

        const context = this

        const args = arguments

            clearTimeout(debounceTimer)

                debounceTimer

            = setTimeout(() =**>** func.apply(context, args), wait)

    }

}

button.addEventListener('click', debounce(function() {

        alert("Hello\n This message will be displayed after 3 seconds, and no matters how many times we click the button.")

}, 4000));

**</script>**

**</body>**

**</html>**

As we have seen in the above screenshot, there is a **"Click here"** button. When the **Click Here** button is pressed, a warning box appears and displays an alert message. The feature updates every time, which means that if the button is pressed before the delay time (4 seconds), the initial timer is cleared, and a new timer is started. The **clearTimeOut()** function is used to complete this mission.

## Implementation of debounce function with immediate function

The following debounce implementation returns a function that will not be called as long as it is invoked. After **N milliseconds** of inactivity, the function will be called again. When the function is called with the initial function as an argument, it called the function immediately and waits for the interval before calling it again.

function debounce(func, wait, immediate) {

  var timeout;

  return function mainFunction() {

    var cont = this;

    var args = arguments;

    var later = function() {

      timeout = null;

      if (!immediate) func.apply(cont, args);

    };

    var callNow = immediate && !timeout;

    clearTimeout(timeout);

    timeout = setTimeout(delay, wait);

    if (callNow) func.apply(cont, args);

  };

};

Debounce returns a function that may be passed on to the function's event listeners when a function and a time interval are passed.

var returnedFunction = debounce(function() {  }, 3000);

window.addEventListener('resize', returnedFunction);

### **Example:**

Let's take an example to understand the use of debounce function with the immediate function.

<!DOCTYPE html**>**

**<html>**

**<body>**

**<h1>**JavaScript Debounce**</h1>**

**<button** id="debounce"**>**Click here **</button>**

**<script>**

    var button = document.getElementById("debounce");

    const debounce = (func, wait, immediate)=**>** {

     var timeout;

    return function executedFunction() {

        var cont = this;

        var args = arguments;

        var later = function() {

        timeout = null;

        if (!immediate) func.apply(cont, args);

        };

        var callNow = immediate && !timeout;

        clearTimeout(timeout);

        timeout = setTimeout(later, wait);

        if (callNow) func.apply(cont, args);

        };

    };

    button.addEventListener('click', debounce(function() {

            alert("This message will be displayed after 3 seconds, and no matters how many times we click the button.")

                            }, 3000));

**</script>**

**</body>**

**</html>**

# **JavaScript print() method**

In this section, we will discuss the print() method in the JavaScript language. A **print()** method is used to print the currently visible contents like a web page, text, image, etc., on the computer screen. When we use a **print()** method in JavaScript and execute the code, it opens a print dialog box that allows the user or programmer to select an appropriate option for printing the current content of the window.

### **Syntax**

The following syntax is used to print the current content of the window:

window.print()

In the above syntax, we use the window.print() method that prints the currently visible content of the window screen.

**Parameters**: It does not contain any parameters.

**Returns**: The window.print() method does not return anything.

### **Supported Browser of the print() method**

Following are the browsers that support the window.print() method.

1. Google Chrome
2. Internet Explorer
3. Firebox
4. Opera
5. Safari

### **Example 1: Program to print a web page using print() method**

In this program, we are using a window.print() method that prints the current visible content in the window screen.

**<html>**

**<head>**

**<script** type = "text/ javascript"**>**  **</script>**

**</head>**

**<body>**

**<h2>** To print the Current Content of the window using print() method **</h2>**

**<p>**

As the name suggests, the print () method is used to print the contents of the current window. When we use a print () method, it opens the print dialog box, which allows the user or programmer to select an appropriate option for printing the current content of the window.

**</p>**

**<form>**

<!-- When a user click on the print button, the onclick function calls the window.print() method to print the currently visible content in the window screen. -->

**<input** type = "button" value = "Print" onclick = "window.print()" **/>**

**</form>**

**</body>**

**</html>**

### **Example 2: Program to print the Student Registration Form using the print() method**

In this program, we create a student registration form and then print it using window,print() method.

<!-- Create a web page to print the Student registration Form in JavaScript using print() method. -->

**<html>**

**<head>**

**<script** type = "text/javascript"**>**

function printFun{

window.print();

}

**</script>**

<!-- Start the coding for CSS -->

**<style>**

/\* Create the Outer layout of the Calculator. \*/

.formstyle  {

width: 400px;

height: 400px;

margin: 20px auto;

border: 3px solid skyblue;

border-radius: 5px;

padding: 20px;

text-align: center;

background-color: lightgreen;  }

/\* Display top horizontal bar that contain some information. \*/

h1 {

    text-align: center;

    padding: 23px;

    background-color: skyblue;

    color: white;

    }

\*{

margin: 0;

padding: 0;

}

**</style>**

**</head>**

**<body** bgcolor = "lightgrey"**>**

**<h1>** Program to print the Student Registration Form using JavaScript print() method **</h1>**

**<div** class = "formstyle">

**<form** name = "form1"**>**

**<fieldset>**

**<br>**

**<legend>** Student Registration Form: **</legend>**

**<label>** First name **</label>**

**<input** type = "text" name = "fname" size = "30" **/>** **<br>**

**<br>**

**<label>** Last name **</label>**

**<input** type = "text" name = "lname" size = "30" **/>** **<br>**

**<br>**

**<label>** Father name **</label>**

**<input** type = "text" name = "f\_name" size = "30" **/>** **<br>**

**<br>**

**<label>** Mother name **</label>**

**<input** type = "text" name = "m\_name" size = "30" **/>** **<br>**

**<label>** Gender: **</label>**

**<input** type = "radio" name = "gender" **/>** Male

**<input** type = "radio" name = "gender" **/>** Female **<br>**

**<br>**

**<label>**Address**</label>**

**<textarea** cols = "30" rows = "3" value = "address"**>**

**</textarea>**

**<label>**  Email  **</label>**

**<input** type = "email" id = "email" name = "email" size ="30" **/>** **</br>**

**<br>**

**<label>** Password:  **</label>**

**<input** type = "password" id = "pass" name = "pwd" size = "30"**>** **<br>**

**<br>**

**<input** type = "reset"  value = "Reset"**/>**

**<input** style = "background-color:skyblue;" width = 30px height = 20px type = "button" value = "Print" onclick = "printFun()"**/>**

**</fieldset>**

**</form>**

**</div>**

**</body>**

**</html>**

Now we fill in all the details of the student registration form and click on the Print button, which shows the below image.

After click on the Print button, it shows the different operations of the **window.print** method. Once we are done with all settings in the Print dialog box, click on the Save button to save the file or page in your system.

**Explanation of the code:** In the above program, we have created a student registration form, and this form has two buttons Reset and Print button. The Reset button is used to reset the content, and the Print button is used to print the displayed content. When we click on the Print button, an onclick function will activate and call the PrintFun() function. Now PrintFun() function is executed that contains window.print() method to print the displayed content on the window screen.

# **JavaScript editable table**

In this article, we will understand how to create an editable table with the help of JavaScript. In the beginning, we will understand a basic overview of JavaScript programming. After that, we will understand this concept with the help of some examples.

### **What is JavaScript?**

JavaScript abbreviated as JS. It is a dynamic programming language used for web development, web applications, game development, and many more. It allows you to implement dynamic features on web pages that cannot be done only with HTML and CSS.

It is high-level, often just-in-time compiled, and multi-paradigm. It has curly-bracket syntax {}, dynamic typing, prototype-based object orientation, and first-class functions.

### **What do you mean by JavaScript editable table?**

After creating a table in JavaScript, you can insert and combine rows and columns or format the table by adjusting table cell widths, colors, and alignment. You can use the **contenteditable** attribute on the cells, rows, or table to edit a table.

**Let's take various examples of JavaScript editable tables.**

### **Example 1:**

<! DOCTYPE html**>**

**<html>**

**<head>**

**<meta** name="viewport" content="width=device-width, initial-scale=1"**>**

**<meta** charset="UTF-8"**>**

**<title>** JavaScript editable table **</title>**

**<link** href="https://cdnjs.cloudflare.com/ajax/libs/font-awesome/4.7.0/css/font-awesome.css"**>**

**<link** href="https://cdnjs.cloudflare.com/ajax/libs/twitter-bootstrap/4.0.0-alpha.6/css/bootstrap.min.css"**>**

**<style>**

@import url('https://fonts.googleapis.com/css?family=Montserrat:400,500');

body{

  font-family: 'Montserrat', sans-serif;

  text-align: center;

  background-color: rgb(63,72,83);

  font-family: sans-serif;

  color: rgb(220,220,220);

  overflow-x: hidden;

}

tr:first-child { color: #FB667A; }

td:hover {

  color: white;

  font-weight: bold;

  transition-delay: 0s;

  transition-duration: 0.4s;

  transition-property: all;

  transition-timing-function: line;

}

h1 {

  position: relative;

  padding: 0;

  margin: 10;

  font-family: "Raleway", sans-serif;

 font-weight: 400;

  font-size: 40px;

  color: white;

  -webkit-transition: all 0.4s ease 0s;

  -o-transition: all 0.4s ease 0s;

  transition: all 0.4s ease 0s;

}

.table {

   width: 100%;

  thead {

    th {

      padding: 10px 10px;

      background: #00adee;

      font-size: 25px;

      text-transform: uppercase;

      vertical-align: top;

      color: #1D4A5A;

      font-weight: normal;

      text-align: left;

    }

  }

  tbody {

    tr {

      td {

        padding: 10px;

        background: #f2f2f2;

        font-size: 14px;

      }

    }

  }

}

.add {

  outline: none;

  background: none;

  border: none;

}

.edit {

  outline: none;

  background: none;

  border: none;

}

.save {

  outline: none;

  background: none;

  border: none;

}

.delete {

  outline: none;

  background: none;

  border: none;

}

.edit {

  padding: 5px 10px;

  cursor: pointer;

}

.save {

  padding: 5px 10px;

  cursor: pointer;

}

.delete {

  padding: 5px 10px;

  cursor: pointer;

}

.add {

  float: right;

  background: transparent;

  border: 1px solid  black;

  color: black;

  font-size: 13px;

  padding: 0;

  padding: 3px 5px;

  cursor: pointer;

  &:hover {

    background: #ffffff;

    color: #00adee;

  }

}

.save {

  display: none;

  background: #32AD60;

  color: #ffffff;

  &:hover {

    background: darken(#32AD60, 10%);

  }

}

.edit {

  background: #2199e8;

  color: #ffffff;

  &:hover {

    background: darken(#2199e8, 10%);

  }

}

.delete {

  background: #EC5840;

  color: #ffffff;

   &:hover {

    background: darken(#EC5840, 10%);

  }

}

**</style>**

**<body>**

**<table** class="table data"**>**

**<h1>** Example **</h1>**

**<thead>**

**<tr>**

**<th>** Name **</th>**

**<th>** Email **</th>**

**<th>** Number **</th>**

**</tr>**

**</thead>**

**<tbody>**

**<tr>**

**<td** class="data"**>** John Doe **</td>**

**<td** class="data"**>** johndoe@john.com **</td>**

**<td** class="data"**>** 666-666-666 **</td>**

**<td>**

**<button** class="save"**>** Save **</button>**

**<button** class="edit"**>** Edit **</button>**

**<button** class="delete"**>** Delete **</button>**

**</td>**

**</tr>**

**<tr>**

**<td** class="data"**>** John Doe **</td>**

**<td** class="data"**>** johndoe@john.com **</td>**

**<td** class="data"**>** 666-666-666 **</td>**

**<td>**

**<button** class="save"**>** Save **</button>**

**<button** class="edit"**>** Edit **</button>**

**<button** class="delete"**>** Delete **</button>**

**</td>**

**</tr>**

**</tbody>**

**<tbody>**

**<tr>**

**<td** class="data"**>** John Doe **</td>**

**<td** class="data"**>** johndoe@john.com **</td>**

**<td** class="data"**>** 666-666-666 **</td>**

**<td>**

**<button** class="save"**>** Save **</button>**

**<button** class="edit"**>** Edit **</button>**

**<button** class="delete"**>** Delete **</button>**

**</td>**

**</tr>**

**<tr>**

**<td** class="data"**>** John Doe **</td>**

**<td** class="data"**>** johndoe@john.com **</td>**

**<td** class="data"**>** 666-666-666 **</td>**

**<td>**

**<button** class="save"**>** Save **</button>**

**<button** class="edit"**>** Edit **</button>**

**<button** class="delete"**>** Delete **</button>**

**</td>**

**</tr>**

**</tbody>**

**</table>**

**<script** src="https://cdnjs.cloudflare.com/ajax/libs/jquery/3.3.1/jquery.min.js"**>** **</script>**

**<script>**

$(document).on('click', '.edit', function() {

  $(this).parent().siblings('td.data').each(function() {

     var content = $(this).html();

     $(this).html('**<input** value="' + content + '" **/>**');

  });

  $(this).siblings('.save').show();

  $(this).siblings('.delete').hide();

  $(this).hide();

});

$(document).on('click', '.save', function() {

  $('input').each(function() {

    var content = $(this).val();

    $(this).html(content);

    $(this).contents().unwrap();

  });

  $(this).siblings('.edit').show();

  $(this).siblings('.delete').show();

  $(this).hide();

});

$(document).on('click', '.delete', function() {

   $(this).parents('tr').remove();

});

$('.add').click(function() {

  $(this).parents('table').append('**<tr><td** class="data"**></td><td** class="data"**></td><td** class="data"**></td><td><button** class="save"**>**Save**</button><button** class="edit"**>**Edit**</button>** **<button** class="delete"**>**Delete**</button></td></tr>**');  });

**</script>**

**</body>**

**</html>**

**Example 2:**

<! DOCTYPE html**>**

**<html>**

**<head>**

**<meta** name="viewport" content="width=device-width, initial-scale=1"**>**

**<meta** charset="UTF-8"**>**

**<title>** JavaScript editable table **</title>**

**<link** href="https://cdnjs.cloudflare.com/ajax/libs/font-awesome/4.7.0/css/font-awesome.css"**>**

**<link** href="https://cdnjs.cloudflare.com/ajax/libs/twitter-bootstrap/4.0.0-alpha.6/css/bootstrap.min.css"**>**

**</head>**

**<style>**

 @import url('https://fonts.googleapis.com/css?family=Montserrat:400,500');

body {

  font-family: 'Montserrat', sans-serif;

  padding: 0;

  margin: 0;

  text-align: center;

}

h1 {

  position: relative;

  padding: 0;

  margin: 10;

  font-family: "Raleway", sans-serif;

  font-weight: 300;

  font-size: 40px;

  color: #080808;

  -webkit-transition: all 0.4s ease 0s;

  -o-transition: all 0.4s ease 0s;

  transition: all 0.4s ease 0s;

}

body {

  font-size: 0.75em;

}

table {

  border-spacing: 10px;

}

tr **>** th {

  text-align: right;

}

.table-fill {

  background: white;

  border-radius:3px;

  border-collapse: collapse;

  height: 320px;

  margin: auto;

  max-width: 600px;

  padding:5px;

  width: 100%;

  box-shadow: 0 5px 10px rgba(0, 0, 0, 0.1);

  animation: float 5s infinite;

}

th {

  color: #D5DDE5;;

  background: #1b1e24;

  border-bottom: 4px solid #9ea7af;

  border-right: 1px solid #343a45;

  font-size: 23px;

  font-weight: 100;

  padding: 24px;

  text-align: left;

  text-shadow: 0 1px 1px rgba(0, 0, 0, 0.1);

  vertical-align: middle;

}

th:first-child {

  border-top-left-radius: 3px;

}

th:last-child {

  border-top-right-radius: 3px;

  border-right: none;

}

  tr {

  border-top: 1px solid #C1C3D1;

  border-bottom-: 1px solid #C1C3D1;

  color: #666B85;

  font-size: 16px;

  font-weight: normal;

  text-shadow: 0 1px 1px rgba(256, 256, 256, 0.1);

}

 tr:hover td {

  background: #4E5066;

  color: #FFFFFF;

  border-top: 1px solid #22262e;

}

 tr:first-child {

  border-top: none;

}

tr:last-child {

  border-bottom: none;

}

tr:nth-child(odd) td {

  background: #EBEBEB;

}

tr:nth-child(odd):hover td {

  background: #4E5066;

}

tr:last-child td:first-child {

  border-bottom-left-radius: 3px;

}

tr:last-child td:last-child {

  border-bottom-right-radius: 3px;

}

 td:last-child {

  border-right: 0px;

}

td {

  background: #FFFFFF;

  padding: 20px;

  text-align: left;

  vertical-align: middle;

  font-weight: 300;

  font-size: 18px;

  text-shadow: -1px -1px 1px rgba(0, 0, 0, 0.1);

  border-right: 1px solid #C1C3D1;

}

**</style>**

**<body>**

**<h1>** Example **</h1>**

**<table** summary="Editable table with datasets ordered in columns" class="table-fill"**>**

**<tbody>**

**<tr>**

**<th** scope="col"**>** Month **</th>**

**<th** scope="col"**>** Sales **</th>**

**</tr>**

**<tr>**

**<th** scope="row"**>** January **</th>**

**<td>** 16000 **</td>**

**</tr>**

**<tr>**

**<th** scope="row"**>** February **</th>**

**<td>** 10000**</td>**

**</tr>**

**<tr>**

**<th** scope="row"**>** March **</th>**

**<td>** 20000 **</td>**

**</tr>**

**<tr>**

**<th** scope="row"**>** April **</th>**

**<td>** 7300 **</td>**

**</tr>**

**<tr>**

**<th** scope="row"**>** May **</th>**

**<td>** 12000 **</td>**

**</tr>**

**<tr>**

**<th** scope="row"**>** June **</th>**

**<td>** 1099 **</td>**

**</tr>**

**</tbody>**

**</table>**

**<br** **/>**

**<script** src="https://cdnjs.cloudflare.com/ajax/libs/jquery/3.3.1/jquery.min.js"**>** **</script>**

**<script>**

var table = document.querySelector('table');

var dataCells = table.querySelectorAll('tr **>** td');

var rows = table.querySelectorAll('tr');

var code = document.querySelector('code');

var resetButton = document.querySelector('.reset');

rows = Array.prototype.slice.call(rows, 1);

var ncols = rows[0].children.length - 1;

var initialData = {0:[1,2,3,4,5],1:[6,7,8,9,10],2:[11,12,13,14,15]};

function parseTable () {

  var d = {};

  Array.prototype.forEach.call(rows, function (row, i) {

    var rowrowCells = row.querySelectorAll('td');

    return Array.prototype.map.call(rowCells, function (cell, j) {

      if (!d[j]) d[j] = [];

      d[j].push(parseInt(cell.textContent, 10));

    });

  });

  return d;

}

function setTableData (data) {

  Array.prototype.forEach.call(rows, function (row, i) {

    var rowrowCells = row.querySelectorAll('td');

    return Array.prototype.map.call(rowCells, function (cell, j) {

      cell.textContent = initialData[j][i];

    });

  });

}

Array.prototype.forEach.call(dataCells, function (cell) {

  cell.contentEditable = true;

});

table.addEventListener('keyup', function (e) {

  if (e.target.tagName === 'TD') {

    setTimeout(function () {

      code.innerText = JSON.stringify( parseTable() );

    }, 0);

  }

});

**</script>**

**</body>**

**</html>**

### **Example 3:**

<! DOCTYPE html**>**

**<html>**

**<head>**

**<meta** name="viewport" content="width=device-width, initial-scale=1"**>**

**<meta** charset="UTF-8"**>**

**<title>** JavaScript editable table **</title>**

**<link** href="https://cdnjs.cloudflare.com/ajax/libs/font-awesome/4.7.0/css/font-awesome.css"**>**

**<link** href="https://maxcdn.bootstrapcdn.com/bootstrap/4.0.0/css/bootstrap.min.css"**>**

**</head>**

**<style>**

 @import url('https://fonts.googleapis.com/css?family=Montserrat:400,500');

body {

  font-family: 'Montserrat', sans-serif;

  padding: 0;

  margin: 0;

  text-align: center;

}

h1 {

  position: relative;

  padding: 0;

  margin: 10;

  font-family: "Raleway", sans-serif;

  font-weight: 300;

  font-size: 40px;

  color: #080808;

  -webkit-transition: all 0.4s ease 0s;

  -o-transition: all 0.4s ease 0s;

  transition: all 0.4s ease 0s;

}

tr:nth-of-type(odd) {

    background: #eee;

    }

    th {

    background: #3498db;

    color: white;

    font-weight: bold;

    }

@import "compass/css3";

.table-editable {

  position: relative;

  .glyphicon {

    font-size: 20px;

  }

}

table {

    width: 750px;

    border-collapse: collapse;

    margin:50px auto;

    }

    td, th {

    padding: 10px;

    border: 1px solid #ccc;

    text-align: left;

    font-size: 18px;

    }

.table-remove {

  color: #700;

  cursor: pointer;

  &:hover {

    color: #f00;

  }

}

.table-up {

  color: #007;

  cursor: pointer;

  &:hover {

    color: #00f;

  }

}

.table-down {

  color: #007;

  cursor: pointer;

  &:hover {

    color: #00f;

  }

}

.table-add {

  color: #070;

  cursor: pointer;

  position: absolute;

  top: 8px;

  right: 0;

  &:hover {

    color: #0b0;

  }

}

**</style>**

**<body>**

**<div** class="container"**>**

**<h1>** JavaScript Editable Table **</h1>**

**<div** id="table" class="table-editable"**>**

**<table** class="table"**>**

**<tr>**

**<th>** Name**</th>**

**<th>** Roll No **</th>**

**<th>** Class **</th>**

**<th>** Marks **</th>**

**</tr>**

**<tr>**

**<td** contenteditable="true"**>** Ram **</td>**

**<td** contenteditable="true"**>** 1 **</td>**

**<td** contenteditable="true"**>** BA **</td>**

**<td** contenteditable="true"**>** 48 **</td>**

**</tr>**

**<tr>**

**<td** contenteditable="true"**>** Rama **</td>**

**<td** contenteditable="true"**>** 10 **</td>**

**<td** contenteditable="true"**>** BSC **</td>**

**<td** contenteditable="true"**>** 40 **</td>**

**</tr>**

**<tr>**

**<td** contenteditable="true"**>** sham **</td>**

**<td** contenteditable="true"**>** 8 **</td>**

**<td** contenteditable="true"**>** BCA **</td>**

**<td** contenteditable="true"**>** 34 **</td>**

**</tr>**

**<tr>**

**<td** contenteditable="true"**>** shama **</td>**

**<td** contenteditable="true"**>** 3 **</td>**

**<td** contenteditable="true"**>** BCA **</td>**

**<td** contenteditable="true"**>** 30 **</td>**

**</tr>**

**</table>**

**</div>**

**</div>**

**<script** src="https://cdnjs.cloudflare.com/ajax/libs/jquery/3.3.1/jquery.min.js"**>** **</script>**

**<script>**

var $TABLE = $('#table');

var $BTN = $('#export-btn');

var $EXPORT = $('#export');

$('.table-add').click(function () {

  var $clone = $TABLE.find('tr.hide').clone(true).removeClass('hide table-line');

  $TABLE.find('table').append($clone);

});

$('.table-remove').click(function () {

  $(this).parents('tr').detach();

});

$('.table-up').click(function () {

  var $row = $(this).parents('tr');

  if ($row.index() === 1) return;

  $row.prev().before($row.get(0));

});

$('.table-down').click(function () {

  var $row = $(this).parents('tr');

  $row.next().after($row.get(0));

});

jQuery.fn.pop = [].pop;

jQuery.fn.shift = [].shift;

$BTN.click(function () {

  var $rows = $TABLE.find('tr:not(:hidden)');

  var headers = [];

  var data = [];

    $($rows.shift()).find('th:not(:empty)').each(function () {

    headers.push($(this).text().toLowerCase());

  });

  $rows.each(function () {

    var $td = $(this).find('td');

    var h = {};

        headers.forEach(function (header, i) {

      h[header] = $td.eq(i).text();

    });

        data.push(h);

  });

    });

**</script>**

**</body>**

**</html>**

## JavaScript Advance

# **JavaScript TypedArray**

The JavaScript TypedArray object illustrates an array like view of an underlying binary data buffer. There are many number of different global properties, whose values are TypedArray constructors for specific element types, listed below.

## Types of TypedArray

### **Int8Array**

* **Size in bytes:** 1
* **Description:** 8-bit two's compliment signed integer.
* **Type:** byte.
* **Value Range:** -128 to 127

### **Unit8Array**

* **Size in bytes:** 1
* **Description:** 8-bit two's compliment signed octet.
* **Type:** octet.
* **Value Range:** 0 to 255.

### **Unit8ClampedArray**

* **Size in bytes:** 1
* **Description:** 8-bit unsigned integer (clamped) octet.
* **Type:** octet.
* **Value Range:** 0 to 255.

### **Int16Array**

* **Size in bytes:** 2
* **Description:** 16-bit two's complement signed integer.
* **Type:** short.
* **Value Range:** -32768 to 32767.

### **Unit16Array**

* **Size in bytes:** 2
* **Description:** 16-bit unsigned integer.
* **Type:** unsigned short.
* **Value Range:** 0 to 65535.

### **Int32Array**

* **Size in bytes:** 4
* **Description:** 32-bit two's complement signed integer.
* **Type:** long.
* **Value Range:** -2147483648 to 2147483647.

### **Uint32Array**

* **Size in bytes:** 4
* **Description:** 32-bit unsigned integer.
* **Type:** unsigned long.
* **Value Range:** 0 to 4294967295

### **Float32Array**

* **Size in bytes:** 4
* **Description:** 32-bit IEEE floating point number unrestricted float.
* **Type:** unrestricted float.
* **Value Range:** 1.2x10-38 to 3.4x1038

### **Float64Array**

* **Size in bytes:** 8
* **Description:** 64-bit IEEE floating point number unrestricted double.
* **Type:** unrestricted double.
* **Value Range:** 5.0x10-324 to 1.8x10308

## JavaScript TypedArray Methods

Let's see the list of JavaScript TypedArray methods with their description.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| copyWithin() | The copyWithin () method copies a portion of an array to another location in the same array and returns the size without modification. |
| entries() | The JavaScript entries() method returns a new Array Iterator object that contains key/value pairs for each index in the array. |
| every() | javaScriptArray.every() method test whether all the elements of the array satisfy the given condition or not. |
| fill() | The javaScriptfill() method is used to fill all the elements of array from a start index to an end index with a static value. |
| Filter() | The JavaScript Array filter() method form a new array that fall under a given criteria from an existing array. |
| find() | The JavaScript find() Method is used to get the value of the first element in the array that satisfies the provided condition. |
| findIndex() | The JavaScript findIndex() method is provide the index of the element that complete the given test in the array. |
| forEach() | The JavaScript forEach() method calls the provided function once for each element of the array. |
| includes() | The JavaScript Array includes() method is inbuilt function in JavaScript which is used to determines whether a particular element is present in the array or not. |
| indexof() | The JavaScript indexof() Method is used to find the index of the element provided as the argument to the function. |
| join() | The JavaScript join() method is used to join all elements of an Array into a string. |
| Keys() | The JavaScript Keys() method is an inbuilt function in JavaScript. This method returns an Array Iterator object with the keys of an array. |
| lastIndexof() | The javaScriptlastIndex()of method returns the last position of a value, or it return -1 if the value is not found. |
| map() | The JavaScript map() method form a new array with the result of calling a function for every element. |
| reduce() | The JavaScript reduce() method reduce the elements of an array into a single value. |
| reduceRight() | The JavaScript reduceRight() method reduce the elements of an array into a single value. |
| reverse() | The JavaScript reverse() method is used to reverse the array. |
| set() | The JavaScript set() method is used to store values into the given array. |
| Slice() | The JavaScript slice() method gives the selected elements of the array on which is implemented. |
| some() | JavaScript some() method examine the elements of the array that satisfies the given condition or not. |
| sort() | The JavaScript sort() method is used to sort the array and returns the updated array. |
| subarray() | The JavaScript subarray() method returns a new array and it does not change the original array. |
| values() | The JavaScript values() method is used to define the value of the contents in the array |
| toLocaleString() | The JavaScript toLocaleString() method is used to convert the element of the given array into a string. |
| toString() | The JavaScript toString() method is used to convert the element of the given array into a string. And these Strings are separated by such as a comma ",". |

# **JavaScript Set Object**

The JavaScript Set object is used to store the elements with unique values. The values can be of any type i.e. whether primitive values or object references.

## Syntax

**new** Set([iterable])

## Parameter

**iterable** - It represents an iterable object whose elements will be added to the new Set.

## Points to remember

* A set object uses the concept of keys internally.
* A set object cannot contain the duplicate values.
* A set object iterates its elements in insertion order.

## JavaScript Set Methods

Let's see the list of JavaScript set methods with their description.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| add() | It adds the specified values to the Set object. |
| clear() | It removes all the elements from the Set object. |
| delete() | It deletes the specified element from the Set object. |
| entries() | It returns an object of Set iterator that contains an array of [value, value] for each element. |
| forEach() | It executes the specified function once for each value. |
| has() | It indicates whether the Set object contains the specified value element. |
| values() | It returns an object of Set iterator that contains the values for each element. |

**Example:**

<!DOCTYPE html>

<html>

<body>

<h2>JavaScript Sets</h2>

<p>Create a Set from an Array:</p>

<p id="demo"></p>

<script>

// Create a Set

const letters = new Set(["a","b","c"]);

// Display set.size

document.getElementById("demo").innerHTML = letters.size;

</script>

</body>

</html>

**Example:**

<!DOCTYPE html>

<html>

<body>

<h2>JavaScript Sets</h2>

<p>Add values to a Set:</p>

<p id="demo"></p>

<script>

// Create a Set

const letters = new Set();

// Add Values to the Set

letters.add("a");

letters.add("b");

letters.add("c");

// Display set.size

document.getElementById("demo").innerHTML = letters.size;

</script>

</body>

</html>

**Example:**

<!DOCTYPE html>

<html>

<body>

<h2>JavaScript Sets</h2>

<p>forEach() calls a function for each element:</p>

<p id="demo"></p>

<script>

// Create a Set

const letters = new Set(["a","b","c"]);

// List all Elements

let text = "";

letters.forEach (function(value) {

text += value + "<br>";

})

document.getElementById("demo").innerHTML = text;

</script>

</body>

</html>

**Example:**

<!DOCTYPE html>

<html>

<body>

<h2>JavaScript Sets</h2>

<p>entries() Returns an Iterator with [value,value] pairs from a Set:</p>

<p id="demo"></p>

<script>

// Create a Set

const letters = new Set(["a","b","c"]);

// List all entries

const iterator = letters.entries();

let text = "";

for (const entry of iterator) {

text += entry + "<br>";

}

document.getElementById("demo").innerHTML = text;

document.getElementById("demo").innerHTML = typeof letters;

document.getElementById("demo").innerHTML = letters instanceof Set;

</script>

</body>

</html>

# **JavaScript Map Object**

The JavaScript Map object is used to map keys to values. It stores each element as key-value pair. It operates the elements such as search, update and delete on the basis of specified key.

## Syntax

**new** Map([iterable])

## Parameter

**iterable** - It represents an array and other iterable object whose elements are in the form of key-value pair.

## Points to remember

* A map object cannot contain the duplicate keys.
* A map object can contain the duplicate values.
* The key and value can be of any type (allows both object and primitive values).
* A map object iterates its elements in insertion order.

## JavaScript Map Methods

Let's see the list of JavaScript map methods with their description.

|  |  |
| --- | --- |
| **Methods** | **Description** |
|  |  |
| clear() | It removes all the elements from a Map object. |
| delete() | It deletes the specified element from a Map object. |
| entries() | It returns an object of Map iterator that contains the key-value pair for each element. |
| forEach() | It executes the specified function once for each key/value pair. |
| get() | It returns the value of specified key. |
| has() | It indicates whether the map object contains the specified key element. |
| keys() | It returns an object of Map iterator that contains the keys for each element. |
| set() | It adds or updates the key-value pairs to Map object. |
| values() | It returns an object of Map iterator that contains the values for each element. |

## Example:

# !DOCTYPE html>

# <html>

# <body>

# <h2>JavaScript Map Objects</h2>

# <p>Creating a Map from an Array:</p>

# <p id="demo"></p>

# <script>

# // Create a Map

# const fruits = new Map([

# ["apples", 500],

# ["bananas", 300],

# ["oranges", 200]

# ]);

fruits.set("apples", 200);

# document.getElementById("demo").innerHTML = fruits.get("apples");

document.getElementById("demo").innerHTML = fruits.size;

fruits.delete("apples");

document.getElementById("demo").innerHTML = fruits.size;

fruits.clear();

document.getElementById("demo").innerHTML = fruits.size;

document.getElementById("demo").innerHTML = fruits.has("apples");

document.getElementById("demo").innerHTML = typeof fruits;

document.getElementById("demo").innerHTML = fruits instanceof Map;

let text = "";

fruits.forEach (function(value, key) {

text += key + ' = ' + value + "<br>"

})

document.getElementById("demo").innerHTML = text;

let veggies = "";

for (const x of fruits.keys()) {

veggies += x + "<br>";

}

document.getElementById("demo").innerHTML = veggies;

let total = 0;

for (const x of fruits.values()) {

total += x;

}

document.getElementById("demo").innerHTML = total;

let text = "";

for (const x of fruits.entries()) {

text += x + "<br>";

}

document.getElementById("demo").innerHTML = text;

# </script>

# </body>

# </html>

# **JavaScript WeakSet Object**

The JavaScript WeakSet object is the type of collection that allows us to store weakly held objects. Unlike Set, the WeakSet are the collections of objects only. It doesn't contain the arbitrary values.

## Syntax

**new** WeakSet([iterable])

## Parameter

**iterable** - It represents the iterable object whose elements will be added to a new WeakSet.

## Points to remember

* A WeakSet object contains unique objects only.
* In WeakSet, if there is no reference to a stored object, they are targeted to garbage collection.
* In WeakSet, the objects are not enumerable. So, it doesn't provide any method to get the specified objects.

## JavaScript WeakSet Methods

Let's see the list of JavaScript WeakSet methods with their description.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| add() | It adds a new object to the end of WeakSet object. |
| delete() | It removes the specified object from the WeakSet object. |
| has() | It indicates whether the WeakSet object contains the specified object element. |

# **JavaScript WeakMap Object**

The JavaScript WeakMap object is a type of collection which is almost similar to Map. It stores each element as a key-value pair where keys are weakly referenced. Here, the keys are objects and the values are arbitrary values.

## Syntax

**new** WeakMap([iterable])

## Parameter

**iterable** - It represents an array and other iterable object whose elements are in the form of key-value pair.

## Points to remember

* A WeakMap object allows the keys of object type only.
* In WeakMap, if there is no reference to a key object, they are targeted to garbage collection.
* In WeakMap, the keys are not enumerable. So, it doesn't provide any method to get the list of keys.
* A WeakMap object iterates its elements in insertion order.

## JavaScript WeakMap Methods

|  |  |
| --- | --- |
| **Methods** | **Description** |
| delete() | It deletes the specified element from the WeakMap object. |
| get() | It returns the value of specified key. |
| has() | It indicates whether the WeakMap object contains the specified value element. |
| set() | It adds or updates the key-value pairs to WeakMap object. |

# **JavaScript callback**

A callback function can be defined as a function passed into another function as a parameter. Don't relate the callback with the keyword, as the callback is just a name of an argument that is passed to a function.

In other words, we can say that a function passed to another function as an argument is referred to as a callback function. The callback function runs after the completion of the outer function. It is useful to develop an asynchronous JavaScript code.

In JavaScript, a callback is easier to create. That is, we simply have to pass the callback function as a parameter to another function and call it right after the completion of the task. Callbacks are mainly used to handle the asynchronous operations such as the registering event listeners, fetching or inserting some data into/from the file, and many more.

Now, let's see how to create a callback by using some illustrations.

It is an example of an asynchronous callback. Asynchronicity can be defined as if JavaScript has to wait to complete the operation and execute the rest of the program during waiting.

### **Example1**

In this example, there are two functions **getData( x, y, callback)** and **showData()**. Here, we are calling the **getData()** with the **showData();** that is, we are passing it as the third argument of the **getData()** function along with two parameters. As a result, the **getData()** is invoked with the specified parameters, including the callback.

The **getData()** function display the multiplication of two numbers and once it gets completed the callback function will get executed. In the output, we can see the data of the **showData()** function gets printed after the output of **getData()** function.

<html>

<body>

<h1> Hello World :) :) </h1>

<h3> The getData() function is called its arguments and the callback is executed after the completion of getData() function. </h3>

<script>

function getData(x, y, callback){

document.write(" The multiplication of the numbers " + x + " and " + y + " is: " + (x\*y) + "<br><br>" );

callback();}

function showData(){

document.write(' This is the showData() method execute after the completion of getData() method.');

}

getData(20, 30, showData);

</script>

</body>

</html>

Callbacks are generally used to continue the execution after completing an asynchronous operation - such are referred to as the **asynchronous callbacks**.

### **Example2**

It is another example of using callbacks. It is an example of synchronous callback that gets immediately executed.

Here, there are two functions **getData(callback),** which takes the input from the user using the prompt box, and the function **showData(name, amt),** which displays the data entered by the user using the alert dialog box.

<html>

<body>

<h1> Hello World :) :) </h1>

<h2> This is the ihubtalent.com </h2>

<script>

function showData(name, amt) {

alert(' Hello ' + name + '\n Your entered amount is ' + amt);

}

function getData(callback) {

var name = prompt(" Welcome to the ihubtalent.com \n What is your name?");

var amt = prompt(" Enter some amount...");

callback(name, amt);

}

getData(showData);

</script>

</body>

</html>

# **JavaScript closures**

A closure can be defined as a JavaScript feature in which the inner function has access to the outer function variable. In JavaScript, every time a closure is created with the creation of a function.

The closure has three scope chains listed as follows:

* Access to its own scope.
* Access to the variables of the outer function.
* Access to the global variables.

Let's understand the closure by using an example.

### **Example1**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<script>**

function fun()  {

var a = 4; // 'a' is the local variable, created by the fun()

function innerfun() // the innerfun() is the inner function, or a closure  {

return a;

}

return innerfun;

}

var output = fun();

document.write(output());

document.write(" ");

document.write(output());

**</script>**

**</head>**

**</html>**

In the above program we have two functions: **fun()** and **innerfun()**. The function **fun()** creates the local variable **a** and the function **innerfun()**. The inner function **innerfun()** is only present in the body of **fun()**. The inner function can access the outer function's variable, so the function **innerfun()** can access the variable **'a'**, which is declared and defined in **fun()**.

This is the closure in action in which the inner function can have access to the global variables and outer function variables.

The entire body of function **innerfun()** is returned and stored in the variable **output**, due to the statement **return innerfun**. The inner function is not executed only by using the **return** statement; it is executed only when followed by the braces **()**.

In the output, the code will display the value of the variable **'a'**, defined in the parent function.

Now, there is another example in which we will use the parameterized function

### **Example2**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<script>**

function fun(a)  {

function innerfun(b){

return a\*b;

 }

return innerfun;

}

var output = fun(4);

document.write(output(4));

document.write(" ");

document.write(output(5));

**</script>**

**</head>**

**</html>**

In the above program there are two parameterized functions: **fun()** and **innerfun()**. The function **fun()** has a parameter **a**, and the function **innerfun()** has the parameter **b**. The function **fun()** returns a function **innerfun()** which takes an argument and returns the multiplication of **a** and **b**. In the program, the **output** is the closure.

### **Example3**

<!DOCTYPE html**>**

**<html>**

**<head>**

**<script>**

function fun{

function closure(val) {

return function() {

return val;

}

}

var a = [];

var i;

for (i = 0; i **<** **5**; i++)  {

a[i] = closure(i);

}

return a;

}

var output = fun();

document.write(output[0]());

document.write(" ");

document.write(output[1]());

document.write(" ");

document.write(output[2]());

document.write(" ");

document.write(output[3]());

document.write(" ");

document.write(output[4]());

**</script>**

**</head>**

**</html>**

Closure points the variable and stores the reference of a variable. They don't remember the variable's value. In the above code, we are updating the function closure() argument with every call. So, we will get the different values of the variable i, at different index.

Closures are one of the slightly difficult to understand concept of JavaScript, but try to practice the closure in different scenarios like to create callbacks, getters/setter.

# **JavaScript date format**

The JavaScript date object can be used to get a year, month and day. We can display a timer on the webpage with the help of a JavaScript date object.

There are many types of date formats in JavaScript: **ISO Date, Short Date,** and **Long Date**. The formats of JavaScript's date are defined as follows:

**ISO date**

"2020-08-01" (The International Standard)

**Short date**

"01/08/2020"

**Long date**

"Aug 01 2020" or "01 Aug 2020"

The ISO date format follows a strict JavaScript's standard, while the other formats (Short date and Long date) are browser dependent and not so well defined.

Now, let's understand these date formats individually.

## ISO date

The ISO 8601 is the international standard for the times and dates, and the syntax (YYYY-MM-DD) of this standard is the preferred date format in JavaScript.

The example of using the ISO date is given below.

### **Example**

The output of the below code will display the complete date, which is relative to the current time zone.

<!DOCTYPE html>

<html>

<body>

<div>

<h1> Welcome to the IHubTalent.com </h1>

<h3> It is an example of JavaScript's ISO date </h3>

<p id = "para"></p>

</div>

<script>

let val = new Date("2020-08-01");

document.getElementById("para").innerHTML = val;

</script>

</body>

</html>

Now, we are discussing some other formats of the ISO date. Here, we are writing the input date and displaying the result that occurred when we use the corresponding syntax.

We can write the ISO dates using the following syntaxes.

**1.** This is a complete date format using ISO date.

**let val = new Date("2020-08-01");**

1. Sat Aug 01 2020 05:30:00 GMT+0530 (India Standard Time)

2. In this format, we specify only year and month (YYYY-MM) without day.

**let val = new Date("2020-08");**

1. Sat Aug 01 2020 05:30:00 GMT+0530 (India Standard Time)

**3.** In the third syntax, we only specify the year (YYYY) without month and day.

**let val = new Date("2020");**

1. Wed Jan 01 2020 05:30:00 GMT+0530 (India Standard Time)

**4.** Now, in the fourth syntax, we specify the date with added hours, minutes, and seconds. (YYYY-MM-DDTHH:MM:SSZ). In this format, the date and time are separated with the letter **'T'** and the letter **'Z'**. We get different results in different browsers if we remove these characters.

JavaScript uses the browser's time zone if we set the date without specifying the time zone.

**let val = new Date("2020-08-01T07:05:00Z");**

1. Sat Aug 01 2020 12:35:00 GMT+0530 (India Standard Time)

Now, we discuss the short date format along with an example.

## JavaScript Short Date

The "MM/DD/YYYY" is the format used to write short dates. Now, we understand the short date by using an example.

### **Example**

Here, we are specifying the short date format, i.e., "MM/DD/YYYY".

<!DOCTYPE html>

<html>

<body>

<div>

<h1> Welcome to the IHubTalent.com </h1>

<h3> It is an example of JavaScript's Short date </h3>

</div>

<script>

let val = new Date("08/01/2020");

document.write(val);

</script>

</body>

</html>

## JavaScript Long Date

The "MMM DD YYYY" is the format used to write Long dates. The month and date can be written in any order, and it is allowed to write a month in abbreviated (Aug) form or in full (August).

Now, we understand the Long date by using an example.

### **Example**

Here, we are using the Long date format, i.e., "MMM DD YYYY", and specifying the month in abbreviated form.

<!DOCTYPE html>

<html>

<body>

<div>

<h1> Welcome to the IHubTalent.com </h1>

<h3> It is an example of JavaScript's Long date </h3>

</div>

<script>

let val = new Date("Aug 01 2020");

document.write(val);

</script>

</body>

</html>

# **JavaScript date parse() method**

The **parse()** method in JavaScript is used to parse the specified date string and returns the number of milliseconds between the specified date and **January 1, 1970**. If the string does not have valid values or if it is not recognized, then the method returns **NaN**.

The counting of milliseconds between two specified dates helps us to find the number of hours, days, months, etc. by doing easy calculations.

### **Syntax**

date.parse(datestring);

It contains a single parameter string that represents a date. This method returns a number that represents the number of milliseconds.

Let's see some illustrations of using the **parse()** method. In the first example, we are passing the valid date value, and in the second example, we are passing the invalid date value to see the result.

### **Example1**

In this example, we are passing a valid date to get the number of milliseconds between the specified date and midnight of **January 1, 1970**.

Here, the specified date is **"June 19, 2020"**.

<html>

<body>

<h1> Hello World :) :) </h1>

<p> Here, we are finding the number of milliseconds between the given date and midnight of January 1, 1970. </p>

<script>

var d1 = "June 19, 2020";

var m1 = Date.parse(d1);

document.write("The number of milliseconds between <b> " + d1 + "</b> and <b> January 1, 1970 </b> is: <b> " + m1 + "</b>");

</script>

</body>

</html>

### **Example2**

In this example, we are passing an invalid date to see what happens when we provide invalid input.

<html>

<body>

<h1> Hello World :) :) </h1>

<p> Here, we are finding the number of milliseconds between the given date and midnight of January 1, 1970. </p>

<script>

var d1 = "June 39, 2020"; //an invalid date

var m1 = Date.parse(d1);

document.write("The number of milliseconds between <b> " + d1 + "</b> and <b> January 1, 1970 </b> is: <b> " + m1 + "</b>");

</script>

</body>

</html>

# **JavaScript defer**

The **defer** is a Boolean value, used to indicate that script is executed after the document has been parsed. It works only with external scripts (i.e., works only when we are specifying the **src** attribute in <script> tag). It declares that the script will not create any content. So, the browser can continue the parsing of the rest of the page. The <script> with the **defer** attribute does not block the page.

We can understand the use of the **defer** attribute in the following image:
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This attribute tells the browser to execute the <script> file when the entire HTML document gets fully parsed. Sometimes, the application consumes more memory by adding the <script> tag in the HTML head section, and it also causes performance issues. To improve the performance, we can add the **defer** attribute in the <script> tag.

Sometimes the script takes more than expected loading time and displays the blank page instead of content. In mobile devices, it will be a worse situation because of the low memory of small devices. So, by using the **defer** attribute, we can increase the loading performance.

The **defer** attribute is not allowed in older browsers, so for older browsers we have to use the alternative of the **defer** attribute. The alternative solution is that we must have to specify the **<script>** section just before the </body> tag of HTML file. It can be done as follows:

### **Syntax**

**<script** defer**>**

### **Example**

Here, we are using an external javascript file, i.e., **myscript.js**.

<!DOCTYPE html**>**

**<html>**

**<head>**

**<script** src = "myscript.js" defer**>**  **</script>**

**</head>**

**<body>**

**<div>**

**<h1>** iHubTalent.com **</h1>**

**<h3>** This is an example of defer attribute.  **</h3>**

**</div>**

**</body>**

**</html>**

**myscript.js**

alert(" Hello World. \n Welcome to the iHubTalent.com \n This is an example of the defer attribute. ");

# **JavaScript redirect**

Redirect is nothing but a mechanism of sending search engines and users on a different URL from the original one. The redirected page can be on the same server or on a different server. It can also be on the same website or on different websites. Sometimes when we clicked on a URL, we directed to another URL. It happens because of the page redirection. It is different from refreshing a page.

Generally, search engines do not analyze the JavaScript to check the redirection. So, if it is required to notify the search engines (SEO) about the URL forwarding, we need to add the **rel = "canonical"** tag within the head section of the web page.

**<link** rel = "canonical" href = "https://www.iHubTalent.com/"  **/>**

There are several methods used for performing page redirection, but **location.href** and **location.replace()** are widely used. The page redirection is easy in JavaScript.

## window.location and window.location.href

**window.location** object is a property of the window object. There are several methods to redirect a web page. Almost all methods are related to the window.location object.

It can be used for getting the address of the current URL or the web address. The window.location object can be written without adding the window prefix.

### **location.replace()**

It is one of the commonly used window.location object. It is used for replacing the original document with a new one.

In this method, we can pass a new URL, and then it will perform an HTTP redirect. It is different from href as it removes the current document from the document's history, so it is not possible to navigate back to the original document.

### **Syntax**

window.location.replace("new URL");

Now, let's understand the page redirection by using some examples.

### **Example1**

It is a simple example of page redirection on the client-side. To redirect a page, we simply have to write a statement in the script section.

In this example, there is a button which redirect's the visitor to **'iHubTalent.com'**. We have to click the button to naviagate on the appropriate link.

<html>

<head>

<script type = "text/javascript">

function page\_redirect(){

window.location = "https://www.iHubTalent.com/";

}

</script>

</head>

<body>

<h2> This is an example of the page redirection </h2>

<p> Click the following button to see the effect. </p>

<form>

<input type = "button" value = "Redirect" onclick = "page\_redirect()" />

</form>

</body>

</html>

### **Example2**

In this example, we are using the **setTimeout()** method which automatically redirect the user to the appropriate link. It would take some time to load a new page. The **setTimeout()** method executes another function after a given time interval.

<html>

<head>

<script type = "text/javascript">

function page\_redirect() {

window.location = "https://www.iHubTalent.com/";

}

setTimeout('page\_redirect()', 5000);

</script>

</head>

<body>

<h2> After 5 seconds, you will redirected to another page. </h2>

<p> Wait for 5 seconds to see the effect. </p>

</body>

</html>

### **Example3**

In this example, we are using the **replace()** method for page redirection. The **replace()** method will replace the current document with the new document.

Here, there is an HTML button that is to be clicked to replace the document with the new one.

<!DOCTYPE html>

<html>

<head>

<script>

function page\_redirect() {

location.replace("https://www.iHubTalent.com")

}

</script>

</head>

<body>

<h2> Example of redirecting a page using replace() </h2>

<p> Using the replace() the currct document will replace with new one. </p>

<p> Click the following button to see the effect. </p>

<button onclick = "page\_redirect()"> Replace </button>

</body>

</html>

# **JavaScript scope**

A scope can be defined as the region of the execution, a region where the expressions and values can be referenced.

There are two scopes in JavaScript that are global and local:

**Global Scope:** In the global scope, the variable can be accessed from any part of the JavaScript code.

**Local Scope:** In the local scope, the variable can be accessed within a function where it is declared.

In the function's body, the precedence of the local variable is more than the global variable with the same name. If the name of the function's local variable is same as the name of the global variable, then the local variable hides the global variable.

### **Example1**

In this example, we are declaring two variables one variable has a global scope, and the second variable has local scope. Both of the variables are declared with the same name.

In the output, we can see that the variable with locally scoped overrides the value of the global variable.

<!DOCTYPE html>

<html>

<body>

<script>

var $var12 = 200;

function example() {

var $var12 = 300;

document.write("Inside example() function = " + $var12);

}

document.write("Outside example() function = " + $var12);

document.write("<br>");

example();

</script>

</body>

</html>

When we declare a variable inside a function without using the **var** keyword, it acts as a global variable. Let's see an illustration of the same.

### **Example2**

In this example, we are declaring a variable inside the function without using any variable declaration keyword. Then we are accessing the corresponding variable outside the function.

In the output, we can see that there is no error is generating related to the **undefined variable.** The code is successfully executed without generating any error.

<!DOCTYPE html>

<html>

<body>

<script>

function example() {

$var12 = 300;

document.write("Inside example() function = " + $var12);

}

example();

document.write("<br>");

document.write("Outside example() function = " + $var12);

</script>

</body>

</html>

In the above code, if we use the variable without calling the function, then the variable is undefined, and there is no output will be generated. In this case, the error will generate related to the undefined variable.

# **JavaScript scroll**

The **onscroll** event in JavaScript occurs when a scrollbar is used for an element. The event is fired when the user moves the scrollbar up or down. We can use the CSS **overflow** property for creating a scrollbar.

In HTML, we can use the **onscroll** attribute and assign a JavaScript function to it. We can also use the JavaScript's **addEventListener()** method and pass a **scroll** event to it for greater flexibility.

### **Syntax**

Now, we see the syntax of using the **onscroll** event in HTML and in JavaScript (without **addEventListener()** method or by using the **addEventListener()** method).

**In HTML**

**<element** onscroll = "fun()"**>**

**In JavaScript**

object.onscroll = function() { myScript };

**In JavaScript by using the addEventListener() method**

object.addEventListener("scroll", myScript);

Let's see some of the illustrations to understand the scroll event.

### **Example - Using onscroll attribute in HTML**

In this example, we are using the HTML **onscroll** attribute. There is a paragraph element with **id = "para"** on which we are applying the **onscroll** attribute. When the user scrolls the paragraph, the color and the background color of the paragraph will change.

<!DOCTYPE html>

<html>

<head>

<style>

#para{

width: 250px;

height: 150px;

overflow: scroll;

border: 1px solid red;

font-size: 25px;

}

</style>

</head>

<body>

<h1> Hello world :):) </h1>

<h2> Scroll the bordered text to see the effect. </h2>

<p> This is an example of using the <b>onscroll</b> attribute. </p>

<p id = "para" onscroll = "fun()"> Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better. </p>

<script>

function fun() {

document.getElementById("para").style.color = "red";

document.getElementById("para").style.background = "lightgreen";

}

</script>

</body>

</html>

Now, we will see how to use **onscroll** event using JavaScript.

### **Example - Using JavaScript**

<!DOCTYPE html>

<html>

<head>

<style>

#para{

width: 250px;

height: 150px;

overflow: scroll;

border: 1px solid red;

font-size: 25px;

}

</style>

</head>

<body>

<h1> Hello world :):) </h1>

<h2> Scroll the bordered text to see the effect. </h2>

<p> This is an example of using JavaScript's <b>onscroll</b> event. </p>

<p id = "para"> Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better. </p>

<p id = "para1"></p>

<script>

document.getElementById("para").onscroll = function() {fun()};

function fun() {

document.getElementById("para").style.color = "red";

document.getElementById("para").style.background = "lightgreen";

document.getElementById("para1").innerHTML = "You are scrolling the content";

}

</script>

</body>

</html>

### **Example - Using addEventListener()**

<!DOCTYPE html>

<html>

<head>

<style>

#para{

width: 250px;

height: 150px;

overflow: scroll;

border: 1px solid red;

font-size: 25px;

}

</style>

</head>

<body>

<h1> Hello world :):) </h1>

<h2> Scroll the bordered text to see the effect. </h2>

<p id = "para"> Hi, Welcome to the iHubTalent.com. This site is developed so that students may learn computer science related technologies easily. The iHubTalent.com is always providing an easy and in-depth tutorial on various technologies. No one is perfect in this world, and nothing is eternally best. But we can try to be better. </p>

<p id = "para1"></p>

<script>

document.getElementById("para").addEventListener("scroll", fun);

function fun() {

document.getElementById("para").style.color = "red";

document.getElementById("para").style.background = "lightgreen";

document.getElementById("para1").innerHTML = "You are scrolling the content";

}

</script>

</body>

</html>

# **JavaScript blur**

<!DOCTYPE html>

<html>

<body>

Enter your name: <input type="text" id="fname" onblur="myFunction()">

<p>When you leave the input field, a function is triggered which transforms the input text to upper case.</p>

<script>

function myFunction() {

var x = document.getElementById("fname");

x.value = x.value.toUpperCase();

}

</script>

</body>

</html>

## Definition and Usage

The onblur event occurs when an object loses focus.

The onblur event is most often used with form validation code (e.g. when the user leaves a form field).

**Tip**: The onblur event is the opposite of the [onfocus](https://www.w3schools.com/jsref/event_onfocus.asp) event.

**Tip:**The onblur event is similar to the [onfocusout](https://www.w3schools.com/jsref/event_onfocusout.asp) event. The main difference is that the onblur event does not bubble. Therefore, if you want to find out whether an element or its child loses focus, you could use the onfocusout event. However, you can achieve this by using the optional *useCapture* parameter of the [addEventListener()](https://www.w3schools.com/jsref/met_element_addeventlistener.asp) method for the onblur event.

<!DOCTYPE html>

<html>

<body>

<p>This example demonstrates how to assign an "onblur" event to an input element.</p>

<p>Write something in the input field, and then click outside the field to lose focus (blur).</p>

<input type="text" onblur="myFunction()">

<script>

function myFunction() {

alert("Input field lost focus.");

}

</script>

</body>

</html>

**By using addEventListenet():**

<!DOCTYPE html>

<html>

<body>

<p>This example uses the addEventListener() method to attach a "blur" event to an input element.</p>

<p>Write something in the input field, and then click outside the field to lose focus (blur).</p>

<input type="text" id="fname">

<script>

document.getElementById("fname").addEventListener("blur", myFunction);

function myFunction() {

alert("Input field lost focus.");

}

</script>

</body>

</html>

**By using onfocus() and onblur() together:**

<!DOCTYPE html>

<html>

<body>

<p>When you enter the input field, a function is triggered which sets the background color to yellow. When you leave the input field, a function is triggered which sets the background color to red.</p>

Enter your name: <input type="text" id="myInput" onfocus="focusFunction()" onblur="blurFunction()">

<script>

function focusFunction() {

// Focus = Changes the background color of input to yellow

document.getElementById("myInput").style.background = "yellow";

}

function blurFunction() {

// No focus = Changes the background color of input to red

document.getElementById("myInput").style.background = "red";

}

</script>

</body>

</html>

# **JavaScript** preventDefault()**Event Method**

<!DOCTYPE html>

<html>

<body>

<a id="myAnchor" href="https://w3schools.com/">Go to W3Schools.com</a>

<p>The preventDefault() method will prevent the link above from following the URL.</p>

<script>

document.getElementById("myAnchor").addEventListener("click", function(event){

event.preventDefault()

});

</script>

</body>

</html>

## Definition and Usage

The preventDefault() method cancels the event if it is cancelable, meaning that the default action that belongs to the event will not occur.

For example, this can be useful when:

* Clicking on a "Submit" button, prevent it from submitting a form
* Clicking on a link, prevent the link from following the URL

**Note:** Not all events are cancelable. Use the [cancelable](https://www.w3schools.com/jsref/event_cancelable.asp) property to find out if an event is cancelable.

**Note:** The preventDefault() method does not prevent further propagation of an event through the DOM. Use the stopPropagation() method to handle this.

## Syntax

event.preventDefault()

<!DOCTYPE html>

<html>

<body>

Try to check this box: <input type="checkbox" id="myCheckbox">

<p>Toggling a checkbox is the default action of clicking on a checkbox. The preventDefault() method prevents this from happening.</p>

<script>

document.getElementById("myCheckbox").addEventListener("click", function(event){

event.preventDefault()

});

</script>

</body>

</html>

# **JavaScript sleep/wait**

The programming languages such as PHP and C has a **sleep(sec)** function to pause the execution for a fixed amount of time. Java has a **thread.sleep()**, python has **time.sleep()**, and GO has **time.sleep(2\*time.second)**.

Unlike other languages, JavaScript doesn't have any **sleep()** function. We can use some approaches for simulating the **sleep()** function in JavaScript. The features such as **promises** and **async/await** function in JavaScript helped us to use the **sleep()** function in an easier way.

The **await** is used to wait for a promise and can only be used in an **async** function. The behavior of JavaScript is asynchronous, so there is a concept of promises to handle such asynchronous behavior. Because of this asynchronous behavior, it continues its work and does not wait for anything during execution. **Async/await** functions help us to write the code in a synchronous manner.

## How to use sleep function in JavaScript?

Before implementing the sleep function in JavaScript, it is important to understand the execution of the JavaScript code.

### **Syntax of sleep() in JavaScript**

sleep(delayTime in milliseconds).then(() =**>** {

// code to be executed

})

The sleep() function can be used along with the async/await to get the pause between the execution. The syntax for the same is given as follows:

### **Syntax**

const func = async () =**>** { await sleep(delayTime in milliseconds)

//code to be executed

}

fun()

The above syntaxes are the way to implement sleep functionality in JavaScript. Now, we will see the examples of using the sleep() function in JavaScript.

### **Example1**

In this example, we are using the **sleep()** function with the **async/await** functionalites. There is a function **fun()** is defined with some statements. Initially, the text **"Hello World"** is displayed on the screen once the function is started. Then, because of the sleep function the **fun()** is paused for 2 seconds. After the completion of the given time period, the text **"Welcome to the iHubTalent.com"** will be displyed on the screen and repeated until the termination of the loop. The text is going to be repeated 10 times on the screen with a pause of two seconds on every iteration of the loop.

<html>

<body>

<h1> Example of using sleep() in JavaScript </h1>

<script>

function sleep(milliseconds) {

return new Promise(resolve =>setTimeout(resolve, milliseconds));

}

async function fun() {

document.write('Hello World');

for (let i = 1; i<=10 ;i++) {

await sleep(2000);

document.write( i + " " + "Welcome to the iHubTalent.com" + " " + "</br>");

}

}

fun();

</script>

</body>

</html>

### **Example2**

Here, we are creating a promise with the **setTimeout()** function. The **setTimeout()** function executes code after the specified amount of time. We are also using the **then()** method, which executes the required function after the completion of the promise.

Initially, some of the statements are displayed on the screen. Then, after the delay of 2 seconds, the text **"End"** will be displayed on the screen.

This approach is preferred to delay a function. Because of using promises, it is supported in ES6.

<!DOCTYPE html>

<html>

<body>

<h1> Example of using the sleep() in JavaScript</h1>

<p>There is a sleep of 2000 milliseconds</p>

<script>

let sleep = ms => {

return new Promise(resolve =>setTimeout(resolve, ms));

};

document.write("Begin" + "<br>");

document.write("Welcome to the iHubTalent.com" + "<br>");

sleep(2000).then(() => {

document.write("End");

});

</script>

</body>

</html>

# **JavaScript:void(0)**

The void operator is used to evaluate an expression and returns the **undefined**. Generally, this operator is used for obtaining the undefined primitive value. It is often used with hyperlinks. Usually the browser refreshes the page or loads a new page on clicking a link. The **javascript:void(0)** can be used when we don't want to refresh or load a new page in the browser on clicking a hyperlink.

We can use the operand **0** in two ways that are **void(0)** or **void 0**. Both of the ways work the same. The **JavaScript:void(0)** tells the browser to "do nothing" i.e., prevents the browser from reloading or refreshing the page. It is useful when we insert links that have some important role on the webpage without any reloading. So, using **void(0)** on such links prevents the reloading of the page but allows to perform a useful function such as updating a value on the webpage.

It is also used to prevent unwanted redirecting of the page.

### **Syntax**

void expression;

Let's understand the use of **javascript:void(0);** using some examples.

### **Example1**

In the following example, we are defining two links. In the first link, we are using the void keyword. When the corresponding link gets clicked, it will do nothing because of the **void(0)**.

When we click on the second link, it will display an alert dialog box.

<html>

<body>

<center>

<h1> Hello World :) :) </h1>

<h2> Click the following links to see the changes </h2>

<h4> It is an example of using the <i>javascript:void(0); </i></h4>

<a href = "javascript:void(0);">It will do nothing.</a><br/><br/>

<a href = "javascript:alert('Welcome to iHubTalent');"> Click here for an alert </a>

</center>

</body>

</html>

### **Example2**

In this example, we are passing the **javascript:void(0);** and link of the website to the **href** attribute. Here, we are also using the **ondblclick** attribute, which shows an alert box on double-clicking the hyperlink. On closing the alert dialog box, the page will not redirect to the specified link of the website.

<html>

<head>

<style>

a{

font-size: 22px;

}

</style>

</head>

<body>

<center>

<h1> Hello World :) :) </h1>

<h2> Click the following link to see the changes </h2>

<h4> You can see on closing the alert dialog box, the page will not redirect to https://www.iHubTalent.com/ </h4>

<a href = "javascript:void(0);https://www.iHubTalent.com/" ondblclick = "alert('Welcome to the iHubTalent.com')">

Double click the link

</a>

</center>

</body>

</html>

# **JavaScript Form**

In this tutorial, we will learn, discuss, and understand the JavaScript form. We will also see the implementation of the JavaScript form for different purposes.

Here, we will learn the method to access the form, getting elements as the JavaScript form's value, and submitting the form.

## Introduction to Forms

Forms are the basics of HTML. We use HTML form element in order to create the JavaScript form. For creating a form, we can use the following sample code:

**<html>**

**<head>**

**<title>** Login Form**</title>**

**</head>**

**<body>**

**<h3>** LOGIN **</h3>**

**<form** name="Login\_form" onsubmit="submit\_form()"**>**

**<h4>** USERNAME**</h4>**

**<input** type="text" placeholder="Enter your email id"**/>**

**<h4>** PASSWORD**</h4>**

**<input** type="password" placeholder="Enter your password"**/></br<input** type="submit" value="Login"**/>**

**<input** type="button" value="SignUp" onClick="create()"**/>**

**</form>**

**</body>**

**</html>**

In the code:

* Form name tag is used to define the name of the form. The name of the form here is "Login\_form". This name will be referenced in the JavaScript form.
* The action tag defines the action, and the browser will take to tackle the form when it is submitted. Here, we have taken no action.
* The method to take action can be either **post** or **get**, which is used when the form is to be submitted to the server. Both types of methods have their own properties and rules.
* The input type tag defines the type of inputs we want to create in our form. Here, we have used input type as 'text', which means we will input values as text in the textbox.
* Net, we have taken input type as 'password' and the input value will be password.
* Next, we have taken input type as 'button' where on clicking, we get the value of the form and get displayed.

Other than action and methods, there are the following useful methods also which are provided by the HTML Form Element

* **submit ():** The method is used to submit the form.
* **reset ():** The method is used to reset the form values.

## Referencing forms

Now, we have created the form element using HTML, but we also need to make its connectivity to JavaScript. For this, we use **the getElementById ()** method that references the html form element to the JavaScript code.

The syntax of using the **getElementById()** method is as follows:

let form = document.getElementById('subscribe');

Using the Id, we can make the reference.

### **Submitting the form**

Next, we need to submit the form by submitting its value, for which we use the **onSubmit()** method. Generally, to submit, we use a submit button that submits the value entered in the form.

The syntax of the submit() method is as follows:

**<input** type="submit" value="Subscribe"**>**

When we submit the form, the action is taken just before the request is sent to the server. It allows us to add an event listener that enables us to place various validations on the form. Finally, the form gets ready with a combination of HTML and JavaScript code.

Let's collect and use all these to create a **Login form** and **SignUp form** and use both.

### **Login Form**

**<html>**

**<head>**

**<title>** Login Form**</title>**

**</head>**

**<body>**

**<h3>** LOGIN **</h3>**

**<form** name="Login\_form" onsubmit="submit\_form()"**>**

**<h4>** USERNAME**</h4>**

**<input** type="text" placeholder="Enter your email id"**/>**

**<h4>** PASSWORD**</h4>**

**<input** type="password" placeholder="Enter your password"**/></br></br>**

**<input** type="submit" value="Login"**/>**

**<input** type="button" value="SignUp" onClick="create()"**/>**

**</form>**

**<script** type="text/javascript"**>**

function submit\_form(){

alert("Login successfully");

}

function create(){

window.location="signup.html";

}

**</script>**

**</body>**

**</html>**

### **SignUp Form**

**<html>**

**<head>**

**<title>** SignUp Page**</title>**

**</head>**

**<body** align="center" **>**

**<h1>** CREATE YOUR ACCOUNT**</h1>**

**<table** cellspacing="2" align="center" cellpadding="8" border="0"**>**

**<tr><td>** Name**</td>**

**<td><input** type="text" placeholder="Enter your name" id="n1"**></td></tr>**

**<tr><td>**Email **</td>**

**<td><input** type="text" placeholder="Enter your email id" id="e1"**></td></tr>**

**<tr><td>** Set Password**</td>**

**<td><input** type="password" placeholder="Set a password" id="p1"**></td></tr>**

**<tr><td>**Confirm Password**</td>**

**<td><input** type="password" placeholder="Confirm your password" id="p2"**></td></tr>**

**<tr><td>**

**<input** type="submit" value="Create" onClick="create\_account()"**/>**

**</table>**

**<script** type="text/javascript"**>**

function create\_account(){

var n=document.getElementById("n1").value;

var e=document.getElementById("e1").value;

var p=document.getElementById("p1").value;

var cp=document.getElementById("p2").value;

//Code for password validation

         var letters = /^[A-Za-z]+$/;

var email\_val = /^([a-zA-Z0-9\_\.\-])+\@(([a-zA-Z0-9\-])+\.)+([a-zA-Z0-9]{2,4})+$/;

//other validations required code

if(n==''||e==''||p==''||cp==''){

alert("Enter each details correctly");

}

else if(!letters.test(n)) {

             alert('Name is incorrect must contain alphabets only');

         }

else if (!email\_val.test(e))  {

             alert('Invalid email format please enter valid email id');

         }

else if(p!=cp)  {

alert("Passwords not matching");

}

else if(document.getElementById("p1").value.length **>** 12)  {

alert("Password maximum length is 12");

}

else if(document.getElementById("p1").value.length **<** **6**) {

alert("Password minimum length is 6");

}

else{

alert("Your account has been created successfully... Redirecting to IHubTalent.com");

window.location="https://www.iHubTalent.com/";

}

}

**</script>**

**</body>**

**</html>**